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Efficient allocation of human resources to the development tasks comprising a software project is a key challenge in software project management. To address this critical issue, a systematic human resource evaluation and selection approach can be proven helpful. In this paper, a fuzzy linguistic approach is introduced to evaluate the suitability of candidate human resources (software developers) considering their technical skills (i.e., provided skills) and the technical skills required to perform a software development task (i.e., task-related skills). The proposed approach is based on qualitative evaluations which are derived in the form of fuzzy linguistic 2-tuples from a group of decision makers (project managers). The approach applies a group/similarity degree-based aggregation technique to obtain an objective aggregation of the ratings of task-related skills and provided skills. To further analyze the suitability of each candidate developer, possible skill relationships are considered, which reflect the contribution of provided skills to the capability of learning other skills. The applicability of the approach is demonstrated and discussed through an exemplar case study scenario.

1. Introduction

The problem of finding the “best” human resource in software projects is not always related to the optimal decision [1, 2]. For example, if a software programming task demands “high skill level for Java” and “low skill level for C++” then both of these requirements should be addressed by considering their respective levels of required knowledge. Thus, a human resource (i.e., a programmer in such a case) who meets both criteria is considered to be more suitable for the specific task, as opposed to another programmer with very high level skills in both Java and C++, since this resource could be assigned to a more demanding programming task. Moreover, human resource evaluation and allocation on software development projects are often based on experience, heuristic knowledge, and subjective judgments of experts (e.g., software team leaders and project managers). Although their judgments can be educated guesses that work in practice, managers lack appropriate tools to assess personnel and perform human resource allocation [3, 4]. Subjective decisions may result in selecting inadequate and unsuitable resources which require more time for training, a fact that consequently affects negatively the schedule of projects. In skill-based working environments, such as software development projects, where the objective of the development tasks is to provide customized and usually nonrepetitive solutions to end-users/customers, the risk of utilizing inadequate resources is high, which further causes excessive project costs and high probability for developing unsuccessful software products/services [5].

Therefore, a key problem in software project management is to achieve an, as much as possible, objective and documented assessment of knowledge and technical skills of available human resources, according to various task-related skill requirements needed by a software development organization to achieve its goals. Many approaches do not address efficiently this problem when it comes to human resource knowledge/skills representation and evaluation, by employing a conventional two-valued logic for characterizing
required skill requirements, which proves to be very inefficient when dealing with the uncertainty and vagueness of this characterization. In dealing with the problem of knowledge/skills representation and evaluation in uncertain and imprecise settings, fuzzy logic [6] can be used as an efficient conceptual base, due to the fact that most human reasoning, evaluation, and assessment forms are qualitative and approximate by their nature [1, 2, 5].

In this paper, we use the fuzzy linguistic 2-tuple representation/computation model [7] to build an evaluation and selection approach for candidate human resources (developers) in software development tasks, according to provided/required technical skills/competencies. The proposed approach is based on a group-based fuzzy multicriteria method that applies similarity degree-based aggregation [8] to derive an objective assessment for provided/required skills/competencies. Since technical skills/competencies in software development are not often independent of each other (i.e., prior knowledge in various skills can contribute to learning of other skills) [2], an important contribution of the suggested approach is that it also emphasizes deriving objective assessments of developers matching skills by considering possible skill relationships and dependencies. The approach presented in this paper is an extension and followup of our previous work in human resource evaluation and selection as presented in [9, 10]. Compared to these previous works, in this paper, a more detailed description of the approach is given along with an extended literature review and a presentation of case study with analytical calculations showing the approach applicability. The approach has been developed in the context of the SPRINT SMEs project [11], an R&D project that aims to suggest techniques for software process improvement tailored to the needs of small and medium sized software development organizations.

The remainder of the paper is structured as follows. In Section 2, we provide the background behind our work and an overview on the related literature. In Section 3, we describe the proposed approach for the evaluation and selection of developers in software development tasks. In Section 4, we discuss how the outputs of the approach (estimations of resource-task suitability values) can be used as an aid to indicate proper allocations of each developer effort to each development task. In Section 5, we present an exemplar case study scenario with arithmetic results, followed by a brief discussion in Section 6 upon the usefulness of the provided results. Finally, in Section 7, we conclude the paper and present our future research plans.

2. Background and Literature Overview

Software process improvement (SPI) in small medium sized enterprises (SMEs) is gaining momentum in software research and industry. SPI is a challenging endeavour for most software SMEs aiming at preventing project failures and delivering high quality software products/services consistent with end-customer needs. The SPRINT SMEs project (research in software process improvement methodologies for small and medium sized software development enterprises) [11] is an ongoing R&D project in which the authors of the paper are involved with the objective to propose and develop a practical framework of methods for supporting the improvement of certain processes which take place in software SMEs. The framework of SPRINT SMEs methods focuses on suggesting rigorous decision making methods for supporting process assessment and improvement problems met by software SMEs. In particular, SPRINT SMEs methods concentrate on problems in selected process domains such as requirements and priorities and project planning and staffing [12, 13]. For project staffing problems, in particular, a systematic approach for evaluating the suitability of candidate human resources for each software development task is an imperative issue for a successful implementation of SPI [1, 2, 14]. While midsize to large companies are characterized by a large pool with a considerable number of available resources with different skills to choose from, small to midsize companies need to follow a tailored decision making process to effectively utilize the limited human resources available. The aim of SPRINT SMEs project is to take into consideration the particular needs of SMEs specializing in software development and propose easily applied and systematic approaches to help improve the domain of software project staffing processes. In the following, we present an overview of the research state of the art on resource evaluation, selection, and allocation in software projects focusing particularly on skill-based and fuzzy-based approaches. More interested readers are referred to [15] where a comprehensive literature review is presented on team composition criteria and team management approaches in software projects.

The problem of human resource allocation in a software project refers to the proper assignment of available human resources to the project tasks. The process usually followed by software development organizations concerns initially the division of project development effort into tasks, each one requiring specific skills, capabilities, competences, and previous experience. Once the various tasks to be performed have been defined, suitable candidates for each task need to be selected mainly according to skill-related requirements [1, 2, 16, 17]. However, assignment of roles and consequent formation of project teams rely often on project managers' subjective judgments and experience, project constraints (e.g., project budget and timing constraints), resource constraints (e.g., availability of human resources), and skill-related requirements. All this information is not usually systematically recorded and handled [14]. Proper resource evaluation and selection of human resources is an important decision in software project management. This decision is not just crucial for the generation of efficient software teams, but it is also of strategic importance in software development organizations since it can support them for developing a competitive advantage by exploiting long term competences of available personnel and implement successful projects [18]. Many approaches discussed in the literature, regarding resource selection and allocation, handle resources in a quantitative manner, where all resources are treated as equally skilled [1]. However, in human and skill-centered working environments, such as software development projects, personnel selection and assignment decisions considering individual level of skills of each available human resource
can clearly contribute to project success. For example, one expected benefit derived from improvements in a resource evaluation and allocation process is the decrease in project duration, an issue which further increases the organization productivity [2, 19].

Despite all research and advances in this research field, managing personnel in software projects still remains a very complicated problem due to the dynamic and complex context in which it takes place. Project managers/decision makers have to face a number of different possible staff combinations and many correlated and often conflicting decision variables, such as time, cost, and quality, and, respectively, make the best decision under pressure and high demands [16]. In addition, a major contributor to this complexity is the increased demand for specialized individual skills in the software development workforce, which results from high turnover rates and the fast pace at which new technologies and techniques are being developed. As a result of high demands, candidates with exact required skills to be allocated at software development tasks are usually not available [2].

Human resource evaluation is one critical task that determines to a large extent the organizational success, since the cost of human resources is usually the largest one in a software project [20]. The ability to properly evaluate the skill levels of available human resources is vital to achieve proper resource allocation in the development tasks comprising a software project. Besides skill-based assessment approaches, in the literature, there are also research works [3, 14] focusing on evaluations of various personality traits and different types of behavioural capabilities of candidate human resources, such as intrapersonal, organizational, interpersonal, and management capabilities. The main aim of these approaches is to properly assign available resources to project functional roles (e.g., project leader, analyst, designer, programmer, tester, etc.) and rather not to allocate resources to specific project development tasks, a decision that requires considering explicitly the capabilities of available resources regarding specific technical skills (e.g., level of knowledge in a particular programming language, expertise in applying an analysis/design methodology, competence in using a specific CASE tool, etc.). A central problem in software projects, in particular regarding the human resource allocation, is to evaluate accurately and objectively the capability of each developer/engineer with respect to required technical skills [5]. In the following, we review some representative approaches presented in the literature that attempt to manage the vague and imprecise problem of performing skill-based assessments to support resource allocation decisions in software projects.

For example, Tsai et al. in [21] proposed a method for selecting the most suitable set of human resources with the aim of completing a software project at minimum cost and duration. Their method adopts the critical resource diagram technique which focuses on resource, rather than activity scheduling, to represent task workflows and precedence relations. In addition, their method applies Taguchi’s parameter design approach to optimise the selection of software engineers for tasks under dynamic/stochastic conditions. This approach considers technical skills (estimated as average numbers of lines of code per day) and tasks as controllable and uncontrollable factors, respectively, and Taguchi’s parameter design is performed to select personnel who achieved high performance. However, this method cannot be easily applied by immature software SMEs since it requires detailed and systematic recording of personnel productivity (i.e., to keep records of average numbers of lines of code produced per day by each software engineer) and estimations of optimistic, normal, and pessimistic values of resource personal abilities for each task type.

Otero et al. in [2] presented a promising methodology, termed Best-Fitted Resource (BFR) approach, where human resource capabilities are evaluated by considering relationships between skills. According to BFR, skill-relationship tables are formed with the aim of describing how prior knowledge in various skills contributes to learning of other skills. BFR calculates the suitability of each resource with each task and, consequently, the allocation of resources to multiple tasks is solved as a simple linear programming problem with the aim of maximizing the overall resource suitability. While the consideration of required skills, provided skills, and skill relationships makes the approach similar to the one presented in this paper, BFR does not take into account vagueness issues in characterizing capabilities of candidate human resources and required levels of expertise and it does not result in a group-based objective assessment for the resources suitability. In the approach presented in this paper, objective skill assessments can be derived by aggregating evaluations from decision makers in a group decision making setting.

In practice, human resource evaluation and allocation are usually based on the experience, intuition, and expert judgments of project managers. Software development projects tend to become more complex in time requiring more diversified skills to carry them out and multiple constraints to be satisfied. These complexities raise the need for the introduction of advanced computation methods to assist decision makers to achieve best possible allocation of the available human resources [22]. To this end, a number of analytical approaches are proposed in the literature which apply powerful optimisation techniques, such as constraint satisfaction [17, 23] and dynamic programming algorithms [18].

For example, Barreto et al. in [17] address project staffing as a constraint satisfaction problem [24], based on utility functions that should be maximized or minimized by the selected development team in order to provide greater value for a software development organization. Their approach takes as input the needs of the development tasks, the available human resources, and the constraints imposed by project managers. However, their approach does not consider differences in capability levels according to the required skills of different development tasks. Another constraint-based approach is the one proposed by Kang et al. in [23]. They identify human resources in software projects by individual and team-level constraints based both on the available literature and experts’ judgment. Their approach estimates productivity of human resources by using the COCOMO II algorithmic effort estimation model and focuses on scheduling optimization of human resource allocations by applying accelerated simulated annealing. However, the major limitation of
The fuzzy 2-tuple linguistic model has been compared with other symbolic linguistic computing models by Rodriguez and Martinez in [30]. It has been used in various application domains and in a number of approaches as a basis for experts to express their opinions [31]. Da and Xu in [32] introduced a proportional 2-tuple linguistic representation model and applied a group decision-making evaluation procedure in the context of complex construction projects. Dursun and Karsak in [33] proposed a fuzzy multicriteria decision-making algorithm for personnel selection using the principles of fusion of fuzzy information, 2-tuple linguistic representation model, and the Technique for Order Preference by Similarity to Ideal Solution (TOPSIS). Raoudha et al. in [34] used the fuzzy 2-tuple linguistic representation model to determine appraisers’ opinions about both acquired and required competence levels. Given the resulting 2-tuple assessments, they suggested an extended version of the TOPSIS method to get the candidates’ ranking based on a similarity degree between required and acquired competence levels. In addition, Espinilla et al. in [35] presented an integrated model for a group-based, 360-degree performance appraisal process that manages heterogeneous assessments and computes a final linguistic evaluation for each employee. Their model applies effective aggregation by considering the interaction among criteria and reviewers’ weights. Assessment values are expressed in linguistic 2-tuples to deal with heterogeneous information and obtain linguistic results close to human cognitive model. However, while all of the above approaches are computationally practical, they do not explicitly consider skill relationships or the subjectivity in experts’ opinion. Moreover, the use of the ordered weighted averaging (OWA) operator [33, 35] and the Choquet integral [35] increases the computational complexity of the respective approaches.
3. Description of the Proposed Approach

In software projects, the resource selection process, where the resources considered are developers with a set of technical skills, typically involves decisions based on multiple criteria. While the various choices are often distinct for each manager, the basis of selecting the most appropriate resources for each project and task is considered to have one common ground: the evaluation of each task’s requirements aligned with the skills of the available resources. Thus, the problem is reduced to the proper assignment of resources to tasks, even when the most desired skills are not available in the resource pool.

To address human resource evaluation and selection in software development tasks, we suggest a group-based fuzzy multicriteria approach using the fuzzy linguistic 2-tuple representation model. The proposed approach consists of 3 different stages, which further include nine distinct steps as presented in the flowchart of Figure 1. Specifically, in stage 1, consisting of Steps 1 to 5, the task profile (with respect to the required skills) is estimated using linguistic evaluations provided by experts on the skills required for the particular task. In stage 2, which includes Steps 6 to 7, the capabilities of the available human resources are evaluated using linguistic evaluations provided by experts on their skills. Last, in stage 3, consisting of Steps 8 to 9, the capabilities of the available human resources are reevaluated using linguistic evaluations of skill relationships provided also by experts/decision makers. Steps 2 to 4 are common to the three different stages of the algorithm to ensure the objectivity of the experts’ evaluations. The nine steps of the approach are described in detail in the following subsections.

**Step 1** (group-based linguistic evaluation of required skills). Let \( T \) be a software development task in a software project. We assume that it is planned to be executed as a set of \( N \) individual development activities \( x \); that is, \( T = \{ x_1, x_2, \ldots, x_N \} \). In total, the task activities require a set of \( M \) technical skills/competencies \( c_i \), such as knowledge in Java and/or C++, denoted as \( C = \{ c_i \mid j = 1, 2, \ldots, M \} \). The proposed approach applies a group-based decision approach by requiring from \( K \) project managers/evaluators \( E = \{ e_k \mid j = 1, 2, \ldots, K \} \), to evaluate the level of each skill/competency required for each individual activity to be completed successfully. To express the skill/competency requirements in a qualitative form we adopt the 2-tuple fuzzy linguistic terms approach [7]. Specifically, the 2-tuple linguistic representation/computation model was chosen as the underlying basis of the suggested approach, as it can effectively avoid loss/distortion of information, an issue typical with other fuzzy linguistic methods when dealing with fuzzification/defuzzification of available information [7, 36].

To express their evaluations, project managers use a linguistic label set \( S = \{ s_i \mid i = 0, 1, 2, \ldots, g \} \), where \( g + 1 \) is the granularity of the selected linguistic term set. A 2-tuple linguistic variable is thus denoted as \( (s_i, a_i) \), where \( s_i \in S \) corresponds to the central value of the \( i \)th linguistic term in the term set and \( a_i \in [-0.5, 0.5) \) is the distance from \( s_i \). Project managers may also select different linguistic term sets (i.e., sets having different granularities or semantics) to express their assessments for the required skills. In this case, all heterogeneous linguistic assessments have to be transformed and expressed into a uniform linguistic term set by following the method proposed in [37, 38]. In addition, project managers may have different expertise and background in managing software projects and assessing the needs of software development tasks; therefore, a different relative importance level-weight \( \varepsilon_k \) can be assigned to each project manager \( e_k \).

**Step 2** (transformation of linguistic evaluations). Since project managers evaluate each development activity according to the required skills/competencies using linguistic terms from the term set \( S \), the linguistic evaluation \( X_{ij} \) for an activity \( x_i \) \((i = 1, 2, \ldots, N)\) with respect to the skill/competency \( c_j \) \((j = 1, 2, \ldots, M)\) is transformed into a 2-tuple of the form \((s_i, \theta)\), according to the following transformation function [7]:

\[
\theta : S \rightarrow S \times [-0.5, 0.5], \quad \theta(s_i) = (s_i, 0), \ s_i \in S. \tag{1}
\]

**Step 3** (similarity degree-based aggregation). By performing group-based linguistic evaluation, all skills required to perform the software development task are characterized by the subjective judgments of project managers, which may be biased towards each required skill/competency. Thus, in order to derive a more objective assessment, we adopt a similarity degree-based aggregation technique similar to the one introduced in [8]. The final aggregated assessments consider not only the relative importance level-weights \( \varepsilon_k \) of project managers, but also similarities in their respective evaluations. Therefore, we expect the resulting assessments to reflect the collective judgments of project managers more reasonably and more objectively. The aggregation technique follows three distinct steps that are, respectively, presented in the following subsections.

3.1. Similarity Degree Calculation. The similarity degree, denoted as \( \text{sim}(X_{ij}^k, X_{ij}^l) \in (0, 1) \), is calculated for any two skill evaluations \( X_{ij} \) provided by any two managers \( e_k \) and \( e_l \) \((k \neq l, \ k, l = 1, 2, \ldots, K)\) for each development activity \( x_i \) \((i = 1, 2, \ldots, N)\) with respect to each skill/competency \( c_j \) \((j = 1, 2, \ldots, M)\). To calculate the similarity degree value, the distance \( \delta \) between \( X_{ij}^k \) and \( X_{ij}^l \) evaluations is computed. To calculate this distance, the evaluations represented in 2-tuple linguistic form should be transformed into an equivalent numerical form. In particular, given a linguistic term set \( S \), \( \beta \in [0, g] \) is a number representing the aggregation result of a symbolic aggregation operation. Let \( i = \text{round}(\beta) \) and \( \alpha = \beta - i \) be two values such that \( i \in [0, g] \) and \( \alpha \in [-0.5, 0.5) \), respectively. The number \( a \) is called a symbolic translation. The 2-tuple that expresses the equivalent information with \( \beta \) results from the translation function \( \Delta(\beta) \) as follows [7]:

\[
\Delta : [0, g] \rightarrow S \times [-0.5, 0.5) \tag{2}
\]

\[
\Delta(\beta) = (s_i, a) = \begin{cases} 
  s_i, & i = \text{round}(\beta) \\
  a = \beta - i, & a \in [-0.5, 0.5).
\end{cases} \tag{3}
\]
Therefore, a 2-tuple linguistic variable is transformed into an equivalent number $\beta \in [0, g]$ by using the reverse function $\Delta^{-1}$ as follows [7]:

$$
\Delta : S \times [-0.5, 0.5] \rightarrow [0, g],
$$

(4)

$$
\Delta^{-1}(s_i, a) = i + a = \beta.
$$

(5)

Then, the distance $\delta$ between $X^{k}_{ij}$ and $X^{l}_{ij}$ evaluations can be calculated using the following formula:

$$
\delta = \left| \Delta^{-1}(X^{k}_{ij}) - \Delta^{-1}(X^{l}_{ij}) \right|.
$$

(6)

where $\Delta^{-1}$ is the reverse function that transforms a 2-tuple linguistic variable into its equivalent numerical value [7].

Finally, the similarity degree value $\text{sim}(X^{k}_{ij}, X^{l}_{ij})$ is computed according to the following [8]:

$$
\text{sim}(X^{k}_{ij}, X^{l}_{ij}) = 1 - \frac{\left| \Delta^{-1}(X^{k}_{ij}) - \Delta^{-1}(X^{l}_{ij}) \right|}{g},
$$

(7)

where $g + 1$ is the granularity of the used linguistic term set. The closer the similarity degree is to 1, the more similar the evaluations of any two project managers are for the same activity with respect to a particular skill.

3.2. Average and Relative Similarity Degree Calculation. The average similarity degree $SM_{i}(e_k)$ and the relative similarity degree $RSM_{i}(e_k)$ are calculated for each project manager regarding the evaluation of each activity $x_i$ ($i = 1, 2, \ldots, N$).
with respect to each skill/competency $c_j (j = 1, 2, \ldots, M)$. These are, respectively, given by [8]

$$SM_{ij} (e_k) = \frac{\sum_{l=1}^{L} \sim (x_{ij}, x_{ij}^l)}{K - 1}, \quad (8)$$

$$RSM_{ij} (e_k) = \frac{SM_{ij} (e_k)}{\sum_{l=1}^{L} SM_{ij} (e_l)}. \quad (9)$$

3.3. Importance Weight Calculation. The importance weight $w^k_{ij}$ of the evaluation/assessment of manager $e_k$ is calculated by considering his/her relative importance level-weight $e_k$ and the relative similarity degree of his/her evaluations, as follows [8]:

$$w^k_{ij} = \frac{e_k \times RSM_{ij} (e_k)}{\sum_{l=1}^{L} (e_l \times RSM_{ij} (e_l))}. \quad (10)$$

Step 4 (calculation of final aggregated ratings). The objective aggregation for all activities' ratings is computed by utilizing the weighted average operator, as it is defined for fuzzy linguistic 2-tuples in [7]. In particular, for a set of linguistic 2-tuples $\{(s_1, a_1), (s_2, a_2), \ldots, (s_n, a_n)\}$ and their corresponding weights $\{w_1, w_2, \ldots, w_n\}$, the 2-tuple weighted average operator $\bar{x}$ is computed as follows [7]:

$$\bar{x} = \Delta \left( \sum_{l=1}^{n} \left( \Delta^{-1} (s_l, a_l) \times w_l \right) \right), \quad (11)$$

where $\Delta$ is calculated using the reverse function $\Delta^{-1}$ as defined in (5).

The final aggregated rating $FX_{ij}$ of each activity $x_i (i = 1, 2, \ldots, N)$ with respect to each skill/competency $c_j (j = 1, 2, \ldots, M)$ can be computed by applying the weighted average operator (as it is given by formula (11)) on the linguistic evaluations of the activities and using as weights the previously calculated importance weights for the respective assessments. Thus, the final aggregated rating $FX_{ij}$ is calculated as follows:

$$FX_{ij} = \Delta \left( \sum_{l=1}^{K} \left( \Delta^{-1} (x_{ij}, d_{ij}^l) \times w^l_{ij} \right) \right). \quad (12)$$

Step 5 (task profile evaluation). As stated above, a software development task is composed of a number of activities which result in the development of different software components. An overall "profile" can be created for the composite development task as a vector of linguistic 2-tuples. This profile represents the desired level of skills/competencies required for the task's successful implementation, based on the project managers' evaluations. The task profile vector, denoted as $tp$, with respect to each required skill/competency $c \in C$, can be calculated by applying the weighted average operator (11) to the previously calculated final aggregated ratings of skills (FX), using as weights the importance degree of each development activity $x \in T$ comprising the software development task. The importance degree $I_i$ of each development activity $x_i, i = 1, 2, \ldots, N$, may reflect the business value-criticality of the corresponding software component that is expected to result from the activity implementation. For example, we can assume that project managers agree that for the overall success of the software development task the development of the user interface component is an activity of higher business value compared to the development of the database component. The task profile vector is calculated as follows:

$$tp_j = \Delta \left( \frac{\sum_{i=1}^{N} \left( \Delta^{-1} (FX_{ij}) \times I_i \right)}{\sum_{i=1}^{N} I_i} \right), \quad (13)$$

where $N$ is the total number of activities comprising the development task.

Step 6 (linguistic evaluation of candidate human resources). Having calculated the task profile, we continue by evaluating candidate human resources (e.g., software programmers/developers) according to their available skills/competencies with respect to the specific task required skills. To consider and evaluate objectively the capability/suitability of Q candidate human resources $r$ with respect to the task required skills C, Steps 2 to 4 are repeated. Specifically, each project manager evaluates, using a linguistic label set $S$, each candidate human resource $r$ according to his/her previous experience and/or his/her level of knowledge in each required skill/competency $c \in C$. The linguistic evaluations of each resource according to each required skill are then transformed into 2-tuples in the form $(s_i, 0)$ according to (1). To derive an objective evaluation for these evaluations, the similarity degree value between any two project managers’ evaluations is calculated using formula (7). The importance weights are calculated according to (10), using the average and relative similarity degree, as computed by (8) and (9), respectively. Then, a final aggregated rating $FR_{ij}$ for each resource $r_j (i = 1, 2, \ldots, Q)$ with respect to each skill $c_j (j = 1, 2, \ldots, M)$ is calculated by applying the weighted average operator (11) on the linguistic evaluations of the resources using as weights the previously calculated importance weights for the respective assessments.

Step 7 (capabilities evaluation). The capability (i.e., suitability) $cs_i$ of each resource $r_j (i = 1, 2, \ldots, Q)$ is computed by applying the weighted average operator (11) on the final aggregated ratings $FR_{ij}$, using as weights the previously calculated task profile assessments for each individual required skill. That is,

$$cs_i = \Delta \left( \frac{\sum_{j=1}^{M} \left( \Delta^{-1} (FR_{ij}) \times tp_j \right)}{\sum_{j=1}^{M} tp_j} \right), \quad (14)$$

where $cs_i$ represents the capability of resource $r_j (i = 1, 2, \ldots, Q), FR_{ij}$ is the final aggregated rating for the resource $r_j (i = 1, 2, \ldots, Q)$ with respect to all skills $c_j (j = 1, 2, \ldots, M)$, and $tp_j$ is the value in the task profile vector that corresponds to skill $c_j (j = 1, 2, \ldots, M)$.
Step 8 (linguistic evaluation of skill relationships). Skills/competencies in software development are not always independent of each other. On the contrary, prior knowledge in various skills contributes to the learning of other skills [2]. For example, prior knowledge in object oriented design can be considered helpful to develop skills in C++ programming. In this step of the approach we consider skill relationships, which represent the level to which capability in one skill/competency contributes to the improvement (via learning and/or practical experience) of another skill/competency.

To this end, each manager evaluates subjectively skill relationships and a skill-relationships table is constructed, where relationships between skills/competencies are expressed in linguistic terms using a linguistic label set $S$. To evaluate objectively the skill/competency relationships with respect to the task required skills $c_j (j = 1, 2, \ldots, m)$, Steps 2 to 4 are repeated. Initially, the linguistic evaluations $c_{ij}$ of skill/competency relationships are transformed into 2-tuples in the form $(s, 0)$ according to (1). To derive a more objective assessment, the similarity degree values between the project managers’ evaluations are calculated using formula (7). The importance weight is calculated according to (II), using the average and relative similarity degree calculated by (8) and (9), respectively. Finally, the objective skill/competency relationships are extracted through the final aggregated rating $FSR_{ij}$ of each relationship between any two skills/competencies $c_i$ and $c_j (i, j = 1, 2, \ldots, M)$.

Specifically, $FSR_{ij}$ is calculated by applying the weighted average operator (II) on the linguistic evaluations of the skills/competencies using as weights the previously calculated task profile assessments for each individual skill/capability. This final rating reflects the overall suitability of each resource to perform the software development task and it is calculated as follows:

$$
c_{ij}^{NEW} = \Delta \left( \frac{\sum_{j=1}^{M} \Delta^{-1} \left( FR_{ij}^{NEW} \times TP_j \right)}{\sum_{j=1}^{M} TP_j} \right). \quad (16)
$$

4. Allocation of Resources to Software Development Tasks

Let us assume that a software company is undertaking $R$ development tasks $\{T_1, T_2, \ldots, T_R\}$ and at least one developer should be allocated to each task. Then, the above approach can be applied to calculate resource-task suitability values $cs_{ij}$ for each human resource (developer) $r_i (i = 1, 2, \ldots, Q)$ to perform each development task $T_j (j = 1, 2, \ldots, R)$. The use of these resource-task suitability values is helpful to indicate proper allocations of developers to tasks. For example, if one developer is needed for one task, then it might be a good decision to assign in this task the developer with the highest corresponding resource-task suitability. If two developers are needed for one task, then these developers may be the two developers characterized with two highest resource-task suitability values.

In the literature, we can find some rather strict assumptions regarding resource allocation in software projects. For example, it is assumed that all resources cannot be allocated at a single task [18] or a resource may be assigned to at most one task [2]. In a small software development company, however, due to limited number of developers it is often the case that all available developers should be involved in all running development tasks, in order to take full advantage of their competences and deliver fast paced projects. In such a case, the resource-task suitability values are useful to indicate proper allocations of each developer effort to each development task.

An estimation of effort allocation $EEA_{ij}$ (as a percentage value) for each developer $r_i$ to each task $T_j$ can be calculated using formula (17) that divides the corresponding resource-task suitability value $cs_{ij}$ by the sum of suitability values for all tasks in which the developer should be involved. We do recognize that this simple heuristic can be proven impractical to support complex resource allocation rules and availability constraints. In these situations the resource-task suitability values can be used as variables of a multiobjective optimization model, such as the one presented in [14]

$$
EEA_{ij} = \frac{cs_{ij}}{\sum_{j=1}^{R} cs_{ij}}. \quad (17)
$$

5. Exemplar Case Study

Let us consider a scenario where a software development company needs to assign personnel to a software development task $T_1$, which is composed of four ($N = 4$) individual development activities $x$; that is, $T_1 = \{x_1, x_2, x_3, x_4\}$. Thus,
Table 1: Project manager evaluations on skill/competencies required for each activity $x$.

<table>
<thead>
<tr>
<th>Activity ($x$)</th>
<th>Project manager ($e$)/weight of importance ($e$)</th>
<th>Levels of skills required for a task ($c_i$)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>OO design ($c_1$)</td>
</tr>
<tr>
<td>$x_1$</td>
<td>$e_1/1/3$</td>
<td>(H, 0)</td>
</tr>
<tr>
<td></td>
<td>$e_2/1/3$</td>
<td>(VVH, 0)</td>
</tr>
<tr>
<td></td>
<td>$e_3/1/3$</td>
<td>(VVL, 0)</td>
</tr>
<tr>
<td>$x_2$</td>
<td>$e_1/1/3$</td>
<td>(VH, 0)</td>
</tr>
<tr>
<td></td>
<td>$e_2/1/3$</td>
<td>(VL, 0)</td>
</tr>
<tr>
<td></td>
<td>$e_3/1/3$</td>
<td>(VL, 0)</td>
</tr>
<tr>
<td>$x_3$</td>
<td>$e_1/1/3$</td>
<td>(VL, 0)</td>
</tr>
<tr>
<td></td>
<td>$e_2/1/3$</td>
<td>(VL, 0)</td>
</tr>
<tr>
<td></td>
<td>$e_3/1/3$</td>
<td>(VL, 0)</td>
</tr>
<tr>
<td>$x_4$</td>
<td>$e_1/1/3$</td>
<td>(L, 0)</td>
</tr>
<tr>
<td></td>
<td>$e_2/1/3$</td>
<td>(L, 0)</td>
</tr>
<tr>
<td></td>
<td>$e_3/1/3$</td>
<td>(L, 0)</td>
</tr>
</tbody>
</table>

Table 2: Similarity degree values between project manager evaluations.

<table>
<thead>
<tr>
<th>$x_1$</th>
<th>$c_1$</th>
<th>$c_2$</th>
<th>$c_3$</th>
<th>$c_4$</th>
<th>$\frac{e_1}{e_2}$</th>
<th>$\frac{e_2}{e_3}$</th>
<th>$\frac{e_1}{e_3}$</th>
<th>$\frac{e_2}{e_4}$</th>
<th>$\frac{e_3}{e_4}$</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.666667</td>
<td>0.83333</td>
<td>0.666667</td>
<td>0.83333</td>
<td>0.83333</td>
<td>0.666667</td>
<td>0.5</td>
<td>1</td>
<td>0.83333</td>
<td>1</td>
</tr>
<tr>
<td>0.833333</td>
<td>1</td>
<td>0.83333</td>
<td>0.83333</td>
<td>1</td>
<td>0.83333</td>
<td>1</td>
<td>0.83333</td>
<td>0.83333</td>
<td>0.83333</td>
</tr>
<tr>
<td>0.833333</td>
<td>0.666667</td>
<td>1</td>
<td>0.83333</td>
<td>0.83333</td>
<td>0.83333</td>
<td>1</td>
<td>0.5</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>0.666667</td>
<td>0.83333</td>
<td>1</td>
<td>1</td>
<td>0.5</td>
<td>0.83333</td>
<td>0.83333</td>
<td>0.83333</td>
<td>1</td>
<td>0.83333</td>
</tr>
</tbody>
</table>

The values of the similarity degrees between any two project managers’ evaluations for the level of skills required for each activity are computed in the same manner and they are presented in Table 2.

Having calculated the similarity degrees for each activity with respect to each skill, we proceed to calculate the average and relative similarity degrees. For example, the average similarity degree for activity $x_2$ with respect to skill $c_1$ (object oriented design) is calculated by applying formula (8) as follows:

$$SM_{21}(e_1) = \frac{\text{sim}(X_{21}^1, X_{21}^2) + \text{sim}(X_{21}^1, X_{21}^3)}{K - 1}$$

$$= \frac{0.83333 + 1}{3 - 1} = 0.916667.$$  \hspace{1cm} (19)

$SM_{21}(e_2)$ and $SM_{21}(e_3)$ are similarly calculated as 0.83333 and 0.916667, respectively. Thus, the relative similarity degree for project manager $e_1$ according to formula (9) is

$$RSM_{21}(e_1) = \frac{SM_{21}(e_1)}{SM_{21}(e_1) + SM_{21}(e_2) + SM_{21}(e_3)}$$

$$= \frac{0.916667}{0.916667 + 0.83333 + 0.916667} = 0.34375.$$  \hspace{1cm} (20)

Applying these calculations we can compute all relative similarity degree values for each project manager (Table 3).

Having assumed equal importance levels for all three project managers (i.e., each $\epsilon_k$ is equal to 1/3, Table 1), we...
Table 3: Relative similarity degree values for each project manager \(e\).

<table>
<thead>
<tr>
<th>(e_1)</th>
<th>(e_2)</th>
<th>(e_3)</th>
<th>(e_4)</th>
<th>(c_1)</th>
<th>(c_2)</th>
<th>(c_3)</th>
<th>(c_4)</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.285714</td>
<td>0.321429</td>
<td>0.285714</td>
<td>0.33333</td>
<td>0.357143</td>
<td>0.357143</td>
<td>0.357143</td>
<td>0.357143</td>
</tr>
<tr>
<td>0.34375</td>
<td>0.34375</td>
<td>0.34375</td>
<td>0.3125</td>
<td>0.3125</td>
<td>0.34375</td>
<td>0.34375</td>
<td>0.34375</td>
</tr>
<tr>
<td>0.3125</td>
<td>0.375</td>
<td>0.33333</td>
<td>0.3125</td>
<td>0.34375</td>
<td>0.34375</td>
<td>0.33333</td>
<td>0.33333</td>
</tr>
<tr>
<td>0.291667</td>
<td>0.3125</td>
<td>0.34375</td>
<td>0.375</td>
<td>0.34375</td>
<td>0.34375</td>
<td>0.33333</td>
<td>0.34375</td>
</tr>
</tbody>
</table>

Table 4: Final aggregated ratings for each activity \(FX\) and task profile \(TP\).

<table>
<thead>
<tr>
<th>Activity ((x))</th>
<th>Importance degree ((I))</th>
<th>OO design ((c_1))</th>
<th>C++ ((c_2))</th>
<th>VB ((c_3))</th>
<th>Java ((c_4))</th>
</tr>
</thead>
<tbody>
<tr>
<td>(x_1)</td>
<td>VL (1, 0)</td>
<td>5.4285/(VH, 0.43)</td>
<td>1/(VL, 0)</td>
<td>2.4285/(L, 0.43)</td>
<td>4.75/(VH, −0.25)</td>
</tr>
<tr>
<td>(x_2)</td>
<td>L (2, 0)</td>
<td>0.6875/(VL, −0.31)</td>
<td>1.3125/(VL, 0.31)</td>
<td>5.3125/(VH, 0.31)</td>
<td>1.6875/(L, −0.31)</td>
</tr>
<tr>
<td>(x_3)</td>
<td>M (3, 0)</td>
<td>5.6875/(V VH, −0.31)</td>
<td>4.75/(VH, −0.25)</td>
<td>2/(L, 0)</td>
<td>1.3125/(VL, 0.31)</td>
</tr>
<tr>
<td>(x_4)</td>
<td>VH (6, 0)</td>
<td>3.75/(H, −0.25)</td>
<td>5.3125/(VH, 0.31)</td>
<td>1.3125/(VL, 0.31)</td>
<td>0.6875/(VL, −0.31)</td>
</tr>
<tr>
<td>Task profile ((TP))</td>
<td></td>
<td>3.8638/(H, −0.13)</td>
<td>4.1458/(H, 0.14)</td>
<td>2.2440/(L, 0.24)</td>
<td>1.3489/(VL, 0.34)</td>
</tr>
</tbody>
</table>

apply formula (10) to compute the weight of the assessments of each project manager. For example, the weight of the assessment of project manager \(e_1\) for activity \(x_2\) with respect to skill \(c_1\) is computed as follows:

\[
w_{21}^1 = \frac{e_1 \times RSM_{21} (e_1)}{e_1 \times RSM_{21} (e_1) + e_2 \times RSM_{21} (e_2) + e_3 \times RSM_{21} (e_3)}
\]

\[
= \frac{1/3 \times 0.34375}{1/3 \times 0.34375 + 1/3 \times 0.3125 + 1/3 \times 0.34375}
\]

\[
= 0.34375.
\]

The weights \(w_{21}^2\) and \(w_{21}^3\) of the assessments of project managers \(e_2\) and \(e_3\) are calculated in the same way and they are found equal to 0.3125 and 0.34375, respectively. It should be noted that assessment weights are found to be equal to the previously computed relative similarity degree values (Table 3) because we have assumed equal importance levels for all three project managers (i.e., each \(e_i\) is equal to 1/3).

We continue by calculating the final aggregated rating for each activity with respect to each skill. For example, for activity \(x_2\) with respect to skill \(c_1\), using formula (12), the final aggregated rating is computed as follows:

\[
FX_{21} = \Delta \left( \frac{\Delta^{-1}(X_{21}^1) \times w_{21}^1 + \Delta^{-1}(X_{21}^2) \times w_{21}^2 + \Delta^{-1}(X_{21}^3) \times w_{21}^3}{w_{21}^1 + w_{21}^2 + w_{21}^3} \right)
\]

\[
= \Delta \left( \frac{1 \times 0.34375 + 0 \times 0.3125 + 1 \times 0.34375}{0.34375 + 0.3125 + 0.34375} \right) = \Delta (0.68675)
\]

\[
= (1, −0.31) = (VL, −0.31).
\]

The final aggregated ratings for all activities with respect to the various required skills/competencies are shown in Table 4.

Having calculated the final aggregated rating for each activity with respect to each skill, we proceed with the calculation of the task profile vector. For example, for skill \(c_1\), namely, object oriented design (Table 4, column 3), the corresponding value in task profile vector is, according to formula (13), equal to

\[
\begin{equation}
\begin{aligned}
\mathbf{t}_{p_1} &= \Delta \left( \frac{5.4285 \times 1 + 0.6875 \times 2 + 5.6875 \times 3 + 3.75 \times 6}{1 + 2 + 3 + 6} \right) \\
&= \Delta (3.8638) = (4, −0.13) = (H, −0.13).
\end{aligned}
\end{equation}
\]

The resulting task profile for all individual required skills is, therefore, calculated as a vector of linguistic 2-tuples and it is shown in the last row of Table 4. From this task profile, we can conclude that, for this specific task, high level of competence in both C++ programming and object oriented design is required (i.e., the corresponding 2-tuples are equal to \((H, 0.14)\) and \((H, −0.13)\), resp.) but a lower level of competency is required in Visual Basic and Java programming (i.e., the corresponding 2-tuples are equal to \((L, 0.24)\) and \((VL, 0.34)\), resp.).

Having calculated the task profile, we continue by evaluating candidate human resources (developers). Table 5 presents the judgments expressed by project managers for the level that characterizes each one of the four available developers \((Q = 4)\) with respect to each required skill. For example, according to project manager \(e_1\), developer \(r_1\) is characterized by a “Very Low” level of competence regarding object oriented design.

Following the same procedure as above (i.e., Steps 2–4 of the approach), we get the final aggregated ratings \(FR\) of each candidate resource with respect to each skill, as shown in columns 2–5 of Table 6. The capability/suitability of each resource \(c_s\) is calculated using formula (14) and the results are shown in the last column of Table 6.

In the next stage of the approach we perform reevaluation of the resource capabilities. Project managers provide their judgments on skill relationships, that is, prior knowledge in various skills contributes to the learning of other skills, as
shown in Table 7. For example, according to project manager $e_1$, existing competency in C++ programming contributes at a “Very Very High” level to improvement of skills in object-oriented design. Following Steps 2–4 of the approach, as shown above, we get the final aggregated ratings FSR of skill relationships which are presented in Table 8.

Having calculated the final aggregated ratings of skill relationships, we continue by reevaluating the resources’ final aggregated ratings using formula (15). For example, we use the final aggregated rating $FR_{11}$ of resource $r_1$ with respect to skill/competency $c_1$ (object oriented design) that is found equal to (VL, 0.31) (see Table 6). $FR^{NEW}_{11}$ is then calculated by using formula (15) as follows:

$$ FR^{NEW}_{11} = \text{max} \left( 1.3125; \left( \frac{1 \times 5.4286 + 4.6875 \times 1.6875 + 3.25 \times 4.5714}{5.4286 + 1.6875 + 4.5714} \right) \right) $$

$$ = \text{max} (1.3125; 2.4124) = 2.4124. $$

The reevaluated final aggregated ratings of the resources are presented in Table 9.

Resource capabilities (i.e., resource-task suitability values) are computed using formula (16), as described in Step 9 of the approach, and the obtained results (final suitability values) are presented in the last column of Table 9. The comparison between the initial ratings (last column in Table 6) and the final ratings (last column in Table 9) of the candidate resources shows that definitely the most suitable candidate human resource to be involved in the activities of task $T_1$ is resource $r_4$.

By studying the results of the presented example, we can, for example, conclude that while in the initial evaluation the resources $r_3$ and $r_4$ are both highly suitable to cover the skill requirements of task $T_1$, with ratings $(H, -0.37)$ and $(H, -0.06)$, respectively (see Table 6, last column), considering skill-relationships (see Table 9, last column) $r_4$ ends up being more suitable (rated as $(VH, -0.04)$) with greater difference from $r_3$ (rated as $(H, 0.13)$).

Let us now assume that the current workload of the software company comprises two tasks $\{T_1, T_2\}$. This means that in parallel with $T_1$ the software company is undertaking the development activities of an additional task $T_2$. Performing the approach again results in resource-task suitability ratings of the available developers for the development activities of task $T_2$. These ratings are shown in Table 10 (third column) along with the ratings of developers for the activities of task $T_1$ (second column). It should be noted that there would be no need to ask project managers to express again their judgments for the skill level characterizing the developers in case that a required skill for task $T_2$ is the same as a skill required for task $T_1$. We can, therefore, apply formula (16) on these resource-task suitability values to derive estimations of the allocation of each developer effort to tasks $T_1$ and $T_2$ (shown in the fourth and fifth column of Table 10, resp.).

Some useful assertions can be derived by observing and comparing these estimated effort allocations. For example, although resource $r_4$ is slightly more suitable for task $T_1$ $(VH, -0.04)$, compared with the corresponding suitability
of resource $r_3$ (H, 0.13), the allocation of $r_4$ effort to task $T_2$ is lower (45.70%) than the corresponding value of $r_3$ (50.18%). This is because resource $r_4$ should devote more time/effort (54.30%) to the development activities of task $T_2$ where the suitability resource $r_4$ (VH, 0.11) is considerably higher than the corresponding suitability value of resource $r_3$ (H, 0.10).

### 6. Discussion

Since proper and systematic utilization of all available resources in a software development project is a vital issue, we proposed an approach that focuses on the efficient evaluation and selection of human resources in software development tasks. The approach contributes to and objectively supports project management in the difficult task of selecting and allocating human resources in software development tasks.

The proposed approach makes two important contributions to the literature. The first involves putting forward for the utilization of all available resources in software development tasks. The approach contributes to and objectively supports the selection of the most suited human resource and the rest of the available resources for a specific task can be intensified, thus better indicating the most appropriate candidate for a specific task.

The above contributions are reflected through the results provided by the exemplar case study scenario. The results show that by using subjective evaluations provided by project managers we can obtain objective results through the similarity degree-based aggregation technique. The reevaluation of human resource suitability through the consideration of skill/competency relationships can significantly enhance the differences between the available human resources. In addition, we have shown that suitability values are practically useful to estimate effort allocation of resources to development tasks.

We should finally mention that the computations underlying the approach are not apparent to the project managers/decision makers which only provide linguistic terms to state their evaluations. Actually, we implemented all required computations in a spreadsheet program that helps to effectively and practically apply the approach with a variety of inputs.
Table 9: Reevaluated final aggregated ratings of resources FR\textsuperscript{NEW} and final values of resource capabilities cs.

<table>
<thead>
<tr>
<th>Resource (r)</th>
<th>Skills available from candidate resources (c)</th>
<th>Resource capability/suitability (cs) (reevaluated)</th>
</tr>
</thead>
<tbody>
<tr>
<td>r\textsubscript{1}</td>
<td>4.9597/(VH,0.33) 5.3125/(VH,0.31) 3.8731/(H,−0.13) 4.6727/(VH,−0.33) 4.9597/(VH,−0.04)</td>
<td>3.25/(M,0.25) 2/(L,0) 3.9529/(H,−0.05) 4.1274/(H,0.13) 3.07569/(M,0.08)</td>
</tr>
<tr>
<td>r\textsubscript{2}</td>
<td>2.4124/(L,0.41) 2.7646/(M,−0.24) 4.6875/(VH,−0.31) 5.3125/(VH,0.31) 2.5139/(M,−0.49)</td>
<td>5.89241/(VVH,−0.11) 3.70571/(VH,−0.10) 3.8731/(H,−0.13) 4.6727/(VH,−0.33) 4.9597/(VH,−0.04)</td>
</tr>
<tr>
<td>r\textsubscript{3}</td>
<td>3.4140/(M,0.41) 5.3125/(VH,0.31) 3.2712/(M,0.27) 3.9529/(H,−0.05) 4.1274/(H,0.13)</td>
<td>0.49) 35.53% 64.47%</td>
</tr>
<tr>
<td>r\textsubscript{4}</td>
<td>5.3125/(VH,0.31) 5.3125/(VH,0.31) 3.8731/(H,−0.13) 4.6727/(VH,−0.33) 4.9597/(VH,−0.04)</td>
<td>3.2712/(M,0.27) 5.3125/(VH,0.31) 4.6875/(VH,−0.31) 2/(L,0) 3.9529/(H,−0.05)</td>
</tr>
</tbody>
</table>

Table 10: Resource capabilities cs to perform the development activities of two tasks and allocation of developers’ effort EEA to tasks.

<table>
<thead>
<tr>
<th>Resource (r)</th>
<th>Capability/suitability cs for task T\textsubscript{1}</th>
<th>Capability/suitability cs for task T\textsubscript{2}</th>
<th>Allocation of effort to task T\textsubscript{1}</th>
<th>Allocation of effort to task T\textsubscript{2}</th>
</tr>
</thead>
<tbody>
<tr>
<td>r\textsubscript{1}</td>
<td>3.07569/(M,0.08) 5.58151/(VVH,−0.42) 3.70571/(VH,−0.10) 3.8731/(H,−0.13) 4.6727/(VH,−0.33) 4.9597/(VH,−0.04)</td>
<td>3.25/(M,0.25) 2/(L,0) 3.9529/(H,−0.05) 4.1274/(H,0.13) 3.07569/(M,0.08)</td>
<td>35.53% 64.47%</td>
<td></td>
</tr>
<tr>
<td>r\textsubscript{2}</td>
<td>2.5139/(M,−0.49) 4.42354/(H,0.42) 0.49) 35.53% 64.47%</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>r\textsubscript{3}</td>
<td>4.1274/(H,0.13) 4.0976/(H,0.10) 0.49) 35.53% 64.47%</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>r\textsubscript{4}</td>
<td>4.9597/(VH,−0.04) 5.89241/(VVH,−0.11) 0.49) 35.53% 64.47%</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

7. Conclusion

A fuzzy linguistic description approach based on 2-tuple fuzzy linguistic terms to evaluate human resources involved in software development tasks is presented in this paper. The proposed approach follows a group and similarity degree-based aggregation method to obtain an objective assessment of the ratings of multiple required task-related skills and provided skills from the available human resources. In addition, we consider skill relationships, provided as 2-tuple fuzzy linguistic terms, to represent dependencies between the various task-related skills reflecting the contribution of one skill to the learning of other skills. Through the introduction of skill relationships we ensure the objective assessments of human resources matching skills required by software tasks.

To demonstrate the applicability of the proposed approach we presented an exemplar case study scenario with numerical results, which was implemented to assess the results obtained. The numerical results provide indications that the proposed approach can effectively support management decisions to objectively evaluate available human resources considering a set of skills and a set of project tasks. We are currently executing a case study in software SMEs with the aim of thoroughly validating the applicability of the proposed approach. In particular, since the approach utilizes and objectively aggregates multiple qualitative judgments for task-related and provided skills, our current interest is to apply the approach in the context of a software development company that follows 360-degree appraisal to evaluate its personnel, where the judgment of each company employee about his/her level of competence is also considered.

Our future work aims at further improving the suggested approach by determining resource teams based on substitution and complementarity associations between candidate human resources. Another important issue to be addressed is the provision of appropriate support to the allocation of human resources to software development tasks by performing multiobjective optimisation (e.g., according to budget and availability constraints).
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