Applying algebraic approaches for modeling workflows and their transformations in mobile networks
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Abstract. In emergency scenarios we can obtain a more effective coordination among team members, each of them equipped with hand-held devices, through the use of workflow management software. Team members constitute a Mobile Ad-hoc NETwork (MANET), whose topology both influences and is influenced by the workflow. In this paper we propose an algebraic approach for modeling workflow progress as well as its modifications as required by topology transformations. The approach is based on Algebraic Higher-Order Nets and sees both workflows and topologies as tokens, allowing their concurrent modification.
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1. Introduction

The widespread availability of network-enabled hand-held devices (e.g., PDAs with WiFi capabilities) has made the development of pervasive computing environments an emerging reality. Mobile (or Multi-hop, according to some authors) Ad-hoc NETworks (MANETs, [3]) are networks of mobile devices that communicate with one another via wireless links without relying on an underlying infrastructure; this distinguishes them from other types of wireless networks, e.g., cell networks or infrastructure-based wireless networks. In order to achieve communication, each device in a MANET acts both as an endpoint and as a router forwarding messages to devices within radio range. MANETs are a sound alternative to infrastructure-based networks in cases when an infrastructure has never been available, is no longer available, or cannot be used, as in emergency scenarios.

Operators acting in such scenarios would benefit from software support to their collaboration; in particular, a coordination layer would allow human actors to execute sets of activities (in sequence, concurrently, etc.) through specific applications (e.g., computer supported cooperative work – CSCW – tools [27], workflow management applications [39], etc.) running on hand-held devices, thus supporting the execution of cooperative processes. All such applications typically require the device to be continually connected (e.g., for data/information sharing, activity scheduling and coordination, etc.); but in general continual connection is not guaranteed in MANETs.
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Hence, we are investigating a specific architecture, targeted to CSCW and workflow management applications constituting the coordination layer, that is able to maintain the continual connection of MANET devices, and to modify the workflow schema at runtime. Basic problems for such an architecture concern the prediction of possible disconnections of devices, addressed in [11], and the formal definition of transformations of the workflow schema on the basis of the changed network topology and workflow execution state, which is the aim of the present work.

As a motivating example, the reader should consider a scenario in archaeological disaster/recovery: after an earthquake, a team (led by a team leader) is equipped with mobile devices (laptops and PDAs), and sent to the affected area to evaluate the state of archaeological sites and the state of precarious buildings; the goal is to draw a situation map in order to schedule restructuring jobs. A typical cooperative process to be enacted by the team would be as shown in Fig. 1(a) (depicted as a UML Activity Diagram); it represents the initial workflow schema to be enacted on the MANET:

- the team leader has previously stored (for example by a previous download from the headquarter server) all the details of the area, including a map of the site, the list of the most sensible objects located in the site, and precedent reports/materials;
- the team is considered as an overall MANET, in which the team leader’s device (requiring the most computational power, therefore usually a laptop) coordinates the other team member devices, by providing suitable information (e.g., maps, sensible objects, etc.) and assigning activities;
- team members are equipped with hand-held devices (PDAs), which allow them to execute some operations, but do not have much computational power. Such operations, possibly provided through the support of particular hardware (e.g., digital cameras, GPRS/UMTS/satellite connections, computational power for image processing, main storage, etc.), are offered as software services to be coordinated. Team member 1 (by using his/her device) could fill in some specific questionnaires (after a visual analysis of a building), to be analyzed by the team leader with the help of a specific software, so as to schedule next activities; team member 3 could take some pictures of the precarious buildings, whereas team member 2 is in charge of specific image processing tasks on previous and recent pictures (e.g., for first identification of architectural anomalies).

In the latter case, it might be useful to match the new pictures with previously stored ones; then it is necessary that the device with the high-resolution camera and the one storing the old pictures are connected, in order to execute this match.

But in a particular scenario, as the one depicted in Fig. 1(b), it could happen that the movement of the operator/device equipped with the camera would result in a disconnection from the others. A cooperative architecture should be able to predict such a situation and to alert the coordination layer to select a possible “bridge” device (e.g., the one owned by team member 4) to follow (i.e., to move afterwards) the “going-out-of-range” operator/device, thus maintaining the connection and ensuring a path among devices. This in general may result in a change of the MANET topology. In such a way the coordination layer, on the basis of the disconnection prediction, schedules the execution of new and not previously scheduled activities, as shown in Fig. 1(c) (note the new activity for team member 4), possibly also producing a change in the MANET topology. Specifically, the coordinator transforms the current workflow schema (i.e., the graph related to activity diagram representing the cooperative work) in order to adapt it to the evolving network topology graph.

In the literature, topology graphs are a common representation for the description of a MANET configuration [3]; on the other hand, the definition of the workflow is usually expressed through various formalizations, such as Petri nets [64] or Activity Graphs [14], with widely different formal reasoning.
Fig. 1. Adaptive process management in MANETs.

features over such representations. The heterogeneity of the two descriptions makes it difficult to provide an integrated management of the topology, the workflow, and the assignment of tasks to mobile devices.

In this paper, we propose a uniform representation of both network and workflow in terms of an
algebraic approach, which are coupled to form complex objects used within a system. The system is based on Algebraic Higher-Order Nets (AHO-NETS [31]), which is a high-level net class combining Petri nets and a suitable higher-order data type part. In particular, the paper describes the integration of place/transition (P/T) systems (P/T-nets taking into account also initial markings), topology graphs, and rule-based transformations [20,32,55] into AHO-NETS, showing its adequacy to model scenarios of cooperative work on MANET. Indeed, we capture together dynamic aspects, due to the high mobility of the mobile devices that we have in MANET contexts, as well as state aspects of workflow execution.

On the basis of the previous formal model, we are implementing a pervasive architecture, in which the coordination layer basically enacts such transformations, with correctness guarantees, and we are going to validate such an architecture in the context of some research projects \(^1\) in the emergency management scenario.

The paper is organized as follows: after describing the workflow architecture constituting the reference framework for cooperative work on MANET in Section 2, in Section 3 we describe the integration of Petri nets, topology graphs, and rule-based transformations into AHO-NETS, whereas in Section 4 the application of the model to our MANET disaster/recovery scenario is shown. In Section 5 relevant research work is presented with respect to the used approach. Finally, in Section 6 we discuss about validation of our approach, offer some considerations and outline future work.

2. Workflow architecture

In Fig. 2, the workflow architecture for supporting cooperative work on MANETs is shown. The different devices of the MANET are equipped with some wireless network interface and specific hardware for calculating distances from neighbors [46,49,50,59] (Wireless Stack in the figure); on top of this a Network Service Interface [12,13] offers the basic services to upper layers for sending and receiving messages (through multi-hop paths) to/from other devices, by abstracting over the specific routing protocols. Services are offered and may be accessible to other devices, and can be coordinated and composed in a cooperative process. Some of these services are applications that do not require human intervention (e.g., an image processing utility), whereas others act as proxies in front of human actors (e.g., the service for instructing a team member to follow a peer is a simple GUI that alerts the human operator by displaying a pop-up window and emitting a signal).

The coordinator device, conversely, presents the Predictive Layer on top of the Network Service Interface, that signals probable disconnections to the upper Coordination Layer. The Predictive Layer implements a probabilistic technique [11] that is able to predict if, in the next instant, all devices will still be connected. Indeed, at a given time instant \(t_i\), in which all devices are connected, the coordinator device collects all distance information from the other devices (in our assumptions each device sends to the coordinator a message with the distances to its surrounding within-radio-range devices); on the basis of such information the coordinator builds a next connection graph, that is the most likely graph at the next time instant \(t_{i+1}\) in which the predicted connected and disconnected devices are highlighted. The coordinator layer can thus enact, in the interval \([t_i, t_{i+1}]\), appropriate actions in order to have at \(t_{i+1}\) all the devices still connected. The minimal length of the interval may be established in an empirical or experimental manner, by taking into account the time spent by the coordination layer to restructure the workflow schema plus the one needed for receiving all messages with distances at \(t_{i+1}\) step.

The Coordination Layer is in charge of managing those situations when a peer is going to disconnect (e.g., by signaling a specific device to “Follow Peer X”) so as to maintain the network connectivity. Specifically, the Workflow Adapter module is in charge of catching disconnection events incoming from the Predictive Layer and, on the basis of the current workflow execution state (taken from the Workflow Execution Engine module, which also is in charge of managing activity assignments), applies transformation rules, modifying the workflow schema of the cooperative work (e.g., it adds a new node in the process graph representing the “Follow Peer X” activity). In this paper we model the above described machinery using the AHO-NETS formalism which will be introduced in Section 3. Here, the tokens appearing in the places are transformation rules, topology graphs, and workflow processes.

3. Modeling workflow schemas and their transformations

In this section we present a powerful model, which coordinates restructuring of workflow schemas using rewriting rules as well as workflow execution.

The formalism used for our model provides a two-level modeling technique. The object level contains elements manipulated in the process, i.e., workflows schemas, topology graphs, and rewriting rules. Specifically, a team is represented by a tuple consisting of: the workflow schema which is actually executed by it, the topology graph which describes the connection between the team members, and a relation between the workflow schema and the topology graph modeling the assignment of tasks to team members. The rewriting rules are used to transform both the workflow schema and the topology graph, respectively. The system level, instead, describes how objects are processed, i.e., how workflow schemas are executed and how workflow schemas and topology graphs are modified under particular conditions.

A schematic view of the system is depicted in Fig. 3. It presents two places, where teams and rewriting rules are stored, and two transitions, for workflow execution and the adaption of workflow schemas and topology graphs, respectively. Transitions are fired under the satisfaction of some conditions, expressed through an algebraic formalism.

We give here an overview of the main formal tools employed in our approach: Petri nets, high level replacement systems, and Algebraic Higher-Order Nets. We report here the formal definition and setting for our model based on the concept of higher-order partial algebras.
57,69] are close to the set-theoretic semantics of classical algebras [19]. Higher-order functions take functions as parameters and/or yield functions as results, so that the behavior of a number of functions can be summarized in an elegant and abstract way. Conceptually, a higher-order signature consists of basic sorts and operations symbols, where basic sorts are recursively extended to a set of higher-order types including a single type \textit{unit}, product types and function types. Moreover, for each function type \((\text{type}_1 \rightarrow \text{type}_2)\), we have an application symbol \text{apply}_1^{\text{type}_1, \text{type}_2} : (\text{type}_1 \rightarrow \text{type}_2) \star \text{type}_1 \rightarrow \text{type}_2\). We use the notation \((\text{op}, \text{term})\) as an abbreviation of \text{apply}_1^{\text{type}_1, \text{type}_2}(\text{op}, \text{term})\), for a term \text{term} of type \text{type}_1 and an operation symbol \text{op} of function type \((\text{type}_1 \rightarrow \text{type}_2)\). Note that in the higher-order case with product types and partiality, predicates are fully determined by partial functions into a singleton set, i.e., the domain of definition reflects the trueness of the predicate. The semantics of a higher-order signature \(\Sigma\) is defined by a class of higher-order algebras with partial functions. In general, the carrier of a \(\Sigma\)-algebra \(A\) is extended to the set of higher-order types by \(A_{\text{unit}} := \{()\}\) and \(A_{\text{type}_1 \star \ldots \star \text{type}_n} := A_{\text{type}_1} \times \ldots \times A_{\text{type}_n}\).

First, we provide specific higher-order signatures and corresponding algebras for workflow schemas, topology graphs, and rewriting rules, in order to use them as objects in the system. Finally, starting from the resulting signatures and algebras, we define the corresponding Algebraic Higher-Order Net for our mobile network scenario.

3.1. Workflow schemas

Workflow schemas are modeled through Petri nets with an initial marking, called place/transition (P/T) systems. Petri nets [42,52] are formal tools to describe process behaviors. They can be represented as bipartite directed graphs, with nodes of types \textit{place} and \textit{transition}. For each transition \(t\), nodes which are sources of edges leading into \(t\) represent \(t\)’s \textit{pre-conditions}, while nodes which are targets of edges exiting \(t\) are its \textit{post-conditions}. Each place has a certain \textit{capacity}, represented by the number of tokens it can accommodate, and possibly a restriction on their types, where tokens are abstract representations of resources needed by the process. A marking \(M\) is an assignment of tokens to each place in the net, in a way compatible with the capacities and the typing of each place. In the following we describe the behavior of a P/T-system, referred to as token game. A transition can occur only if it is enabled in the current marking, i.e., its pre-conditions are satisfied, and produces a legal marking, i.e., the capacity of the post-condition nodes is not exceeded by the insertion of the new tokens. Then each transition consumes some tokens from its pre-condition nodes and produces tokens into its post-condition ones. In this paper, we use the algebraic approach of Petri nets presented in [42], where Petri nets are regarded as free commutative monoids. Instead of using the monoidal construction, we will consider the equivalent notion of multisets: more than one token can be in the same place for any given marking and can be moved along a transition by applying the token game.

For example the P/T-system in Fig. 4 describes the workflow cooperatively executed by a specific team (it is the Petri net version of the cooperative process depicted in Fig. 1(a) as a UML Activity Diagram).

We provide a (higher-order) signature WF-SIG, where the WF prefix refers to workflow schemas.
Definition 1. (WF-SIG Signature). We define the higher-order signature \( WF-SIG = (WF-S, WF-OP) \) for workflow schemas as a couple of basic sorts and operation symbols sets by

\[
WF-SIG = \\
\text{sorts: } Transitions, Systems \\
\text{opns: } \text{fire} : (Systems * Transitions \rightarrow Systems)
\]
The WF-SIG-algebra \(WF-A\) is defined by an WF-S-sorted carrier set and a suitable realization with the operation symbol in WF-OP is associated.

**Definition 2.** (WF-SIG Algebra \(WF-A\)). Given the vocabularies \(T_0\) for transitions and \(P_0\) for places, the carrier of the WF-SIG-algebra \(WF-A\) for workflow schemas is defined by the set of all P/T-systems over \(T_0\) and \(P_0\), i.e.,

\[
WF-A_{\text{Systems}} = \{PN \mid PN = (P, T, pre, post, M) \text{ P/T-system, } P \subseteq P_0, T \subseteq T_0\}.
\]

A partial function of the WF-SIG-algebra \(WF-A\) realizes the token game as described above.

\[
(fire(PN, t))^{WF-A} = \begin{cases} (P, T, pre, post, M \ominus pre(t) \oplus post(t)) & \text{if } t \in T, pre(t) \leq M \\ \text{undef} & \text{else} \end{cases}
\]

for a P/T-system \(PN = (P, T, pre, post, M) \in WF-A_{\text{Systems}}\) and a transition \(t \in T_0\). \(\ominus\) and \(\oplus\) are multiset addition/subtraction of elements defined as componentwise addition/subtraction of coefficients.

### 3.2. Topology graphs

For the description of a MANET configuration we use the graph approach [55], where nodes are labeled over a set of labels. Thus, we provide a (higher-order) signature TG-SIG, where the TG prefix refers to topology graphs. The signature TG-SIG only consists of one basic sort \(\text{Graphs}\). Given vocabularies \(L_0\) for labels, \(E_0\) for edges, and \(V_0\) for nodes, the carrier set of the TG-SIG-algebra \(TG-A\) is defined by the set of all labeled graphs over \(L_0\), \(E_0\), and \(V_0\), i.e.,

\[
TG-A_{\text{Graphs}} = \{TG \mid TG = (V, E, \text{source, target, nlabel}) \text{ (labeled) graph, } V \subseteq V_0, E \subseteq E_0\}.
\]

For example, the topology graphs in Figs 1(a) and 8 are elements of the carrier set \(TG-A_{\text{Graphs}}\).

### 3.3. Relation between workflow schemas and topology graphs

In Fig. 5 the dashed lines illustrate the existence of a relation among tasks and team members. This relation is not part of the P/T-system itself, but is an additional information defined by a relation among them. E.g., the task \(\text{Compile Questionnaire}\) is performed by the team member 1 while the task \(\text{Select Building}\) is executed by the team member 2.

In Fig. 6 the higher-order signature Rel-SIG is depicted, where the Rel prefix refers to relation. This signature is based on the union of the WF-SIG and TG-SIG signatures. Moreover, the couple of basic sorts and operation symbols sets is extended in such a way that a connection between specific workflow schemas and topology graphs can be drawn. Here, and in what follows, the symbol \(\Delta\) refers to the usual interpretation as diagonal duplication and \(\pi_i\) as projection on the \(i\)-th component.

**Definition 3.** (Rel-SIG Algebra \(Rel-A\)). Given the vocabularies \(T_0\) for transitions and \(V_0\) for nodes, the carrier of the Rel-SIG-algebra \(Rel-A\) for relations between workflow schemas and topology graphs is defined by

\[
\text{Rel} - A_{\text{SetTrans}} = \mathcal{P}(T_0), \text{Rel} - A_{\text{SetNodes}} = \mathcal{P}(V_0), \text{Rel} - A_{\text{Rel}} = \mathcal{P}(T_0 \times V_0).
\]

The partial operations of the Rel-SIG-algebra \(Rel-A\) are defined by
Fig. 5. P/T-system with relation to topology graph.

- the projection of transitions for P/T-systems, i.e., \( (\text{trans.}(PN))^{\text{Rel-}A} = T \) for a P/T-system \( PN = (P, T, \text{pre}, \text{post}, M) \in \text{WF-ASystems} \),
- the projection of nodes for (labeled) graphs, i.e., \( (\text{nodes}(TG))^{\text{Rel-}A} = V \) for a (labeled) graph \( TG = (V, E, \text{source}, \text{target}, n\text{label}) \in \text{TG-AGraphs} \).
the usual interpretation of equivalence and subset operations on sets for the operation symbols \( = \) and \( \subseteq \),

- the usual interpretation of the domain and range of relations, i.e.,

\[
\begin{align*}
\text{dom.}(C)_{\text{Rel-A}} & = \{ t \in T_0 | \exists v \in V_0 : (t, v) \in C \} \\
\text{range.}(C)_{\text{Rel-A}} & = \{ v \in V_0 | \exists t \in T_0 : (t, v) \in C \}
\end{align*}
\]

for \( C \in \text{Rel-A}_{\text{Rel}} \).

### 3.4. Rewriting rules

High-level replacement systems [16,17] are a generalization of the algebraic (in the double push-out DPO [21] version) approach to graph transformation, by which transformation rules are defined through morphisms acting on objects of a category \( \text{CAT} \). Without entering into the technicalities of DPO, suffice it to say that a rule \( r \) is constituted of three components: an antecedent \( L \), a consequent \( R \), and an interface \( I \) which describes what is to be preserved through the application of a rule. Formally, a rule \( r = (L \xleftarrow{i} I \xrightarrow{i} R) \) is defined by a span of morphisms \( i_1 \) and \( i_2 \). Applying a rule means substituting a match \( m : L \rightarrow O \) for \( L \) in a source object \( O \) of \( \text{CAT} \) with a match of \( R \) producing a target object \( O' \) again in \( \text{CAT} \). This process is called a direct transformation \( O \xrightarrow{(r,m)} O' \) from \( O \) to \( O' \) via a rule \( r \) and match \( m \). Moreover, rules have no side effects, i.e., \( O' \) differs from \( O \) only for the removal of elements present in \( L \) but not mentioned in \( I \), and the insertion of elements mentioned in \( R \), but not present in \( L \).

Differently from the graph transformation approach [55] where rules and transformations describe dynamic behavior, in the net transformation approach [20,32] rules and transformations are used to represent stepwise development of structure nets. These kinds of transformations are considered as vertical structuring techniques, known as rule-based transformations. We are going to use both kinds of transformation in our model: rule-based graph transformation and rule-based net transformation; the latter is used to evolve a cooperative workflow of a specific team, while the former is used to reflect the dynamic structure of the topology graph.

Applying a rule to a P/T-system informally means replacing a subnet specified by the antecedent of the rule with a net specified by the consequent of the rule. Thus, the P/T-systems \( \text{PN1} \) and \( \text{PN2} \) in Fig. 8 describe the workflow schema before and after the application of the rule \( \text{Rule1} = (L1 \xleftarrow{i} I1 \xrightarrow{i} R1) \) (with match \( \text{in1 : L1} \rightarrow \text{PN1} \)) that modifies the net structure, so as to insert activities devoted to maintaining the network topology ("to move afterwards the going-out-of-range" operator/device in our example).
Here, Rule 1 reflects a situation in which team member 3 has been disconnected from others, because of the his/her movement. Hence, a movement of team member 4 is needed to maintain the network connectivity, i.e., he/she has to follow the camera device. The right-hand side of Rule 1 introduces a specific task for team member 4 to react in a suitable way in this situation.
Analogously, in Fig. 8 the rule $\text{Rule}_2 = (L_2 \leftarrow I_2 \rightarrow R_2)$ is applied to the topology graph $TG_1$, such that there is a direct transformation $TG_1 \xrightarrow{\text{Rule}_2} TG_2$. Here, $\text{Rule}_2$ reflects a situation in which team member 3 is disconnected from team member 1. To maintain the network connectivity a new link between team member 3 and team member 4 is established in the right-hand side of the rule $\text{Rule}_2$.

We provide a (higher-order) signature $\text{GR-SIG}$ for rule-based graph transformation, where the GR prefix refers to graph rules. The signature is depicted in Fig. 9 and is based on the signature $\text{TG-SIG}$ for topology graphs. Especially the intention of the operation symbol $\text{transform}$ is a realization in such a way that it exactly computes the application of one graph rule to a specific topology graph in the sense of rule-based graph transformation realizing the adaption of the topology graph.

**Definition 4.** ($\text{GR-SIG}$ Algebra $\text{GR-A}$). The carrier of the $\text{GR-SIG}$-algebra $\text{GR-A}$ for rule-based graph transformation is defined by the set of all graph morphisms for $\text{TG-A}\text{Graphs}$, i.e.,

$$\text{GR-A}_{\text{Mor}} = \{m | m : TG_1 \rightarrow TG_2 \text{ graph morphism with } TG_1, TG_2 \in \text{TG-A}\text{Graphs}\}$$

and the set of all graph rules, i.e.,

$$\text{GR-A}_{\text{GraphRules}} = \{r | r = (L \xleftarrow{i_1} I \xrightarrow{i_2} R) \text{ graph rule with inclusions } i_1, i_2 \in \text{GR-A}_{\text{Mor}}\}.$$
the rule-based transformation of graphs as described above, i.e.,

\[ (\text{transform}_G.(r,m))^{\text{GR-A}} = \begin{cases} TG' & \text{if } r \text{ is applicable at match } m \\ \text{undef} & \text{else} \end{cases} \]

where for \( r = (L \xrightarrow{i_1} I \xrightarrow{i_2} R) \in \text{GR-A}_{\text{GraphRules}} \), \( (m : L \rightarrow TG) \in \text{GR-A}_{\text{Mor}} \) and \( r \) is applicable at match \( m \), we have a direct transformation \( TG \xrightarrow{(r,m)} TG' \),

- the usual interpretation of the codomain of morphisms, i.e.,

\[ (\text{cod.(m)})^{\text{GR-A}} = TG_2 \text{ for } (m : TG_1 \rightarrow TG_2) \in \text{GR-A}_{\text{Mor}}, \]

- and the usual interpretation of equivalence on graphs for the operation symbol \( =_G \).

Analogously, we provide a (higher-order) signature SR-SIG for rule-based net transformation, where the SR prefix refers to P/T-system rules. The signature is depicted in Fig. 10 and is based on the signature WF-SIG for workflow schemas.

**Definition 5.** (SR-SIG Algebra SR-A). The carrier of the SR-SIG-algebra SR-A for rule-based net transformation is defined by the set of all P/T-system morphisms for WF-A_{Systems}, i.e.,

\[ \text{SR-A}_{\text{Mor}} = \{ m | m : PN_1 \rightarrow PN_2 \text{ morphism with } PN_1, PN_2 \in \text{WF-A}_{\text{Systems}} \} \]

and the set of all P/T-system rules, i.e.,

\[ \text{SR-A}_{\text{SystemRules}} = \{ r | r = (L \xrightarrow{i_1} I \xrightarrow{i_2} R) \text{ P/T-system rule with inclusions } i_1, i_2 \in \text{SR-A}_{\text{Mor}} \}. \]

The partial operations of SR-SIG-algebra SR-A are defined by

- the rule-based transformation of P/T-systems as described above, i.e.,

\[ (\text{transform}_G.(r,m))^{\text{SR-A}} = \begin{cases} PN' & \text{if } r \text{ is applicable at match } m \\ \text{undef} & \text{else} \end{cases} \]

where for \( r = (L \xrightarrow{i_1} I \xrightarrow{i_2} R) \in \text{SR-A}_{\text{SystemRules}} \), \( (m : L \rightarrow PN) \in \text{SR-A}_{\text{Mor}} \) and \( r \) applicable at match \( m \), we have a direct transformation \( PN \xrightarrow{(r,m)} PN' \).
– the usual interpretation of the codomain of morphisms, i.e.,

\[(\text{cod.}(m))^{\text{SR-A}} = PN_2 \text{ for } (m : PN_1 \rightarrow PN_2) \in \text{SR-A}_{\text{Mor}},\]

– and the usual interpretation of equivalence on P/T-systems for the operation symbol = $\approx$.

3.5. Data type part for MANETs

The data type part for mobile network scenarios is given by the higher-order signature MANET-SIG and corresponding algebra MANET-A, which comprises the signatures and algebras defined above plus an operation symbol $\land$ to state the logical connector of conjunction and an operation symbol $\text{true}$ meant to be the logical value of trueness.

3.6. System level

The formal approach of Algebraic Higher-Order (AHO) Nets [31] is a novel modeling technique, which comprises the advantages of the well-researched high-level net classes of Coloured Petri Nets [38] and Algebraic High-Level Nets [47,18] to support the flexibility and adaptability in an extensive way. Moreover, AHO-NETS can be seen as a formal approach for Higher-Order Object Nets [28], which are well-established for workflow modeling, but have been mainly described informally so far. High-level net classes are obtained by combining Petri nets with an appropriate data type part. While the net structure of AHO-NETS is graphically modeled by Petri nets, the concept of higher-order partial algebras turned out to be well-suited data type part for AHO-NETS. The combination of these techniques is achieved by the inscription of net elements with terms over the given data type part.

In Fig. 11 we show the AHO-NET representing the system level of our model for mobile network scenarios. It consists of two transitions, Workflow Execution and Workflow Adaption, and two places, Teams and Rules. In particular, the transition Workflow Execution indicates the normal functioning of the system, where no transformation of the topology graph or the workflow schema is involved, and the system evolves according to the law for computing the follower marking in the P/T-system defining the cooperative workflow. Thus this transition models the execution aspect of workflow schemas termed by
the net inscription \(\text{fire.}(s, t)\) in the AHO-NET. Due to the firing-condition \textit{true}, no constraint has to be respected.

In the transition labeled \textit{Workflow Adaption}, P/T-system rules for transforming the workflow schema are involved to obtain a new P/T-system, while graph rules are used for the rearrangement of the topology graph. Thus, the firing of the transition \textit{Workflow Adaption} realizes both rule-based net transformation and rule-based graph transformation, respectively, as indicated by the net inscriptions \((\text{transform}_S.(r_1, m_1))\) and \((\text{transform}_G.(r_2, m_2))\). The rules presiding to such transformations are considered to be never removed from the rule collection as indicated by the double arrow between the place \textit{Rules} and the transition \textit{Workflow Adaption}. Hence, they are consumed and immediately restored in their place at each rule application. The firing-condition \((\text{cod.}(m_1)) =_S s\) ensures that a P/T-system rule is applied to the workflow schema of a given team, and analogously the firing-condition \((\text{cod.}(m_2)) =_G g\) ensures that a graph rule is applied to the topology graph of the given team. The firing-conditions \((\text{transform}_S.(r_1, m_1)) =_S s'\) and \((\text{transform}_G.(r_2, m_2)) =_G g'\) denote the resulting workflow schema and the resulting topology graph, respectively, after the application of the corresponding rules. Finally, the firing conditions \((\text{dom.}(c')) =_T (\text{trans.}(s'))\) and \((\text{range.}(c')) \subseteq (\text{nodes.}(g'))\) ensure that the connection between the resulting workflow schema and the resulting topology graph take into account the tasks and the team members after the transformation.

It is to be noted, also, that the place \textit{Teams} is used as a precondition for both the workflow execution and the transformation activities. Hence, the two activities are in conflict, thus preventing the possibility of a concurrent transformation of both the workflow process and its marking. In this way, there is no need to explicitly model the suspension of the workflow process while transformations are occurring.

\textbf{Definition 6. (AHO-NETS in Mobile Network Scenarios).} We define an AHO-NET with respect to our mobile network scenario as the following tuple:

\[(\text{MANET} − \text{SIG}, \text{MANET-A}, P, T, \text{pre}, \text{post}, \text{cond}, \text{type})\]

with

- the data type part given by the higher-order signature \text{MANET-SIG} and the corresponding higher-order partial algebra \text{MANET-A},

- the net structure given by a set of places \(P = \{\text{Teams}, \text{Rules}\}\) with typing

\[
\text{type}(\text{Teams}) = \text{Systems} \ast \text{Graphs} \ast \text{Rel} \quad \text{and} \\
\text{type}(\text{Rules}) = \text{SystemRules} \ast \text{GraphRules}
\]

and a set of transitions \(T = \{\text{Workflow Execution}, \text{Workflow Adaption}\}\) with corresponding environments \text{pre}, \text{post} and \text{cond}, where the pre- and post-condition functions \text{pre} and \text{post} assign net inscriptions and places to each transition; the firing-condition function \text{cond} assigns one predicate to each transition, which is a constraint to be respected, e.g.

\[
\text{pre}(\text{WorkflowExecution}) = ((s, g, c), \text{Teams}) \\
\text{post}(\text{WorkflowExecution}) = ((\text{fire.}(s, t)), g, c), \text{Teams}), \quad \text{and} \\
\text{cond}(\text{WorkflowExecution}) = \text{true}.
\]

\section{AHO-NET in Mobile Network Scenario}

In this section we will illustrate the application of the algebraic model defined in Section 3 to our disaster/recovery mobile scenario in terms of object and system level.
Fig. 12. AHO-NET with one team object.
First, we report on the behavior of the AHO-NET structure above defined; with the symbol \( Var(t) \) we indicate the set of the variables of the transition \( t \), i.e., the set of all variables occurring in pre- and post-condition and in the firing-condition of \( t \). The marking determines the distribution of objects in the AHO-NET. Formally, the marking \( M \) of an AHO-NET \( N \) with the set of places \( P \) consists of data values, which are elements from a given higher-order algebra \( A \). For each place, all objects must belong to a specified type and more than one token can be in the same place for any given marking.

Data values can be modified during the firing of transitions. Intuitively, a data value can be moved along a transition, if the firing-conditions are fulfilled. The follower marking is computed by the evaluation of net inscriptions in a variable valuation \( v : Var(t) \rightarrow A \). The transition \( t \) is enabled in a marking \( M \), if and only if \((t,v)\) is consistent, i.e., if the evaluation of the net inscription is defined. Note that the operations in the data type part are allowed to be partial functions. Then the follower marking after the firing of the transition \( t \) is defined by removing tokens corresponding to the net inscription in the pre-condition of \( t \) and adding tokens corresponding to the net inscription in the post-condition of \( t \).

4.1. Workflow execution

Initially, there is one team represented by the token \( Team \) in the place \( Teams \) in Fig. 12. The team object is a tuple consisting of the P/T-system \( PN1 \), the topology graph \( TG1 \), and the relation \( CI \) among tasks of \( PN1 \) and nodes of \( TG1 \), where the latter is illustrated by the dashed lines. To start the activities of team member 1 and team member 2, we use the transition \( Workflow\ Execution \) of the AHO-NET in Fig. 11. First, the variables \( s, g, \) and \( c \) are assigned to the token \( Team \) and the variable \( t \) to \( t_0 \in T_0 \) where \( T_0 \) is a given vocabulary of transitions. Because no constraint has to be respected, the evaluation of the term \((fire.(s,t))\) computes the follower marking of the P/T-system (i.e., tokens in the pre-conditions of transitions \( Compile\ Questionnaire \) and \( Select\ Building \)) and we obtain the new P/T-system \( PN1' \) depicted in Fig. 13. In the next step, the task \( Select\ Building \) of the P/T-system \( PN1' \) is executed by the firing of the transition \( Workflow\ Execution \) resulting in the P/T-system \( PN1'' \) in Fig. 14, etc.

4.2. Workflow adaptation

Next, we model the movement of team member 4 to predict a situation of disconnection. The workflow schema has to be extended by a task to follow team member 3, while the topology graph has to be transformed to ensure a path among devices. For this reason, in Fig. 14, the token \( (Rule1,Rule2) \) in the place \( Rules \) consists of a P/T-system rule \( Rule1 \) and a graph rule \( Rule2 \). Formally, we apply \( Rule1 \) to the P/T-system \( PN1'' \) (see Fig. 7) and \( Rule2 \) to the topology graph \( TG1 \) (see Fig. 8) by firing the transition \( Workflow\ Adaption \). We have to give an assignment \( v \) for the variables of the transition \( Workflow\ Adaption \), i.e., variables \( s, s', g, g', c, c', r_1, r_2, m_1, \) and \( m_2 \). The assignment \( v \) is defined by

- \( v(s) = PN1'', v(g) = TG1, v(c) = CI, v(r_1) = Rule1, v(r_2) = Rule2 \) (see Fig. 14),
- \( v(m_1) = in1 \) (see match morphism \( in1 : L1 \rightarrow PN1 \) in Fig. 7),
- \( v(m_2) = in2 \) (see match morphism \( in2 : L2 \rightarrow TG1 \) in Fig. 8),
- \( v(s') = PN2, v(g) = TG2 \), and \( v(c') = C2 \) (see Fig. 15).

The firing-conditions \( (cod.m_1) =_S s \) and \( (cod.m_2) =_G g \) make sure that the codomain of \( in1 \) is equal to \( PN1'' \) and the codomain of \( in2 \) is equal to \( TG1 \). The left hand side of the firing-condition \( (transformation_{S,r_1,m_1}) =_S s' \) computes the direct transformation shown in Fig. 7, i.e., we delete in a first step the transitions \( Go\ to\ Destination \) and \( Send\ Photos \) from the P/T-system \( PN1'' \) and add in a second step the transitions \( Go\ to\ Destination, Send\ Photos, \) and \( Follow\ Team\ Member\ 3 \) together with their
Teams:
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Workflow Execution
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Fig. 13. AHO-NET with team object after workflow execution.

(new) environments. Thus, the firing-condition checks if the application of *Rule1* to the P/T-system PN1’ leads to the P/T-system PN2. Analogously, the firing-condition \((\text{transformation}_{G,}(r_2, m_2)) = S s'\) checks if the application of *Rule2* to the topology graph TG1 leads to the direct transformation as shown in Fig. 8. Finally, the firing-conditions \((\text{dom.}(c')) = T (\text{trans.}(s'))\) and \((\text{range.}(c')) \subseteq N (\text{nodes.}(g'))\) state the new relation C2 among the transitions of the P/T-system PN2 and the nodes of the topology.
Workflow Adaptation
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Rules:
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Fig. 14. AHO-NET with rule objects.
Fig. 15. AHO-NET with objects after rule based transformation.
After the firing of the transition \textit{Workflow Adaption} we get the new team object in Fig. 15 consisting of the workflow schema $PN_2$, the topology graph $TG_2$, and the relation $C_2$.

Summarizing, the effect of firing the transition \textit{Workflow Adaption} with assignments of variables as discussed above is the transformation of the team object $Team$ by using the P/T-system rule \textit{Rule1} and the graph rule \textit{Rule2}, i.e., the removal of the P/T-system $PN_1'$, the topology graph $TG_1$, and the relation $C_1$ from place $Teams$ and the adding of a new team object consisting of the P/T-system $PN_2$, the topology graph $TG_2$, and the relation $C_2$ to the place $Teams$.

We can add further firing-conditions concerning the relation between workflow schemas and topology graphs, e.g., we can force the system so that relation $C_2$ reuses the “old” information of $C_1$. In this paper workflow schemas are modeled by a special subclass of P/T-systems, called workflow (WF) nets [64]. A WF-net is a P/T-system with two special place, \textit{start} and \textit{stop}, where place \textit{start} is the only source (i.e., it cannot be used in a postcondition) and place \textit{stop} is the only sink (i.e., it is not precondition to any transition). Moreover, by adding a link between the \textit{stop}-place and the \textit{start}-place the resulting P/T-system must be strongly connected. In our current version rule-based net transformations using P/T-system rules are not guaranteed to produce a WF-net as the resulting P/T-system. However, this can be ensured by further firing-conditions, which check if the resulting P/T-system is a WF-net. Obviously, there may be further objects for the same system, so as to reflect the presence of other teams as well as transformations of workflow schemas and topology graphs. We do not model here the mobility aspects of the rules, i.e., the possibility of transferring specific rules to different members of the team, which could however be easily accommodated in our framework by adding a new transition in the system level AHO-NETk. Furthermore, one could also need modification of rules during system execution as proposed in [35].

5. Related work

The adaptation of workflow to possible exceptional cases or to changes in management policies has been soon recognised as a necessity for practical uses of workflow systems. Solutions to the related problem of dynamic change – i.e., how to transform the workflow without suspending all its instances or waiting for all instances to have come to conclusion – and to the possibility of creating inconsistent states of workflow instances have been studied in formal frameworks, typically defined by Petri nets.

The pioneering work of [22] reasons on Petri nets, by identifying safe and unsafe states and paths based on the type of transformation the net has to incur, typically sequentialisation and parallelisation of activities. With the rise of UML, statecharts and activity diagrams have also received some attention as languages for workflow modeling [43,45] and their relations with variants of Petri nets have been investigated, notwithstanding limitations due to some insufficiencies of the defined semantics [24].

Event-Condition-Action rules [68] have largely been used in workflow modeling, as they allow the connection of a workflow engine with active database systems, so that aspects of transactionality or access to resources can be left to the database, leaving the workflow modeller mainly to deal with the specification of control flow. However, they are hard to manipulate directly, so that their formal foundation is typically mapped to variants of Petri nets or temporal logic.

A different, not transformational, approach to workflow modeling is represented by the use of extensions of regular expressions, as derived from studies on synchronisation of parallel programs [6]. Typically, rather than describing all possible compositions of intercommunicating workflows, these expressions describe sets of permissible execution sequences of actions. Interaction graphs extend these
notions to paths on graphs [30] to describe fully deterministic behaviours, and can be used to check conditions for safe transformations in adaptive contexts [54].

Therefore, current approaches supporting adaptive workflows are based on different process models. Very often, the solutions offered by them are dependent on the expressiveness as well as on the formal and operational semantics of the used formalism. In [36] a classification of models is reported, with respect to their operational semantics and the evaluation strategies applied for executing workflow process instances during runtime. The first strategy uses only one type of (control flow) token passing through each workflow instance (True-Tokens). The other strategy is based on two types of tokens: True- and False-Tokens. Simplistically, True-Tokens trigger tasks that are to be executed next and False-Tokens describe skipped tasks. Formalisms which solely use True- Tokens include Petri nets-based models. Examples of them are: WF nets [63,65], Flow nets [22,23], and MILANO nets [1,2] (that is, marked, acyclic Free-Choice Petri nets). All those Petri nets-based approaches abstract from internal task states, i.e., they only differentiate between activated and non-activated transitions. Moreover, in such models data flow issues are excluded or not explicitly considered, and resource availability and resource (re-)assignment are not taken into account during the state evolution of the process instance.

Approaches which use True- and False-Tokens to represent skipped tasks or skipped execution branches can be found in the area of graph-/activity-based models [7,37,51,56,67]. As opposed to the Petri nets-based approaches, they distinguish between the different states a task may go through. Generally, the initial status of a task is set to NotActivated. It changes to Activated when all preconditions are met. Task execution is then either started automatically or corresponding worklist entries are generated. When starting task execution, its status changes to Running. Finally, at successful termination, status passes to Completed. In addition, some of the models assign status Skipped to tasks belonging to non-selected execution branches. Usually, an execution history is also maintained for each process instance; for each started task X the values of process data elements read by X and for each completed task Y the values of data elements written by Y, are logged. Those approaches can be further divided according to the way they represent the tokens. One possibility is to gain them from execution histories (e.g., WIDE [7] and TRAMs [37] approaches), which log events like task start and completion. Alternatively, special (model-inherent) task markings, which represent a consolidated view on the history logs, can be used (e.g., ADEPT [51], Breeze [56] and WASA2 [67] approaches). Differently to Petri nets-based approaches, all these formalisms consider data flow issues, but also in them resource availability and resource (re-)assignment are not modeled during the state evolution of the process instance.

A more detailed discussion of all these approaches can be found in [53].

With respect to the above classification, the approach presented in this work can be group together with those using a True-Tokens strategy. Additionally, the proposed model is able to capture dynamic evolutions of the process instance, both at the state and at the structure level, and resource availability as well as resource (re-)assignment at the same time. This is achieved by modeling the resource set as a graph and using a relation (mapping) between workflow process (Petri net) and topology graph. However, data flow issues are not currently considered in our model, but will be studied in future work. The approach is situated in the framework of the algebraic approach to rewriting, originally proposed for graph grammars [21], which has been widely used and extended to several formal systems, such as term rewriting, graph transformations in general, higher-order structures, and put to work in several contexts (for surveys on the approach and applications, see [9,15]). In particular, the DPO approach has been applied to the description of several types of process, to describe both the behaviour of systems and changes in their structures. For example, Distributed Graph Transformations exploit a hierarchical view of distributed systems, where high-level “network” graphs define the overall architecture of a
distributed system, while low-level “specification” ones refer to the specific implementation of local systems [60]. Rules act at two levels, i.e., a modification of the network graph must be accompanied by a consequent transformation in the associated specification graphs. Moreover, low-level graphs must agree on transformations of interface nodes i.e., nodes which represent common objects or relations. This approach has been applied to manage dynamic change in distributed databases in [61].

The notion of graph refinement through graph transformations is also associated with the idea of having graphs modelling different levels of abstraction or specification [26]. Recently, this idea has been extended to the refinement of software architectures, seen abstractly as instances of architectural styles, each described by a graph transformation system [40]. Transformations from platform independent to platform dependent specifications can thus be specified as transformations on the rules defining processes at a high level [4] and the preservation of their properties can be assessed [29].

6. Conclusion and future work

In this paper, we have presented a novel approach for modeling the complex processes involved in the activity of a team cooperating over a MANET. The main problem solved by our approach concerns the need for restructuring the workflow, by inserting activities related to maintain the network connectivity, and not directly relevant for the assigned tasks. This restructuring activities are triggered by a specific prediction layer, which is part of a complex architecture that we are currently investigated (and which has been outlined in the paper).

Our solution is based on the use of AHO-NETS, allowing the uniform modeling of workflows, topologies and rules as tokens, i.e., resources to be produced and consumed by the transitions of the net. Moreover, both workflows and topologies are modeled as graphs, so that proper categorical constructions can be exploited. Thus, it is possible to reason about properties such as deadlock avoidance and termination of workflows, in their original configuration, as well as after transformations.

On the basis of the formal approach presented in this paper, we are going to implement an adaptive workflow management system for MANET, specifically targeted to emergency teams equipped with PDAs and laptops (i.e., teams with not too powerful devices). Such a system, referred to as mobidis, is partly realized,\(^2\) and will be completed and then validated in the context of some research projects we are currently involved.\(^3\)

In the future, from the theoretical point of view we will develop sound techniques for reasoning about specific interesting properties targeted to the peculiarities of our scenario, as well as we will develop specific methodologies on how to design processes and their transformation rules.
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