Designing Vehicle Turning Restrictions Based on the Dual Graph Technique
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This paper investigates the turning restriction design problem that optimizes the turning restriction locations so as to minimize the total system travel time under the assumption of asymmetric user equilibrium. We first transform a transportation network into a dual graph, where traffic turning movements are explicitly modeled as dual links. The dual transformation allows us to derive a link-based formulation for the turning restriction design problem. Asymmetric user equilibrium is incorporated in the model as a set of nonlinear constraints. A dual-based heuristic algorithm is employed to solve the problem, by sequentially solving a relaxed turning restriction design problem and a design updating problem.

1. Introduction

Heavy turning traffic can bring challenges to traffic control at road intersections and may even cause severe congestion at the network level if not treated properly. One way to handle heavy turns is to impose restrictions, so that the turning vehicles need to take alternative routes to achieve their trips. The rerouting of the vehicles finally leads to the redistribution of traffic flow over the network and thus may have potential of reducing the overall network delay.

Take the Braess’s network [1–4] shown in Figure 1 as an example, which is assumed to have five links already. Let $a, b, c, d, e$ be used to denote the link travel time and link flow for Braess’s network. The link performance functions for the five links are $b_t_a = 10 \cdot b_x_a$, $b_t_b = 50 + b_x_b$, $b_t_c = 50 + b_x_c$, $b_t_d = 10 \cdot b_x_d$, and $b_t_e = 10 + b_x_e$. With a total demand of 6, the system travel time at equilibrium is 552. If a turning restriction from link $a$ to link $e$ is imposed, then, at the new equilibrium, the system travel time will reduce to 498 with the same demand level. To be noted, the result is obtained due to the so-called Braess’s Paradox, which may not always happen if links possess other forms of cost functions and if the demand level increases [5].

This paper investigates the turning restriction design problem (TRDP), to optimally select the locations to impose turning restrictions, so as to improve the overall network performance. The research on TRDP in the literature is rather limited. Recently, Long et al. [6] formulated the TRDP into a bilevel programming problem. The upper-level problem decides where turning restrictions are to be imposed, with flow variables obtained from the lower-level stochastic user equilibrium problem. The decision of a turning restriction is modeled using a binary variable, and when a restriction is imposed, an extraordinary large cost will be added to all the paths utilizing this turn, so that these paths will rarely be selected in the new stochastic user equilibrium. The final model obtained is a mixed-integer nonlinear bilevel programming problem. They developed different sensitivity analysis-based solution algorithms (see, e.g., [7, 8]) to solve the complex problem. Since path information is needed in their modeling procedure to incorporate turning cost, they first applied a combination of the link elimination method [9] and Dial’s [10] STOCH method to generate a path set and then employed the method of successive weighted averages [11] to solve the lower-level problem. Their numerical test on Sioux Falls network shows that turning restriction can
effectively reduce the system travel cost, and the optimal turning restriction schemes are robust to the information and demand uncertainty. Later, Long et al. [12] expanded the model to further minimize the cost of total vehicle emissions, and the final model is biobjective and bilevel. They applied an artificial bee colony algorithm [13] to search for Pareto-optimal turning restriction schemes. Numerical test shows that turning restriction can reduce the system total travel time and the cost of total vehicle emissions, especially during congestion period. Foulds et al. [14] applied the digraph construction process developed by Potts and Oliver [15] to model turning possibilities at intersections and developed another route-based formulation for TRDP. They applied an approximate solution algorithm named successive linear approximation method [16, 17] to solve the problem, accompanied by the column generation technique [18] to generate the path set between each OD pair. They further used multistart method [19] to improve the solution quality.

In this paper, we try to develop an alternative procedure to optimize the turning restriction locations. We improve the dual graph technique introduced by Anez et al. [20] to represent a target prime network, where each traffic movement, including the traffic turns, can be explicitly modeled as a dual link in the dual graph. The transformation is flexible in that it can be applied to the entire network or only to a portion of the network. The size of the dual graph is comparable to the graph generated by Potts and Oliver [15]. One benefit of the dual transformation is that we can directly formulate the TRDP in the same way as the classical network design problem (NDP). A turning restriction in the prime network is equivalent to a link deletion in the dual graph and thus can be modeled using a single binary variable. Since the decision variables are discrete, the final formulation obtained is more similar to the discrete network design problem (DNDP). Another benefit of the dual transformation is that path information is not required to incorporate turning cost, which brings the possibility of applying link-based solution algorithms to solve the TRDP. In the literature, various solution frameworks have been proposed to solve DNDP, for example, branch-and-bound technique [21], active-set algorithm [22] system-optimal-relaxation based method, and user-equilibrium-reduction based method [23], which are all link-based and may be employed to solve TRDP. This paper formulates TRDP as a single-level mixed-integer nonlinear program and then utilizes the active-set algorithm proposed by Zhang et al. [22] to solve for the optimal turning restriction designs.

The main contributions of the paper are first summarized as follows:

1. The dual graph technique introduced by Anez et al. [20] is improved to explicitly model the turning restrictions on general transportation networks;
2. An explicit link-based formulation is derived for TRDP, so that no path information is required to solve the problem;
3. The derived TRDP formulation is in line with those for DNDP, so that the solution algorithms for DNDP can be applied to solve TRDP;
4. Asymmetric user equilibrium is transformed into a set of nonlinear constraints, so that the TRDP formulation is a single-level program;
5. Numerical tests on two networks are performed to demonstrate the proposed solution procedure.

The remainder of the paper is organized as follows: the dual graph technique is first introduced in the next section, accompanied by a short example. Section 3 delivers the detailed procedure to obtain the link-based formulation for TRDP, and Section 4 briefly introduces the active-set technique that incorporates commercial solvers to solve the TRDP. Numerical examples on two networks are presented in Section 5 to validate the proposed solution procedure. Concluding remarks are drawn in the last section.

2. Network Representation

The dual graph technique was claimed to be a powerful way to represent networks when turning and/or transfer movements were considered [20]. The dual graph is built according to the known prime network, which is denoted as \( G(\mathcal{N}, \mathcal{M}) \), where \( \mathcal{N} \) and \( \mathcal{M} \) are the sets of nodes and links, respectively. Each link is either represented as a single letter \( a \) or node pair \((i, j)\), where \( i \neq j \) and \( i, j \in \mathcal{N} \).

A traffic movement, starting from one link and ending at the other, can be represented as a dual link, as the dashed link \((e, f)\) in Figure 2. In the prime network, a traffic movement can be represented as a triplet \((i, j, k)\) to indicate that the flow is from link \((i, j)\) to link \((j, k)\); subsequently, the set containing all traffic movements including the turning movements can be represented as follows:

\[
T = \{(i, j, k) : (i, j) \in \mathcal{M}, (j, k) \in \mathcal{M}\}.
\]

Note that, when \( i = k \), the corresponding movement is a U-turn.

The dual graph is denoted as \( G(\mathcal{N}, \mathcal{M}) \), where \( \mathcal{N} \) and \( \mathcal{M} \) are the sets of nodes and links in the dual graph. \( \mathcal{N} \) contains two portions; one portion includes the centroids in the prime network (like node \( j \)) and the other portion includes the dual nodes representing all the links in the prime network (like nodes \( e \) and \( f \)). \( \mathcal{M} \) contains the dual links connecting the dual nodes and also connecting the centroids to the nearest dual nodes. The dual transformation can be performed automatically with some computer program. Once transformed, the dual graph will not change during our
solution procedure, so the transformation manipulation itself will not bring too much computation burden.

Figure 3 gives an example of transforming a small network. In the prime network (a), nodes 11 and 14 are centroids, and node 23 is an intersection. Following Anez et al. [20], the dual graph (b) can be obtained. The centroids 11 and 14 remain in the dual graph, and the intersection node 23 is not kept. Since all the links in (a) are represented as dual nodes in (b), 16 dual nodes are created in (b). The red links are those representing turning movements, and the arcs are for through traffic. Centroids generate demand or attract demand and thus need to be connected with dual nodes around them.

Direct assigning demand on the dual graph obtained by following Anez et al. [20] may not obtain the same flow distribution as on the prime network, since the network transformation will change the path sets that are feasible to the travelers. A bunch of redundant paths are generated, while the paths with U-turn at some road intersections are eliminated. Take the right turn 124 → 40 in Figure 3(b), for example; when it is prohibited, vehicles can still make right turn by using path 124 → 14 → 40 or more complicatedly make U-turn at node 11 by using path 124 → 121 → 11 → 38 → 40. While the U-turn options at centroids 11 and 14 are kept, the U-turn options at intersection 23 are eliminated. Thus dual graph (b) cannot serve our target to restrict turning movements, since the resulting flow distribution will probably be different from the equilibrium flow distribution on the prime network.

In reality, with many turning restrictions imposed, U-turn is a common choice of travelers to finish their trips. We further modify graph (b) by introducing a bunch of dummy nodes to replace the nodes in the prime network, as shown in graph (c). For each centroid, the number of dummy nodes is equal to its indegree/outdegree. Take node 14, for example; three dummy nodes 14-1, 14-2, and 14-3 are created, to eliminate the path 124 → 14 → 40, while the U-turn option or the path 124 → 121 → 11 → 38 → 40 remains available for these travelers. The introduction of dummy nodes prevents travelers from selecting redundant paths; thus traffic assignment on dual graph (c) will produce the same flow distribution as on the prime network (a).

3. Formulation of the Turning Restriction Design Problem

3.1. Link Travel Cost of Dual Graph. Since the dual links are essentially virtual links, explicit travel time functions like those in the form of Bureau of Public Road (BPR) function cannot be applied directly. We derive the dual link travel cost based on the link travel cost in the prime network. \( v \) and \( x \) denote the link flow vectors in the prime and dual graphs, respectively. For simplicity, we assume that the dual nodes are all located in the middle points of the original prime links; then, the cost to make a turn \((i, j, k)\) or to traverse the corresponding dual link can be obtained as follows:

\[
c_{ijk} = 0.5 \cdot (t_{ij} + t_{jk}).
\]

The travel cost on the dual link equals half of the travel times on the starting and ending links. Travel cost of other types of dual links, like the through links, can be derived similarly.

The link travel time in the prime network is normally assumed to only depend on its link volume or

\[
t_{ij} = t_{ij}(v_{ij}).
\]

Then the travel costs of the dual links can be expressed as a function of the flow distribution on the prime network or

\[
c = F(v).
\]

On the other hand, according to the topological relationship between the prime and dual graphs, the link flow in the prime network can be derived based on the link flow in the dual graph. For example, in Figure 3, \( x_{23,14} = x_{48,124} + x_{130,124} \) holds. We use \( G \) to denote the flow relationship or

\[
v = G(x).
\]

To be noted, \( G \) is not invertible. Then, the link travel cost on the dual graph can be expressed as follows:

\[
c(x) = F(G(x)).
\]

The decisions of turning restrictions are modeled using a set of binary variables \( \beta_{ij}, (i,j) \in M \). \( \beta_{ij} \) equals 0 means the corresponding turning movement is prohibited; otherwise vehicles can make turn here. When a link is not a turning link, restriction will never be imposed, so \( \beta_{ij} \) always equals 1. To incorporate the information of turning restrictions, we further modify the travel cost function of the dual links:

\[
c_{ij}(x, \beta) = f(g(x)) + (1 - \beta_{ij}) \cdot BN,
\]

where BN is a big number. When a turning movement is restricted, a large cost will be added to the dual link so that travelers will divert to other paths.
3.2. Bilevel Model for TRDP. It is assumed that travel demand is given and fixed. Let \( W \) denote the set of OD pairs. For each OD pair \( w \in W \), the travel demand is denoted as \( d^w \). Then the feasible flow distributions in the dual graph can be expressed as follows:

\[
\begin{align*}
\mathbf{x} &= \sum_{w} x^w, \\
\sum_{\forall j, j_i \in M} x^w_{ij} - \sum_{\forall j, j_i \in M} x^w_{ji} &= \begin{cases} 
  d^w & i = \text{origin} \\
  -d^w & i = \text{destination} \\
  0 & i = \text{others}
\end{cases} \\
\forall i, \forall w
\end{align*}
\]

Equation (9) is the flow conservation constraints and (10) is nonnegative constraints of traffic flow.

Different turning restriction designs influence different group of travelers and may lead to quite different equilibrium flow distributions. Thus, it is natural to formulate the TRDP into a bilevel structure to take travelers' route choice behavior into account. The upper-level problem optimizes the turning restriction design by maximizing some system performance measure from the perspective of decision makers. For simplicity, we select the total system travel time (TTT) as the
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upper-level objective function; then, the problem can be described as follows:

\[
\min \ c(x, \beta)^T x
\]

\[
s.t. \ \beta_{ij} = 1 \ \forall (i, j) \in \mathcal{M} \setminus \mathcal{T}
\]

(\ref{eq:beta_first})

\[
\beta_{ij} = \{0, 1\} \ \forall (i, j) \in \mathcal{T},
\]

where \( \mathcal{T} \) is the set of all candidate turning links. Given the turning restriction design, the flow variable \( x \) in the upper-level problem is obtained by solving the lower-level user equilibrium (UE) problem. For the UE problem, as the link travel cost functions derived as in (7) are asymmetric, equivalent mathematical program in a form similar to the Beckmann-McGuire-Winsten (BMW) formulation [24] cannot be obtained. However, it can be generally written in form of a variational inequality problem (VI):

\[
UE-VI
\]

\[
c(x^*, \beta)^T (x - x^*) \geq 0
\]

s.t. \( x = \sum_{w} x^w \)

\[
\sum_{j \in \mathcal{M}} x^w_{ij} - \sum_{j \in \mathcal{M}} x^w_{ji} = \begin{cases} 
  d^w & i = \text{origin} \\
  -d^w & i = \text{destination} \\
  0 & i = \text{others} 
\end{cases} \forall i, \forall w
\]

(\ref{eq:ue_vi})

\[
x^w \geq 0 \ \forall w.
\]

3.3. Single-Level Model for TRDP. We employ the technique developed in Aghassi et al. [25] to avoid directly solving the VI problem. According to the duality theory, the following nonlinear optimization problem (UE-NLP) is formulated:

\[
UE-NLP
\]

\[
\min \ \sum_{ij} c_{ij}(x, \beta_{ij}) \cdot x_{ij} - \sum_{w} \rho^w_i \cdot d^w_i
\]

s.t. \( x = \sum_{w} x^w \)

\[
\sum_{j \in \mathcal{M}} x^w_{ij} - \sum_{j \in \mathcal{M}} x^w_{ji} = \begin{cases} 
  d^w & i = \text{origin} \\
  -d^w & i = \text{destination} \\
  0 & i = \text{others} 
\end{cases} \forall i, \forall w
\]

\[
x^w \geq 0 \ \forall w
\]

(\ref{eq:ue_nlp})

The models proposed in Long et al. [6] and Foulds et al. [14] are both path based. Actually no explicit formulations are presented in both papers, due to the difficulty in explicitly writing the constraints for turning restrictions. Their models are both bilevel models, with the upper-level problems deciding where to impose the turning restrictions and lower-level problems describing the travelers’ route choice behavior, while the above TRDP formulation is an explicit one-level mixed-integer nonlinear programming problem (MINLP), with the constraints for turning restrictions embedded.

4. Solving the Turning Restriction Design Problem

One approach to solve MINLP is to first linearize the nonlinear portions in the formulation so as to transform MINLPs into mixed-integer linear programming problems (MIPs), and then apply techniques for MIP to solve for optimal solutions (see, e.g., [26, 27]). The other approach first deals with the integer variables contained in MINLP formulations so as
to transform MINLPs into NLPs, and then apply commercial solvers for NLP to solve for the final solutions. We here employ the active-set algorithm (see, e.g., [28, 29]) to solve the TRDP, which belongs to the second category.

The algorithm sequentially solves two subproblems: a relaxed TRDP (R-TRDP) given certain turning restriction design and an updating problem to update the restriction (UPDATE). The two problems are first given as follows:

**R-TRDP**

\[
\begin{align*}
\min_{\omega} & \quad \sum_{ij} c_{ij}(x, \beta_{ij}) \cdot x_{ij} \\
\text{s.t.} & \quad x = \sum_{\omega} x^\omega \\
& \quad \sum_{\omega} x^\omega_{ij} - \sum_{\omega} x^\omega_{ji} = d^w i = \text{origin} \\
& \quad -d^w i = \text{destination} \quad \forall i, \forall \omega \\
& \quad 0 i = \text{others} \\
& \quad x^\omega \geq 0 \quad \forall \omega \\
& \quad \sum_{ij} c_{ij}(x, \beta_{ij}) \cdot x_{ij} - \sum_{\omega} \rho^w_1 \cdot d^w = 0 \quad \forall i, j \\
& \quad \rho^w_1 - \rho^w_2 \leq c_{ij}(x, \beta_{ij}) \quad \forall (i, j) \in \mathcal{M}, \forall \omega \\
& \quad \beta_{ij} = 1 \quad \forall (i, j) \in \mathcal{M} \setminus \mathcal{T} \\
& \quad \beta_{ij} = 0 \quad \forall (i, j) \in \Omega_0 \\
& \quad \beta_{ij} = 1 \quad \forall (i, j) \in \Omega_1. \\
\end{align*}
\]  

(15)

The UPDATE problem is designed to search for new restriction designs that may improve the system performance. \( \lambda_{ij} \) is the dual multipliers associated with \( \beta_{ij} \) in R-TRDP. By solving the nonlinear R-TRDP, \( \lambda_{ij} \) can be obtained. UPDATE has the objective of maximizing the potential improvement can be made to the total system travel time. Each time a new restriction design is found, it will be fed into the R-TRDP to see if the system travel is reduced. Since the direct update between 0 and 1 is discrete, reduction of system travel time is not guaranteed. Thus new update will be performed to find another restriction design. To ensure previous restriction designs will not be generated again, constraint (16) is added to the search problem. \( \phi \) is the set containing all the previous designs generated before an improvement design is found. If a new search finds a turning restriction design already in \( \phi \), then the left hand side of constraint (16) will be 0 for that old scheme; thus the constraint is violated. In this way, constraint (16) will prevent old schemes generated again. \( \phi \) will be cleared once an improvement design is obtained.

The whole solution procedure is described as follows.

**Step 1.** Set \( t = 1 \); generate an initial restriction design \( \beta^0 \) or \( (\Omega^0_0, \Omega^0_1) \). 

**Step 2.** Solve the R-TRDP with \((\Omega^t_0, \Omega^t_1)\) to determine \( \lambda^t \), the KKT multiplier of \( \beta^t \), and objective function value \( Z \). Set \( Z^t = Z \). 

**Step 3.**

(a) Solve UPDATE with \( \lambda^t \) for solution \( \tilde{\beta} \).

If the objective value equals 0, then the optimal solution is found; stop the algorithm. Otherwise, go to Step 3(b).

(b) Update

\[
\begin{align*}
\Omega_0 &= (\Omega_0^t - \{(i, j) \in \Omega_0^t : \beta_{ij} = 1\}) \\
& \quad \cup \{(i, j) \in \Omega_1^t : \beta_{ij} = 0\}, \\
\Omega_1 &= (\Omega_1^t - \{(i, j) \in \Omega_1^t : \beta_{ij} = 0\}) \\
& \quad \cup \{(i, j) \in \Omega_0^t : \beta_{ij} = 1\}. \\
\end{align*}
\]  

(17)

(c) Solve the R-TRDP with \((\tilde{\Omega}_0, \tilde{\Omega}_1)\) to obtain \( \tilde{\lambda}^t \) and \( \tilde{Z} \). If \( \tilde{Z} < Z^t \), update \( t = t + 1 \), let \( \Omega_0^t = \tilde{\Omega}_0, \Omega_1^t = \tilde{\Omega}_1 \), and \( \lambda^t = \tilde{\lambda}^t, \phi = \phi \); then go to Step 3(a). Otherwise, update \( \phi = \phi \cup \{\tilde{\beta}\} \) and go to Step 3(a).

The algorithm terminates at Step 3(a), when no improvement design can be found. It has been proved that the algorithm will produce a strong stationary point in finite number of iterations [22].

**5. Numerical Test**

To demonstrate the proposed modeling approach, numerical tests are performed on two networks, an artificial six-node
network and Sioux Falls network [21, 30]. The results reported below are from our GAMS [31] implementation on a Lenovo computer with 3.4 GHz Intel i7 CPU and 4 GB of Ram.

5.1. Six-Node Network. The prime network in Figure 4 is transformed into the improved dual graph in Figure 5. The prime network contains 6 nodes and 14 links, and nodes 2, 3, and 5 are centroids. The demand table is given in Table 1. The size of the dual graph is larger, with 28 nodes (14 dual nodes, 14 dummy nodes) and 48 links.

![Figure 4: Six-node network.](image)

![Figure 5: Dual graph of six-node network.](image)

The BPR function used to calculate link travel time in the prime network is written as follows:

\[ t_a (v_a) = t_a^0 \left( 1 + 0.15 \left( \frac{v_a}{c_a} \right)^4 \right), \]  

where \( t_a^0 \) and \( c_a \) are the free flow travel time and road capacity of link \( a \). These link attributes are given in Table 2.

Though the dual graph is around 4 times larger than the prime network, it does not bring much computation burden. A deterministic user equilibrium assignment typically takes around 0.1–0.2 computer second. We first check the UE assignment results from both the prime network and the dual network, to find whether their flow distributions are identical. We perform multiple tests on six-node network with different random initials. Table 3 reports results from 20 runs, including the total system travel times from the 20 initial solutions and from the 20 optimal solutions, the improvements achieved, and the CPU times spent.

It can be observed that with different starting points, the final solutions achieve improvements roughly between 4% and 8% for six-node network. It generally takes more time to find the restriction schemes to reach objective value 365.177. Run 1 spends the largest amount of time. The detailed restriction designs are reported in Table 4, where \( \beta_1 \) indicates the initial restriction scheme and \( \beta_n \) indicates the optimal one generated. 0 in the cells means turning restriction is imposed on the link while 1 means no restriction. To further demonstrate the model and algorithm, Figure 6 shows the evolution of the objective function during the process to reach the optimal restriction scheme.

### Table 1: OD Table for six-node network.

<table>
<thead>
<tr>
<th>Origin (2)</th>
<th>Destination (3)</th>
<th>Destination (5)</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>0</td>
<td>12.0</td>
</tr>
<tr>
<td>3</td>
<td>12.0</td>
<td>0</td>
</tr>
<tr>
<td>5</td>
<td>10.3</td>
<td>24.0</td>
</tr>
</tbody>
</table>

### Table 2: Link attributes for six-node network.

<table>
<thead>
<tr>
<th>Link ( a )</th>
<th>( c_a )</th>
<th>( t_a^0 )</th>
</tr>
</thead>
<tbody>
<tr>
<td>(1, 2)</td>
<td>13.86</td>
<td>2.40</td>
</tr>
<tr>
<td>(2, 1)</td>
<td>9.90</td>
<td>2.40</td>
</tr>
<tr>
<td>(1, 3)</td>
<td>1.52</td>
<td>3.00</td>
</tr>
<tr>
<td>(3, 1)</td>
<td>20.00</td>
<td>3.00</td>
</tr>
<tr>
<td>(2, 4)</td>
<td>21.62</td>
<td>1.20</td>
</tr>
<tr>
<td>(4, 2)</td>
<td>9.80</td>
<td>1.20</td>
</tr>
<tr>
<td>(3, 4)</td>
<td>10.10</td>
<td>2.00</td>
</tr>
<tr>
<td>(4, 3)</td>
<td>10.10</td>
<td>2.00</td>
</tr>
<tr>
<td>(3, 5)</td>
<td>27.83</td>
<td>1.80</td>
</tr>
<tr>
<td>(5, 3)</td>
<td>27.83</td>
<td>1.80</td>
</tr>
<tr>
<td>(4, 6)</td>
<td>10.09</td>
<td>3.00</td>
</tr>
<tr>
<td>(6, 4)</td>
<td>10.09</td>
<td>3.00</td>
</tr>
<tr>
<td>(5, 6)</td>
<td>10.27</td>
<td>3.00</td>
</tr>
<tr>
<td>(6, 5)</td>
<td>10.27</td>
<td>3.00</td>
</tr>
</tbody>
</table>
Table 3: Numerical results for six-node network.

<table>
<thead>
<tr>
<th>Run</th>
<th>Initial TTT</th>
<th>Final TTT</th>
<th>Change (%)</th>
<th>CPU time (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>396.387</td>
<td>365.177</td>
<td>7.87</td>
<td>753</td>
</tr>
<tr>
<td>2</td>
<td>396.387</td>
<td>366.109</td>
<td>7.64</td>
<td>142</td>
</tr>
<tr>
<td>3</td>
<td>380.177</td>
<td>365.177</td>
<td>3.95</td>
<td>421</td>
</tr>
<tr>
<td>4</td>
<td>382.670</td>
<td>365.177</td>
<td>4.57</td>
<td>482</td>
</tr>
<tr>
<td>5</td>
<td>380.177</td>
<td>366.109</td>
<td>3.70</td>
<td>101</td>
</tr>
<tr>
<td>6</td>
<td>396.387</td>
<td>366.109</td>
<td>7.64</td>
<td>201</td>
</tr>
<tr>
<td>7</td>
<td>396.387</td>
<td>366.109</td>
<td>7.64</td>
<td>82</td>
</tr>
<tr>
<td>8</td>
<td>396.387</td>
<td>366.109</td>
<td>7.64</td>
<td>343</td>
</tr>
<tr>
<td>9</td>
<td>396.387</td>
<td>366.109</td>
<td>7.64</td>
<td>166</td>
</tr>
<tr>
<td>10</td>
<td>396.387</td>
<td>366.109</td>
<td>7.64</td>
<td>367</td>
</tr>
<tr>
<td>11</td>
<td>396.387</td>
<td>366.109</td>
<td>7.64</td>
<td>623</td>
</tr>
<tr>
<td>12</td>
<td>380.177</td>
<td>365.177</td>
<td>3.95</td>
<td>76</td>
</tr>
<tr>
<td>13</td>
<td>396.387</td>
<td>366.109</td>
<td>7.64</td>
<td>184</td>
</tr>
<tr>
<td>14</td>
<td>396.387</td>
<td>365.177</td>
<td>4.25</td>
<td>614</td>
</tr>
<tr>
<td>15</td>
<td>381.388</td>
<td>365.177</td>
<td>4.01</td>
<td>100</td>
</tr>
<tr>
<td>16</td>
<td>381.388</td>
<td>366.109</td>
<td>4.25</td>
<td>386</td>
</tr>
<tr>
<td>17</td>
<td>396.387</td>
<td>365.177</td>
<td>4.25</td>
<td>456</td>
</tr>
<tr>
<td>18</td>
<td>381.388</td>
<td>365.177</td>
<td>4.25</td>
<td>279</td>
</tr>
</tbody>
</table>

Table 4: One turning restriction design in six-node network.

<table>
<thead>
<tr>
<th>Link</th>
<th>$\beta^1$</th>
<th>$\beta^2$</th>
</tr>
</thead>
<tbody>
<tr>
<td>(10, 11)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>(12, 9)</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>(11, 16)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>(15, 12)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>(15, 17)</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>(18, 16)</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>(23, 18)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>(17, 24)</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>(14, 10)</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>(9, 13)</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>(13, 15)</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>(16, 14)</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>(20, 15)</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>(16, 19)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>(19, 23)</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>(24, 20)</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

5.2. Sioux Falls Network. Sioux Falls network is widely adopted as test network in the transportation literature (see, e.g., [6, 12]). We use the network attributors given in Zhang and Sun [32]. The prime network has 24 nodes and 76 links. After the transformation, the dual graph obtained contains 135 nodes and 360 links, among which 132 are turning links and are allowed to be restricted. A single deterministic user equilibrium assignment on the dual graph takes 1-2 seconds. Again, we first check the UE assignment results from both the prime network and the dual network, to find whether their flow distributions are identical, to guarantee the correctness of the network transformation. For a large network, the dual transformation may not be applied to the whole network, but only to selected intersections or arterials. For example, Figure 7 shows the transformation of only a portion of the prime network.

In our test, all the turning movements are allowed to be restricted. Figure 8 reports an optimal turning restriction design generated with a random initial solution. All the arrows shown in the figure are restricted turning movements. The algorithm takes 18720 computer seconds to reach the optimal solution. The total system travel time is reduced from 1359.672 to 1118.301. Figure 9 shows the evolution of the objective value during the solution procedure.

By checking the detailed solution process for Sioux Falls network, we found that the majority of the computation time...
was consumed in verifying if a feasible solution led to some improvement in the objective function. Since all the turns can be restricted under the problem settings, the feasible solution set is very large, which leads to a large number of verification manipulations. Though the verification of one feasible solution only took 1-2 seconds, the total computation time is not short. However, for an offline planning problem like TRDP, 18,720 seconds is still acceptable.

The active-set algorithm solves TRDP by sequentially solving some smaller-sized subproblems, which allows it to be applied for even larger networks; for example, Zhang et al. [22] successfully applied it on a network with 798 links,
restriction design problem can be written into a link-based formulation, which allows us to employ link-based solution algorithms to solve the problem.

The first model obtained is a bilevel programming problem, with deterministic user equilibrium as the lower-level problem to capture the travelers’ response to the upper-level turning restriction decisions. We then transform the asymmetric user equilibrium problem into a regular nonlinear problem, to finally obtain a single-level mixed-integer nonlinear program for TRDP. The active-set algorithm is employed to solve the TRDP, which sequentially solves a relaxed TRDP and an updating problem. The active-set algorithm first deals with the large number of binary variables in the formulation, and then uses commercial NLP solvers to solve the problem. Numerical tests on two networks are performed to demonstrate the proposed solution procedure.

In our problem settings, we allow both right turn and left-turn traffic movements to be restricted, which can be relaxed to consider only left-turn restriction or can be strengthened to also consider restricting through traffic. The modeling approach is also flexible that the dual transformation can be applied to the whole network or only to a portion of the network when other practical constraints are considered.

Conflicts of Interest

The authors declare that they have no conflicts of interest.

Acknowledgments

This work was supported by the Key Science and Technology Innovation Team of Zhejiang Province under Grant [no. 2013TD09]; the Fundamental Research Funds for the Central Universities; and Lloyd's Register Foundation, which helps to protect life and property by supporting engineering-related education, public engagement, and the application of research.

References


