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Context. Coupling between classes is an important metric for software complexity in software systems. Objective. In order to
overcome the shortcomings of the existing coupling methods and fully investigate the weighted coupling of classes in different
cases in large-scale software systems, this study analyzed the relationship between classes at package level, class level, and method
level.Method. ,e software system is considered as a set of special bipartite graphs in complex networks, and an effective method
for coupling measurement is proposed as well. Furthermore, this method is theoretically proved to satisfy the mathematical
properties of coupling measurement, leading to overcome the disadvantages of the majority of existing methods. In addition, it
was revealed that the proposed method was efficient according to the analyses of existing methods for coupling measurement.
Eventually, an algorithm was designed and a program was developed to calculate coupling between classes in three open-source
software systems. Results. ,e results indicated the scale-free characteristic of complex networks in the statistical data. Addi-
tionally, the calculated power-law value was used as a metric for coupling measurement, so as to calculate coupling of the three
open-source software. It indicated that coupling degrees of the open-source software systems contained a certain impact on
evaluation of software complexity.Conclusions. It indicated that coupling degrees of the open-source software systems contained a
certain impact on evaluation of software complexity. Moreover, statistical characteristics of some complex networks provided a
reliable reference for further in-depth study of coupling. ,e empirical evidence showed that within a certain range, reducing the
coupling was helpful to attenuate the complexity of the software, while excessively blindly pursuit of low coupling increases the
complexity of software systems.

1. Introduction

Coupling refers to the degree of interdependence between
software modules; a measure of how closely connected two
routines or modules are [1]; and the strength of the rela-
tionships between modules. Structured design, including
cohesion and coupling, was published in an article by Ste-
vens et al. and a book by Stevens et al. [2, 3], and the latter
subsequently became standard terms. Coupling is consid-
ered as a double-edged sword in object-oriented pro-
gramming. On the one hand, object-oriented software
development (OOSD) includes object-oriented requirement
analysis, as well as object-oriented design. OOSD is a
practical method of developing a software system which

focuses on the objects of a problem throughout develop-
ment. Interactions between objects reflect the interdepen-
dence between objects. If objects are isolated, then the
software system can only achieve simple functions. How-
ever, objects are equivalent to cells in human body. If cells
are completely isolated from human body, they basically do
not play any significant role, reflecting that functions of a
software system require a tight coupling between objects. On
the other hand, tight coupling between objects would lead to
a water-wave effect, meaning that changes in one object may
result in further changes in other objects. ,e most terrible
case is that there is a possibility of “avalanche” effect, which
may affect the whole system, leading to a sharp decline in the
testability, understandability, reliability, and maintainability
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of the system.,erefore, it is expected that classes are loosely
coupled in terms of software design. A system can be tightly
coupled in one aspect while being loosely coupled in an-
other. However, software developers mainly prefer to de-
velop those systems that are as loosely coupled as possible;
thus, design, testing, and maintenance of the system would
be relatively independent and more reasonable. Moreover, a
decrease may be observed in the possibility that errors
propagate between modules if there are few connections
between modules [4]. Coupling has been widely used in
evaluation of the degree of failure in classification [5–7],
effective analysis [8, 9], and design pattern [10] of software
systems.

,e present article has the following organization:
Section 2 summarizes the materials and methods. Section 3
shows the results. Section 4 provides a conclusion and
suggests perspectives.

2. Materials and Methods

2.1. Methods. Currently, the methods for coupling mea-
surement of object-oriented software systems are mainly
structure-oriented measurement methods (Tables 1 and 2)
[8, 11–15].

Comparative analysis of typical methods is shown in
Tables 1–3, indicating that

(1) Methods for coupling measurement are mainly
based on method invocation between classes.

(2) Calculation of coupling strength is defined as the
degree of method invocation, which is weighted
coupling.

(3) A small number of methods use fan-in and fan-out as
metrics.

(4) Inheritance is dominant.
(5) Few methods use static method invocation, system

measurement, and package-level metrics.

In addition to the abovementioned structural informa-
tion methods, some scholars have recently used dynamic
information methods [17, 18], semantic information
methods [19–21], and logical information methods [22, 23].
Based on the results of previous studies, methods of coupling
measurement cover the following cases:

(1) ,e DCMs are more accurate than that of structural
information methods, while it seems to be difficult in
the measurement of coupling metrics. However,
structural information methods are more intuitive
and easier to be perceived compared with semantic
information and logical information methods.

(2) At present, the majority of the traditional structural
information methods analyze coupling based on the
degree of connecting edges between classes and
mainly focus on complexity between classes and
emphasize more on measurement from a local fine-
grained aspect. Moreover, these degrees of con-
necting edges only consider a certain or a limited
aspects of software engineering. ,erefore, these

methods contain some limitations, which cannot
properly satisfy the requirement of an effective
coupling measurement in complex software systems.

(3) Although a number of coupling measurement
methods analyze network relationship from overall
and macro perspectives based on graph theory, the
majority of measurement metrics mainly use classes,
packages, or methods as nodes to construct some
undirected, directed, unweighted, or weighted net-
work models. Moreover, they ignore a complex re-
lationship of object-oriented characteristics between
different classes. Some methods have not been
theoretically verified for developing the mathemat-
ical characteristics of the measurement metrics.

,e process of establishment of an effective method for
coupling measurement between classes in a software sys-
tem is determined by the following two aspects: reasonable
measurement metrics and theoretical support of mea-
surement metrics [24, 25]. Briand et al. mathematically
analyzed measurement metrics of the software system and
presented a robust theoretical support for the measurement
metrics [4, 26, 27]. Many of complex networks have been
shown to share the features such as “scale-free” and “small
world” [28, 29]. Pan et al. revealed many physics-like laws
in software systems from a complex network perspective
recently [30, 31]. Studies on complex networks and soft-
ware engineering revealed that class-level, method-level,
and package-level diagrams of a software system could
show the characteristics of “scale-free” and “small world,”
which provided a novel perspective for finding more
reasonable measurement metrics [32–34]. Complex net-
work theories were applied to measure software [35, 36],
identify key software elements [37], and cluster Web ser-
vices [38–39]. Researchers have found that many real
networks have the bipartite graph characteristics of com-
plex networks [40–45]. With combination of package level,
class level, and method level, this study analyzed a complex
relationship between classes in the same layer and all layers
of a package and proposed a method for coupling metrics
for object-oriented systems based on bipartite graph of
complex networks, named here CSBG, and object-oriented
software systems were expressed as a set of special bipartite
graphs.

2.2. Problem Description. In this study, a statistical method
for complex networks was used to analyze the degree of fan-
out and the heterogeneity of classes at the same layer and all
layers of a package, in addition to the calculation of coupling
of software systems.

2.2.1. Relationship between Classes

Definition 1. ASS relationship (association and aggregation).
Association means which/how classes interact with each

other, and association can be represented by a line between
these classes with an arrow indicating the navigation
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direction. Aggregation implies that one class exists in an-
other class in the form of attribute.

Definition 2. DEP relationship (dependency)
DEP_D: dynamic dependency refers to an instancemethod

in a class that invokes methods and attributes in another class.
DEP_S: static dependency refers to static methods in a

class invokes methods and attributes in another class.

Definition 3. GEN (generalization)
One class inherits with another class, or one class imple-

ments interfaces with another class, or that of an abstract class.

2.2.2. Definition of Package Hierarchy. Packages of an ob-
ject-oriented software system include classes and sub-
packages in the current hierarchy, and these subpackages
contain classes in the current hierarchy and their

subpackages. Software systems can actually be considered to
be a tree hierarchical structure composed of packages.

t layer of a package is defined as pt ≤Et+1, Rt+1 > . Et+1

represents a set of classes in the t layer, while this layer does
not contain subpackages of this layer. Rt+1 represents class
relationship in the t layer, that is, Rt+1 ⊆Et+1 × Et+1.

S layer(i) is defined as a set of weighted fan-out of Ci at
the t layer of the package, that is, S layer(i)⊆Rt+1. S all(i) is
the set of weighted cross-package fan-out of Ci, that is,
S all(i)⊆R1 ∪R2 · · · Rt · · ·.

2.3. CSBG for CouplingMeasurement. Software stability and
modularity could be measured based on complex network
theories. In this study, software systems can be expressed as a
set of bipartite graphs that use nodes as classes, and ASS as
well as DEP are the edges constituted by attributes of the
class with those of another class based on complex network
theories. However, GEN is a direct connection between

Table 1: ,e first part of existing methods for coupling measurement.

Method Description

CBO [11] CBO(c) � | d ∈ C − c{ } | uses(c, d)∨uses(c, d){ }|; the metric is 1, if method in one class invokes other
classes or is attributed to another class, otherwise it is 0

CBO′ [12] CBO′(c) � | d ∈ C − ( c∪Ancestors(C){ }) | uses(c, d)∨uses(c, d){ }|; this is similar to CBO method;
however, that does not consider inheritance

RFC [13] RFC(c) � RFC1(c), which is used for calculating the number of methods responding to an object’s
message

RFCα [13] R0(c) � M(c), Ri+1(c) � ∪m∈Ri(c)PIM(m), that is, a set of polymorphic methods invoked by functions in
set Ri(c); then RFCα(c) � |∪αi�0Ri(c)| with α � 1, 2, 3, . . . ,

RFC′ [13] RFC′(c) � RFC∞(c)

MPC [13] MPC(c) � 􏽐m∈MI(c)􏽐m′∈SIM(m)− MI(c)NSI(m, m′); this calculates the number of static method invocation of
classes

DAC [14] DAC(c) � | a | a ∈ AI(c)∨T(a) ∈ C􏼈 􏼉|

DAC′ [14] DAC′(c) � | T(a) | a ∈ AI(c)∨T(a) ∈ C􏼈 􏼉|; this formula is similar to DAC; however, if there is a
relationship between classes, the metric is 1, otherwise the metric is 0

Table 2: ,e second part of existing methods for coupling measurement.

Method Description
COF [14] COF(C) � (􏽐c∈C| d | d ∈ C − c{ }∪Ancestors(c)∧uses(c, d){ }|)/|C|2 − |C| − 2􏽐c∈CDescendent(c)

ICP [14] ,is method calculates the parameters invoked by the method in a weighted class
IH-ICP [14] ,is is similar to ICP, however, that only considers inheritance
NIH-ICP [14] ,is is similar to ICP, however, that does not consider inheritance
SIMAS [8] ,is method calculates the number of direct or indirect invocations between static methods of two different classes
PIM [8] ,is method calculates the number of invocations in class C of methods in class D, and polymorphism is considered

PIMAS [8] ,is method calculates the number of direct or indirect invocations between class methods, and polymorphism is taken
into account

INAG [8] ,e metric is 1 if there is an indirect aggregation between two classes; otherwise, the metric is 0

ACAIC [15] ACAIC(c) � 􏽐d∈Ancestors(c)CA(c, d); this calculates the number of out-degrees between one class and attributes of
another classes in two classes with inheritance

OCAIC [15] OCAIC(c) � 􏽐d∈Others(c)∪Friends(c)CA(c, d); it calculates the number of out-degrees between one class and attributes of
another class in two classes without inheritance

ACMIC [15] ACMIC(c) � 􏽐d∈Ancestors(c)CA(c, d); it calculates the number of out-degrees between one class and methods of another
class in two classes with inheritance

OCMIC [15] OCMIC(c) � 􏽐d∈Others(c)∪Friends(c)CA(c, d); it calculates the number of out-degrees between one class and methods of
another class in two classes without inheritance

AMMIC [15] AMMIC(c) � 􏽐d∈Ancestors(c)MM(c, d); it calculates the number of out-degrees for methods between two classes with
inheritance

OMMIC [15] OMMIC(c) � 􏽐d∈Others(c)∪Friends(c)MM(c, d)

ICF, FCF [16] ICFi � 􏽐
n
k�1 I(k, i)ICFk, I(i, j) � e(i, j)/􏽐

n
k�1 e(i, k), FCFi � 􏽐

n
k�1 F(k, i)FCFk, I(i, j) � e(i, j)/􏽐

n
k�1 e(k, j)
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classes. ,erefore, object-oriented software systems are taken
into account as a set of special bipartite graphs constituted by
classes in the package, as shown in Figure 1. ,ere are defects
in the coupling metrics containing the two metrics of fan-in
and fan-out, because their total number is equal in a software
system [46]. ,erefore, this study only analyzed fan-out
metric. ,e coupling strength between classes is correlated
with the complexity of information exchange between mod-
ules. ,e more complex the information interaction (such as
CBO), the tighter the coupling [47]. Coupling measurement
metrics refer to the weighted fan-out of classes in special
bipartite graphs. In these special bipartite graphs, classes as-
sociate with a class that may be at the same layer of the same
package or at different layers of the package. ,erefore, this
study analyzed degrees of fan-out for classes in the same layer
and all layers of the package. Moreover, heterogeneity of the
abovementioned weighted out-degree was analyzed.

2.3.1. Demonstration of CSBG for Coupling Measurement.
,e detailed scheme proposed here is explained in the
following, as illustrated in Figure 2:

(1) ,e object-orient software systems are constructed
as directed weighted network graphs, and classes and
relationship between classes are shown as nodes and
edges, respectively.

(2) ,e package level, class level, and method level are
combined to construct special weighted bipartite
graphs between classes, aiming to make preparation
for calculating the weighted out-degree of classes at

the same layer of the package (see step 3,
(|􏽐S layer(i)|)), and the weighted out-degree
((| 􏽐 S all(i)|)) of all classes with classes across layers
of the package (see step 3).

(3) ASS layer, DEP D layer, DEP S layer, and
GEN layer at the same layer of the package were
calculated. S layer is determined by adding the
weights of x1, x2, x3, andx4 to the four mentioned
metrics, respectively, in order to calculate ASS all,
DEP D all, DEP S all, and GEN all between classes
across different layers of the package. ,en, weights
of x5, x6, x7, andx8 were added to these four metrics
to determine S all:

􏽘

n

i�1
S layer(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
� 􏽘

n

i�1
ASS layer(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
DEP D layer(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
,⎡⎣

􏽘
n

i�1
DEP S layer(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
GEN layer(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
⎤⎦

× x1, x2, x3, x4􏼂 􏼃
T
,

􏽘

n

i�1
S all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
� 􏽘

n

i�1
ASS all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
DEP D all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
,⎡⎣

􏽘
n

i�1
DEP S all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
GEN all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
⎤⎦

× x5, x6, x7, x8􏼂 􏼃
T
.

(1)

(4) S layer and S all are weighted to calculate the
weighted out-degree S of the software system. ,e
system coupling is calculated through dividing S by
the number of classes:

S � 􏽘

n

i�1
S(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
� 􏽘

n

i�1
S layer(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
S all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
⎡⎣ ⎤⎦ ×[α, β]

T
,

S �
S

n
.

(2)

2.3.2. Calculation of the Weighted Fan-Out of Classes in a
Software System. A special bipartite graph is constructed
between classes of a software system. Weighted fan-out of
classes in the special bipartite graph is analyzed based on
characteristics of the object-oriented software.

(1) Construction of the Special Bipartite Graph in Software
Systems. In the graph G(V, E), if we divide the set V of nodes
into two complementary subsets S and T,
S∪T � V, and S∩T � ϕ, the graph G(V, E) is the bipartite
graph. In the graph Gij(Cij, Eij) constructed by classes Ci

and Cj for the software, if only coupling relationship be-
tween classes is considered, coupling of methods and at-
tributes in the class wouldn’t be taken into account; then, the

Figure 1: Illustration of a software system network composed of a
set of special bipartite graphs (the large squares represent packages,
and the 4 packages are at the same layer. ,e small squares show
subpackages in the package. ,e circles denote classes in the
package, and edges represent relationship between classes).
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property of bipartite graph Ci ∩Cj � ∅ is satisfied. A net-
work diagram constructed by classes Ci and Cj satisfies the
following formula: Ci∪Cj � Cij. Moreover, the two points of
a connecting edge between classes Ci and Cj are in classes Ci

and Cj, respectively.
In summary, the complex coupling between classesCi and

Cj constructs a bipartite graph Gij(Cij, Eij). However,
Gij(Cij, Eij) not only possesses the general properties of a
bipartite graph, including method invocation and depen-
dencies, but also possesses its own characteristics. In aggre-
gation, reference, inheritance, and interface implementation
between classes Ci and Cj, the two points of the connecting
edge are in classes Ci and Cj, respectively.,is bipartite graph
Gij(Cij, Eij) is defined as a special bipartite graph. However,
the software system G(C, E) can be considered as a set of
special bipartite graphs Gij(Cij, Eij) as well (Figure 3).

In the present study, the coupling of the complete bipartite
graph Gij(Cij, Eij) constructed by classes Ci and Cj was used
to analyze the coupling of the software system G(C, E).

(2) Modeling the Coupling of Special Bipartite and Calcu-
lating the Number of Weighted Fan-Out in Software Systems.
In this study, a software system G � (C1, C2, . . . , CN) was
defined. Classes Ci and Cj were defined as two different
classes in a software system: Ci � (Oi, Ai, Mi). Among them,
Oi � Oi1, Oi2, . . . , Oip􏽮 􏽯 was the set of instantiated objects in
class Ci and p is the number of instantiated objects. Ai �

Ai1, Ai2, . . . , Aiq􏽮 􏽯 is the attribute set of class Ci, and q is the
number of attribute. Mi � Mi1, Mi2, . . . , Mir􏼈 􏼉 is the
method set of class Ci, and r is the number of methods. ,e
methods included class methods and instance methods, that
is, (C M∪C O M) ⊂M.

,e relationship of the special bipartite graph between
classes Ci and Cj can be summarized as follows:

ASS

In class Ci, there was instantiation of class Cj (as-
sociation), or one class existed in another class in the
form of attribute (aggregation), which was defined as
Cj Ojp′ , where 1≤p′ ≤p.

In the class Ci, instantiated object Ojp′ of class Ci was
implemented (1≤p′ ≤p), or Ojp′ was a part of class
Ci; then, there was an ASS edge between classes Ci and
Cj, that is, (Ci, Cj Ojp′) ∈ RASS. ,e set of ASS
weighted fan-out of class Ci was

ASS(i) � Ci, Cj Ojp′􏼐 􏼑
􏼌􏼌􏼌􏼌􏼌 1≤ j≤N, 1≤p′ ≤p,􏼚

Ci, Cj Ojp′􏼐 􏼑 ∈ RASS􏼛.
(3)

DEP

Relationship between classes is implemented defined
by instance methods and variables.
In class Ci, there are instance methods of class Cj: if
Cj Ojp′ Mjr′ , 1≤ j≤N, 1≤p′ ≤p, and 1≤ r′ ≤ r,
then the relationship between classes Ci and Cj is
defined as (Ci, Cj Ojp′ Mjr′) ∈ RDEP D M. In class Ci,
there are instance variables of class Cj: if
Cj Ojp′ Ajq′ , 1≤ j≤N, 1≤p′ ≤p, and 1≤ q′ ≤ q,
then relationship between classes Ci and Cj is defined
as (Ci, Cj Ojp′ Ajq′) ∈ RDEP D A. Under the condi-
tion of instance methods and instance variables, the
set of weighted fan-out for Ci was

S

x1, b1

x2, b2 x3, b3

x4, b4 x5, b5
x6, b6

x7, b7
x8, b8

1/n

∑S(i)

α, b1 + b2 + b3 + b4
β, b5  + b6  + b7  + b8

∑S_layer(i) ∑S_all(i)

∑ASS_layer(i) ∑ASS_all(i)∑GEN_layer(i)∑DEP_D_layer(i) ∑DEP_D_all(i) ∑DEP_S_all(i) ∑GEN_all(i)∑DEP_S_layer(i)

–

Figure 2: Illustration of the coupling measurement for a software system.

S_layer(i) ⊆ Rt+1

Rt+1 ⊆ Et+1 × Et+1

Gij (Cij, Eij)(Ci, Cj)

G = (C1, C2, …, CN)

ASS DEP_D DEP_S GEN

Ci ∪ Cj = Cij

Ci ∩ Cj = Ø

S_all(i) ⊆ R1
 ∪ R2… Rt…

Figure 3: Abstract diagram of the software system network
composed of a set of special bipartite graphs.
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DEP D(i) � Ci, Cj Ojp′ Mjr′􏼐 􏼑, Ci, Cj Ojp′ Ajq′􏼐 􏼑􏽮

· 1≤ j≤N, 1≤p′ ≤p, 1≤ r′ ≤ r
􏼌􏼌􏼌􏼌 ,

1≤ q′ ≤ q, Ci, Cj Ojp′ Mjr′􏼐 􏼑 ∈ RDEP D,

Ci, Cj Ojp′ Ajq′􏼐 􏼑 ∈ RDEP D A􏽯.

(4)

Implementing connecting edges between two classes
through class methods and class variables.
If there are class methods of Cj (static methods) in class
Ci: Cj.Mjr′ , and 1≤ r′ ≤ r, then the relationship be-
tween classes Ci and Cj is defined as
(Ci, Cj Mjr′) ∈ RDEP S M, 1≤ r′ ≤ r. If there are class
variables (static variables) of Cj in class
Ci:Cj.Ajq′ , 1≤ q′ ≤ q, then the relationship between
classes Ci and Cj is defined as
(Ci, Cj Ajq′) ∈ RDEP S A, 1≤ q′ ≤ q. ,ereafter, under
the conditions of class methods and class variables, the
set of weighted out-degree for class Ci was

DEP S(i) � Ci, Cj Mjr′􏼐 􏼑, Ci, Cj Ajq′􏼐 􏼑􏽮

· 1≤ j≤N, 1≤ r′ ≤ r, 1≤ q′ ≤ q,
􏼌􏼌􏼌􏼌

Ci, Cj Mjr′􏼐 􏼑 ∈ RDEP S M,

Ci, Cj Ajq′􏼐 􏼑 ∈ RDEP S A􏽯.

(5)

GEN

As the inheritance is preferred in software engi-
neering, if one class is a subclass of another class, the
derived connecting edge was taken into account only
once in this study. Because transfer of derived con-
necting edges would make the software system net-
work more complex, this study did not consider
transfer of derived connecting edge but only con-
sidered the conditions that class Ci was a direct
subclass of class Cj (through extension), or class Ci

was implemented through interface class Cj (through
implementation), or class Ci was implemented by
abstract class Cj (through extension). ,us, there was
a GEN connecting edge between classes Ci and Cj,
which was defined as (Ci, Cj) ∈ RGEN, and a set of
GEN weighted out-degree for class Ci was

GEN(i) � Ci, Cj􏼐 􏼑 Ci, Cj􏼐 􏼑 ∈ RGEN

􏼌􏼌􏼌􏼌􏼌􏼚 􏼛. (6)

(3) Determination of Weights. In software systems, one class
can construct one or more special bipartite graphs with other
classes. Supposing that the number of classes and the total
number of weighted fan-out of all classes are definite in a
software system, the first case is that the number of weighted
fan-out in each class is the same or roughly the same. ,e
second case is that there is no rule for the distribution of the

number of weighted fan-out in a class. ,e third case is that
the number of weighted fan-out of a class is heterogeneity,
which approximately obeys the power-law distribution. For
the second case, heterogeneity of the out-degree of the class
is superior than that of the first case; however, this is im-
possible to be compared with the third case. For the third
case, because the number of fan-out is limited for the
majority of classes, only few classes have a large number of
fan-out; therefore, maintenance staff can dedicate more
effort on these few classes. Moreover, the maintenance
workload of these classes is lower than that of the first case.

In this study, heterogeneity under the situation of fan-
out was analyzed. If the distribution was the above-
mentioned third case, then the larger the power-law value,
the easier the maintenance, and the smaller the coupling
degree. However, if the distribution was one of the other two
cases, then it was considered in this study that the power-law
value was equal to 1. b1, b2, b3, and b4 are the power-law
values for the distribution of ASS layer, DEP D layer,
DEP S layer, and GEN layer, respectively. b5, b6, b7, and b8
are the power-law values for the distribution of ASS all,
DEP D all, DEP S all, and GEN all, respectively. ,e cal-
culating formula for weights was as follows:

x1, x2, x3, x4􏼂 􏼃
T

� 􏽘
4

i�1

bi

b1
, 􏽘

4

i�1

bi

b2
, 􏽘

4

i�1

bi

b3
, 􏽘

4

i�1

bi

b4

⎡⎣ ⎤⎦

T

,

x5, x6, x7, x8􏼂 􏼃
T

� 􏽘
8

i�5

bi

b5
, 􏽘

8

i�5

bi

b6
, 􏽘

8

i�5

bi

b7
, 􏽘

8

i�5

bi

b8

⎡⎣ ⎤⎦

T

,

α �
􏽐

8
i�4 bi

􏽐
8
i�1 bi

,

β � 1 − α.

(7)

In the present study, statistical analyses were performed
for the out-degree of the three open-source software sys-
tems, and the distributions were the first and the third cases
as mentioned above, demonstrating that the proposed
method had a certain practical value.

2.4.?eoreticalVerificationofCouplingMetrics. Whether the
proposed CSBG method met the mathematical properties of
the measurement metrics [4] was theoretically verified.

CSBG Property 1. CSBG satisfies nonnegativity.

Proof. In an object-oriented software system G �

(c1, c2, . . . , cN), there are two classes c1, c2 ∈ G. When
ASS layerDEP D layer, DEP S layer, and GEN layer are all
0, the minimum value of the software system CSBG(G) is 0.
However, there is a maximum value M(M> 0), so that the
CSBG(G) value is in the range of [0, M]. ,us, nonnegativity
of CSBG is satisfied, and the proposition is proved. □

CSBG Property 2. CSBG satisfies zero value.
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Proof. As described in CSBG property 1, if the minimum
value is 0, then CSBG satisfies zero-value, and the propo-
sition is proved as well. □

CSBG Property 3. CSBG satisfies monotonicity.

Proof. If one edge is arbitrarily added in the system, the
weighted out-degree of classes would increase according to
CSBG measurement metrics. Obviously, the coupling in-
creases as well. ,us, CSBG meets monotonicity and the
proposition is proved. □

CSBG Property 4. CSBG meets the property of class
merging.

Proof. In an object-oriented software system G �

(c1, c2, . . . , cN), there are two classes c1, c2 ∈ G, and class c′ is
a merger of classes c1 and c2. ,e object-oriented system G′
is a system in which classes c1 and c2 in G are replaced by
class c′. CSBG mainly calculates the weighted out-degree of
classes in software systems. ,erefore,

CSBG c1( 􏼁 + CSBG c2( 􏼁≥CSBG c′( 􏼁 CSBG(G)≥CSBG G′( 􏼁
􏼌􏼌􏼌􏼌􏽨 􏽩.

(8)

□

CSBG Property 5. CSBG satisfies the merge property of
two irrelevant classes.

Proof. In an object-oriented software system G �

(c1, c2, . . . , cN), there are two classes c1, c2 ∈ G, and the two
classes are not coupled. Moreover, class c′ is the merger of
classes c1 and c2.,e object-oriented system G′ is a system in
which classes c1 and c2 in G are replaced by class c′. CSBG
mainly calculates the weighted out-degree of classes in
software systems. ,erefore,

CSBG c1( 􏼁 +CSBG c2( 􏼁 � CSBG c′( 􏼁 |CSBG(G) � CSBG G′( 􏼁􏼂 􏼃.

(9)

□

2.5.ComparativeExperiment. In the next sections, the CSBG
method is herein proposed for coupling measurement and
the existing measurement methods were compared and
analyzed in order to verify the rationality of the results of
CSBG measurement.

2.5.1. Calculating the Coupling of the Software System Using
CSBG. In this section, CSBG for coupling measurement was
compared with the existing measurement methods.

,is experiment was conducted on a simple system as an
example to analyze and compare themeasurement values by the
existing coupling measurements. ,is system was composed of
6 classes (Shape.java, Point.java, Line.java, Triangle.java,
Quadrilateral.java, and Square.java), which described shapes,
points, edges, triangles, quadrilaterals, and squares, respectively.

Among them, the first three classes were in package graph, and
the last three classes were in package graph.polygon (hierarchy
of classes in package level is shown in Figure 4). ,ere were
inheritance, combination, variable declaration, and method
invocation among these classes, which were appropriate for
analyzing the coupling model. Codes of classes are shown in
Figures 5–10.

Graph1

Triangle2

Quadrilateral2

Square2

Graph.polygon2

Shape3

Point3

Line3

Figure 4: Diagram at package level.

Figure 5: Demonstration of class shape.

Figure 6: Demonstration of class point.
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,ere were three classes in the package graph, including
class Shape, class Point, and class Line.

,ere were three classes in the package graph.polygon,
which were classes of Triangle, Square, and Quadrilateral.

In this study, an algorithm was designed and the pro-
gram was developed based on the aforementioned mathe-
matical model, mainly calculating the four metrics for the
out-degree of classes in the same layer and different layers of
the package in software systems, including ASS, DEP_D,
DEP_S, and GEN. Couplingmetrics, including ASS, DEP_D,

DEP_S, and GEN, were corresponded to the cases described
in Section 2.3. Out-degrees of classes in various layers are
shown in Table 4.

,e mathematical model described in Section 2.3 was
herein used. Because the number of classes was small, the
heterogeneity of out-degree of classes could not be reflected.
Moreover, heterogeneity had little impact on the coupling in
this example.,erefore, it was considered that heterogeneity
was approximately the same. Coupling of software systems
was calculated as follows:

Figure 8: Demonstration of class triangle.

Figure 9: Demonstration of class square.

Figure 7: Demonstration of class line.
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Figure 10: Demonstration of class quadrilateral.
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2.5.2. Analysis of the Results of Various Methods for Coupling
Measurement. Coupling of software systems was calculated
based on existing measurement methods, which is shown in
Table 5. In addition to CSBG coupling measurement, other
measurement methods mainly focus on measurement of a
certain local fine-grained aspect.,ese methods were based on
the theory of reductionism, which did not investigate the
coupling of software systems from an overall and global
perspective. ,erefore, the measurement values were mostly
either very large or very small, and severalmetrics were equal to
0. In addition, discrimination of these metrics was not sig-
nificant compared with other methods for coupling mea-
surement. ,e metrics calculated by CSBG had a better
discrimination. ,erefore, the existed methods have limita-
tions, which cannot accordingly satisfy an effective coupling
measurement for complex software systems. CSBG not only
can consider a complex relationship between classes in object-
oriented software systems but also analyze the complexity of
classes and the special bipartite graph composed of classes from
the prospective of overall package level. ,erefore, the CSBG
measurement method contained a certain rationality in theory.

3. Results

3.1. Application of CSBG Measurement Metrics in the ?ree
Open-Source Software Systems. In order to further validate
the effects of CSBG, this study used CSBG to measure and
analyze coupling between classes in the three Java open-
source software systems from different fields, including Art
of Illusion [48], JabRef [49], and GanttProject [50]. Some
studies have reported results of class cohesionmetrics for the
three open-source software systems [51–53]; it is feasible to
further study the complexity of the three open-source
software systems if there is a more reasonable method for
coupling measurement. In order to verify the effects of the
CSBG measurement method in actual open-source software
systems, three Java open-source software systems from
different aforementioned fields were used. Art of Illusion is a
software system for 3D rendering, modeling, and animation.
JabRef is a graphical application for managing bibliographic
database. GanttProject is a software system for project
scheduling characterized by resource calendar, manage-
ment, and import or export (MS Project, PDF, HTML). ,e
reasons to use the three open-source software systems in the
measurement were because (1) these systems were based on
object-oriented Java; (2) the classes in the systems had a
certain scale; (3) the three systems were from different fields;

and (4) the source codes were available as well. Scholars can
freely download the source codes from an open-source
website (http://sourceforge.net).

3.2. Association of Coupling with Statistical Characteristics of
the ?ree Open-Source Software Systems. Firstly, the pro-
gram was developed and out-degree of classes at the same
layer and all layers of the package was eventually obtained,
including ASS, DEP_D, DEP_S, and GEN.

In this section, DEP_D and DEP_S were analyzed, and
the results are shown in Figures 11–18. In the experimental
results, DEP(i) was a nonstandardized part of probability
distribution P(i). If, P(i) ∼ i− c, then DEP ∼ (i)− c. A linear
function was fitted using the double logarithmic method that
was fitted to estimate Gamma index c (R is the Pearson’s
correlation coefficient and SD is standard deviation; c is also
expressed as B in the following table).

Although inheritance between classes increases coupling of
the system, this is encouraged by the software system, which is
conducive to reduce function definition and attribute defini-
tion in order to create a new class; thus, it is a poor coupling. It
can be seen from linear distribution of GEN (Table 6) that
neither all classes have an inheritance relationship, nor the
GEN fan-out of all classes were very large or very small.
However, classes with values equal to 0 or 1 were dominant.

Pearson’s correlation coefficient (R) and SD value pro-
vided the quality of the linear fitting; the larger the R value,
the better the quality of the linear fitting, and B is estimated
Gamma index c. Moreover, the smaller the SD value, the
better the quality of the linear fitting. As shown in Table 7, if
0.95 is considered to be the minimum value, it can be ap-
proximated that the distribution obeyed the power-law
distribution except that ASS value in JabRef was relatively
small (0.91651 and 0.88148). Furthermore, the distributions
of ASS layer, ASS_all layer, DEP_D layer, DEP_S layer,
DEP_D_all layer, and DEP_S_all layer were assumed to obey
power-law distribution. ,e results demonstrated that there
was a certain rule for the number of fan-out of classes in the
form of ASS and DEP, which was not the case that the values
were mostly large or small. However, they had “scale-free”
property for complex networks, which obeyed the power-
law distribution. In actual software development process, if
software developers excessively pursue low coupling be-
tween classes, a class may be divided into two or more
subclasses; thus, system complexity may be accordingly in-
creased.,e process of determination of the range of coupling

Table 4: Out-degrees of classes at the same layer and all layers of the package.

Class name
Out-degree at the same layer Out-degree of all layers

ASS DEP_D DEP_S GEN Total ASS DEP_D DEP_S GEN Total
Quadrilateral 0 0 0 0 0 8 16 0 1 25
Triangle 0 0 0 0 0 6 12 0 1 19
Line 6 10 0 1 17 6 10 0 1 17
Point 0 0 0 1 1 0 0 0 1 1
Shape 0 0 0 0 0 0 0 0 0 0
Square 0 0 0 1 1 4 0 0 1 5
Total 6 10 0 3 19 24 38 0 5 67
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Figure 12: ,e double logarithmic diagrams of the fan-out of DEP_D invocation for classes at the same layer of a package.

Table 5: Results of various methods for coupling measurement.

Quadrilateral Triangle Line Point Shape Square Software system
CSBG 17.5 13.3 5.1 0.3 0 3.1 7.17
CBO 3 2 2 5 4 2
CBO′ 1 1 1 4 0 1
RFC 0 0 0 38 0 0
RFCα 0 0 0 38 0 0
RFC′ 0 0 0 38 0 0
MPC 0 0 0 0 0 0
DAC 8 6 6 0 0 4
DAC′ 1 1 1 0 0 1
COF 0.2
ICP 16 12 10 0 0 1
IH-ICP 0 0 0 0 0 1
NIH-ICP 16 12 10 0 0 0
SIMAS 0 0 0 0 0 0
PIM 16 12 10 0 0 1
PIMAS 16 12 10 0 0 1
INAG 1 1 1 0 0 1
ACAIC 0 0 0 0 0 0
OCAIC 4 3 3 0 0 0
ACMIC 0 0 0 0 0 0
OCMIC 0 0 0 0 0 0
AMMC 0 0 0 0 0 1
OMMC 16 12 10 0 0 1
ICF 0 0 0 1 0 0
FCF 1 1 1 0 0 1
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Figure 11: ,e double logarithmic diagrams of the fan-out of ASS invocation for classes at the same layer of a package.
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Figure 15: ,e double logarithmic diagrams of the fan-out of ASS invocation for classes at all layers of a package.
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Figure 13: ,e double logarithmic diagrams of the fan-out of DEP_S invocation for classes at the same layer of a package.
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Figure 14: ,e double logarithmic diagrams of fan-out of GEN invocation for classes at the same layer of a package.
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Figure 16: ,e double logarithmic graph of fan-out of DEP_D invocation for classes at all layers of a package.
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Figure 18: ,e double logarithmic diagrams of fan-out of GEN invocation for classes at all layers of a package.

1

10

100
lo

g 1
0(

D
EP

_S
_a

ll(
i))

log10(i)

y = 3.5066 ∗ x – 7.66929
R = 0.97265
SD = 0.1208
0 < c < 471

1 10 100

(a)

lo
g 1

0(
D

EP
_S

_a
ll(

i))

log10(i)

1

10

100
y = 4.47638 ∗ x – 11.10457
R = 0.96831
SD = 0.14207
0 < i < 695

1 10 100

(b)

lo
g 1

0(
D

EP
_S

_a
ll(

i))

log10(i)
10 100 1000

0.1

1

10

y = 5.99337 ∗ x – 16.67654
R = 0.95419
SD = 0.12876
0 < c < 947

(c)

Figure 17: ,e double logarithmic diagrams of fan-out of DEP_S invocation for classes at all layers of a package.

Table 6: Values of fan-out for different classes of GEN.

Value of fan-out 0 1 2 3 4 5 7

GEN_layer
Illusion 244 199 21 5 1 0 0
JabRef 479 192 16 6 1 0 0

GanttProject 630 264 45 6 0 1 0

GEN_all
Illusion 173 246 29 19 3 0 0
JabRef 309 276 79 27 3 0 0

GanttProject 485 349 79 21 10 1 1

Table 7: Values of R, SD, and B parameters.

Software system R SD B

ASS_layer
Illusion 0.9772 0.08465 2.51614
JabRef 0.91651 0.17962 7.1483

GanttProject 0.94567 0.11961 7.22368

DEP_D_layer
Illusion 0.97249 0.31761 6.07342
JabRef 0.97537 0.12677 20.06268

GanttProject 0.95689 0.14931 25.12239

DEP_S_layer
Illusion 0.95388 0.14533 5.52632
JabRef 0.94658 0.19504 14.97997

GanttProject 0.94086 0.1309 17.20075

ASS_all
Illusion 0.97414 0.10346 1.84955
JabRef 0.88148 0.2079 1.65033

GanttProject 0.94905 0.13485 3.64204

DEP_D_all
Illusion 0.97028 0.14556 3.39056
JabRef 0.97314 0.13056 8.47787

GanttProject 0.96602 0.13634 9.56684

DEP_S_all
Illusion 0.97265 0.1208 3.5066
JabRef 0.96831 0.14207 4.47638

GanttProject 0.95419 0.12876 5.99337
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between classes in software systems is significant. Based on
data analysis, it can be seen that scale-free” property of
complex networksmotivated software developers to paymore
attention to the distribution range of the coupling in large-
scale software systems, which could provide a reliable ref-
erence for developing more reasonable software systems.

3.3. Coupling Measurement for the ?ree Open-Source Soft-
ware Systems. According to the results of the above-
mentioned analysis, out-degrees of classes were often equal to

0, 1, and 2 for class inheritance in generalization, interface
implementation, and implementation of abstract classes, which
were approximately linearly distributed. ,erefore, the power-
law value of GEN was approximated to 1.

3.3.1. Calculation of Coupling Measurement for Art of
Illusion. According to the CSBG method for coupling
measurement, coupling of the software system for Art of
Illusion was calculated as follows:
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3.3.2. Calculation of Coupling Measurement for JabRef.
According to CSBG for coupling measurement, coupling of
the software system for JabRef was calculated as follows:
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3.3.3. Calculation of CouplingMeasurement for GanttProject.
According to CSBG for coupling measurement, coupling of
the software system for GanttProject was calculated as
follows:
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T

� 31206.69,

􏽘

n

i�1
S all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
� 􏽘

n

i�1
ASS all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
DEP D all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
DEP S all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
GEN all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
⎡⎣ ⎤⎦ × x5, x6, x7, x8􏼂 􏼃

T

� [3201, 3833, 2291, 622] ×[5.5491, 2.111695, 3.370766, 20.20225]
T

� 46138.17,

S � 􏽘
n

i�1
S(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
� 􏽘

n

i�1
S layer(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
, 􏽘

n

i�1
S all(i)

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌

􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌􏼌
⎡⎣ ⎤⎦ ×[α, β]

T

� [31206.69, 46138.17] ×[0.285548, 0.714452]
T

� 41874.52,

S �
S

n
�
41874.52

946
� 44.26482.

(13)
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,e three aforementioned open-source software systems
were analyzed from the points of view of package level, class
level, and method level using CSBG for coupling mea-
surement. A programwas also developed to calculate various
metrics; thus, the coupling of the three open-source software
systems in descending order was the Art of Illusion, JabRef,
and GanttProject, suggesting that it was feasible to use CSBG
for coupling measurement of software systems that con-
tained a certain practical value.

4. Conclusion

Based on bipartite graphs for complex networks, by com-
prehensive consideration of the weighted fan-out between
classes from points of view of package level, class level, and
method level, this study expressed that the interaction of
classes is a special bipartite graph, while a software system is
a set of these special bipartite graphs. For this purpose, first,
this study analyzed the four relationships for a software
system, including ASS, DEP_D, DEP_S, and GEN, and
coupling relationship for a class with other classes in the
same layer of package was considered as well. Moreover,
coupling relationship for classes in a package with other
classes in different layers of the package was taken into
account. ,erefore, the CSBG method for coupling mea-
surement of software systems was proposed, which was
completely in compliance with the mathematical charac-
teristics of the widely accepted metrics. Second, for a soft-
ware system, other typical methods and CSBG method were
compared for the purpose of coupling measurement, and the
results revealed that the measured value was either large or
small due to the defects of other measurement methods that
were analyzed from an overall and global perspective.
Moreover, the corresponding values were mostly equal to 0.
,erefore, there were some defects in other measurement
methods, while CSBG had its rationality. Eventually, a
program was developed based on the CSBGmethod to apply
the three open-source software systems (Art of Illusion,
JabRef, and GanttProject). ,e results demonstrated that
coupling of the three open-source software systems in the
descending order was the Art of Illusion, JabRef, and
GanttProject. Although inheritance between classes in-
creases coupling of the system, this is also followed by
software engineering, which is conducive to reduce function
definition and attribute definition in order to create a new
class, and thus, this is weak coupling. It can be concluded
from the linear distribution of GEN that all classes either had
an inheritance relationship, or that the number of GEN fan-
out of all classes was very large or very small. However,
classes with values equal to 0 or 1 were accounted. Fur-
thermore, it was revealed that in the same layer and total
layers of the package, fan-out values of ASS, DEP_D, and
DEP_S obeyed the scale-free property of complex networks.
,ese findings provided empirical support for the CSBG
method. ,e statistical power-law metrics were applied to
the method for coupling measurement proposed in this
study in order to calculate the coupling of the three open-
source software systems, which provided a reliable reference
for further investigation of coupling between classes in

software systems using statistics of complex networks. In
[54], it was mentioned that cohesion distribution of the
majority classes of a software system contained a certain
regularity. In other words, it was not the case that neither
cohesion of all classes was very large nor very small. In the
empirical analysis of coupling, the values of coupling metrics
had a regularity similar to class cohesion. Although coupling
represented the degree of interdependence between classes,
the greater the coupling, the more complex the software
from an intuitive aspect. However, excessive pursuit of “high
cohesion and low coupling” of software systems increases
the workload of software developers and the complexity of
software systems as well. ,erefore, the empirical evidence
showed that within a certain range, reducing the coupling
was helpful to attenuate the complexity of the software, while
excessively blindly pursuit of low coupling increases the
complexity of software systems.
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