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1. Introduction

Open-source (OS) software is ubiquitous; knowingly or unknowingly, the present reader is likely to be making use of OS software embedded in a gadget or device while reading this paper. Just as in software applications, OS software is making an impact on computational research as well. In this paper, we examine the role of OS software development in computational research in engineering. It is not certain that the advantages of OS development demonstrated in application software such as Linux and Apache can be realized in the case of computational research software. To address that question, we present a case study of the computational research software Multiphase Flow with Interphase eXchanges (MFIX). Since 2001, the source code of MFIX is being distributed to users that register at the MFIX website. MFIX license, however, does not strictly conform to currently accepted standards for OS licenses. Nevertheless, the license has clearly allowed the advantages of OS development to be studied (see the discussion in Section 3.1). (MFIX license is expected to be changed into a form similar to MIT open-source software license.) We discuss how OS development facilitates software verification, model validation, peer review of computational results, and the accumulation and exchange of information in computational research.

The term open-source software came into existence in 1998 although such software has existed from the early 1990s [1, 2]. Its main feature is that users have access to the source code, and they may study or augment the code to change the software’s functionality. One year before this term was coined in 1997, a lesser-known term, Bazaar development process, was proposed to label the community style software development facilitated by the internet. Users can have access to the source code and also watch and contribute to the development of the software. This development process has revolutionized software development, as exemplified by highly successful software products such as the operating system Linux and the web-server Apache.
Research communities, for example, in radiology [3–4], as well as drug discovery and bioinformatics [5–6] have been early adopters of this development process. The economic and motivational questions, promises, and pitfalls surrounding OS development are being debated in archival journals, for example, [3–11]. Surprisingly, to the best of our knowledge, nothing has been reported in engineering journals about the role of OS development in computational research, which is the topic of this paper. Because of the smaller number of researchers involved in computational science and engineering, not only the effectiveness but also the sustainability of the OS development process is in question.

The discussion in this case study pertains only to software used for computational research; that is, software used for the development of mathematical models and numerical techniques. Our discussion does not pertain to the end-use of engineering software for the analysis and troubleshooting of devices used in industry or in a laboratory. In those cases, the simulation results are used for designing or troubleshooting a device and neither the mathematical models nor the numerical techniques underlying the software per se are the object of the investigation.

For the case study, we use the gas-solids flow software MFIX (http://www.mfix.org/) developed at the National Energy Technology Laboratory (NETL, WV, USA). The information on user experience was collected from two user surveys, which enabled us to determine who used the software, how it was used, how successful the users were, and what were the significant outcomes. The information from those surveys and the MFIX development team is reported here to illustrate how well the OS development process worked in the case of MFIX.

We start with a brief overview of the OS development process in Section 2 and discuss the advantages and disadvantages of the OS development process in the context of verification and validation. The background and OS features of MFIX are described in Section 3. Section 4 describes the OS experience with MFIX: the software’s impact on research and education in computational gas-solids flow and the contributions to MFIX from external users. The conclusions are given in Section 5.

2. Open-Source Development

A number of computational research codes have been always freely available in a source code form (e.g., NETLIB repository, TEACH code from Imperial College, KFIX, and KIVA from Los Alamos National Laboratory). The distinguishing feature of the OS label is that the software is provided with a license [7–10] that requires users to follow some simple rules such as the inclusion of a license header in each source file. This type of licensing played a crucial role in making the OS development process successful.

This new way of developing and maintaining software with the involvement of users has made a big impact in the world of business software. Raymond [12] calls the new process the Bazaar model and contrasts it with the traditional Cathedral model used by commercial software developers.

In the Cathedral model, a few experts develop the software and make every effort to release it only after fixing all the bugs, but users are not involved in the development process. In the Bazaar model, users may watch and participate in the code development process. Raymond [12] credits Linus Torvalds for the invention of this model and claims that bugs will be discovered at a rapid rate in this model because the source code is available for public testing, scrutiny, and experimentation. In contrast, an inordinate amount of time is spent by a few developers hunting down bugs in the code being developed under the Cathedral model. Raymond predicts that although individual vision and brilliance will matter during the initiation of software projects, software will increasingly be developed using the open-source development process. In this paper, we will use the terminology OS development, which is synonymous to the Bazaar model, to mean the availability of the software in source code form as well as its development in full public view, promoting user participation.

All the evidence that supports the OS development process, however, comes from business software products, which are comparatively large (millions of lines of code) and have a large number of users (thousands). Even in that case, the claim that OS development is “the best” approach for software development has been disputed [8]. The advantages of OS development of the relatively smaller (thousands of lines of code) computational research software with a smaller user base (tens or hundreds) are uncertain. This study shows that the advantages of OS development have been realized in the case of MFIX, and shows the additional benefit of facilitating the peer review of computer code used for generating results that are published in journal articles.

2.1. Verification and Validation

The accuracy of computational software is ensured through a verification and validation process. As defined by the American Institute of Aeronautics and Astronautics (AIAA), verification is “the process of determining that a model implementation accurately represents the developer’s conceptual description of the model and the solution to the model” and validation is “the process of determining the degree to which a model is an accurate representation of the real world from the perspective of the intended uses of the model” [13].

The verification of complex software is a crucial and laborious endeavor. It is also an ongoing process when the mathematical models and numerical techniques are continually being improved, as in the case of the gas-solids flow models in MFIX. Every time the mathematical model or the numerical technique is changed, bugs may be introduced. The advantage of a large community of users is that bugs may get detected quickly. This is an advantage readily enjoyed by commercial software. The user base of OS software must reach a critical mass before the OS software can realize the advantage. Once a critical mass of users is reached, then OS software offers the additional advantage that the user has the ability to identify and fix bugs in the source code in addition to merely reporting them as in the case
of closed-source software, thereby reducing the burden on the developers. Furthermore, OS software allows the users to conduct code review even without being prompted by a bug. This happens when a user reads the code to learn the implementation details of a particular equation. This advantage of OS development cited by Raymond [12] cannot be realized in closed-source software development because only a few developers are able to review the code.

2.2. Peer Review of Computational Results

Unlike verification studies, validation studies of models are of much scientific interest and get reported in journal articles. OS development offers two advantages for the peer reviewing of published computational results. First, because OS software is freely available, a greater number of researchers have the opportunity to reproduce published results, which allows researchers to better understand and contribute to the shared information. Researchers routinely check mathematical derivations presented in research papers, and experimental findings are usually checked for reproducibility. Similarly, computational scientists frequently try to reproduce published results, and OS development facilitates that by making the research software universally available.

Second, the more important advantage of OS software is that the peer reviewer has access to all the implementation details of the software. While comparing published computational results, questions may come up regarding the underlying mathematical models, the numerical algorithm, and the code implementation. The advantage is even greater in the review of the numerical algorithm because its complete description is often not reported in papers. Although papers describe the main algorithm in detail, certain seemingly secondary details may not be reported. In fact, certain algorithms in commercial software may even be guarded as proprietary information. In the absence of such details sometimes it is difficult to establish whether a difference in the solutions given by two codes results from the differences in the underlying mathematical models, the numerical algorithm, or the code implementation of the numerical algorithm. The availability of the source code allows readers and reviewers to unequivocally settle such questions about the mathematical model, the numerical algorithm, and the code implementation.

The advantage discussed in this section is unique to software used for computational research. When the results of such studies are reported in journal articles, the readers are interested in the details of the mathematical model and numerical algorithm used in the software. This is not the case with typical OS software, and, therefore, this advantage is not discussed in the literature on OS software (e.g., [12]).

2.3. Barriers to OS Development

Although OS development offers advantages for software verification and validation and peer review of published results, it may have several disadvantages when used for computational research. One, for its existence, OS software needs a core group of researchers supported over a sufficiently long period of time, which is not always feasible with OS software as the main objective. Two, for realizing the advantage of community verification and validation, the user community must grow to a critical size. This is hard to achieve because research software often has only a limited number of features, which may interest only a small number of users. Also, attracting developers is difficult because of the unique expertise required and intellectual property issues involved [5]. Three, to develop software of sufficiently high quality attractive to external users, the OS team needs to follow good software development processes. For example, Gambardella and Hall [9] show that it is important that “lead” researchers establish a norm of contribution. A poorly written code does not attract users even when the source code is freely available. Writing readable and maintainable code, however, is not the highest priority of researchers who are usually trying to solve a problem within tight time constraints. Four, the software and its usage needs to be documented, which is often not done because scientists do not get credit for published OS codes [16].

If researchers realize the advantages of OS software and institutions begin to value OS software contributions, then the above difficulties could be overcome. In fact, that is the recent trend in government-funded computational research. In 2000, the Presidential Information Technology Advisory Committee recommended that “The Federal government should encourage the development of open source software as an alternate path for software development for high-end computing.” Also, government agencies such as the US Department of Energy and National Institutes of Health are now encouraging the OS approach in several projects funded by them [3].

3. The Open-Source Code MFIX

We use our experiences with MFIX to examine whether the advantages of OS development are borne out by experience in the case of typical computational research software. Before presenting the case study information, we will discuss the background of MFIX and its OS features.

3.1. Background Information

MFIX development started at NETL in 1991. The main goal was to develop a tool for modeling fluidized-bed reactors such as coal gasifiers, commonly used in fossil fuel plants. The first version was completed by January 1993. All the variables used in the code were described in comment statements; the equations documented in a theory manual [17]; the numerical technique, code architecture, and user instructions documented in a user's
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manual [18]. The first set of gasifier simulations were conducted in 1995 [19]. The public distribution of the code through the Energy Science and Technology Software Center (http://www.osti.gov/estsc/) started in 1995.

MFIX is a general-purpose computer code for describing the hydrodynamics, heat transfer, and chemical reactions in fluid-solids systems. The code is now routinely used at NETL for gasifier modeling, for example, [20]. It solves a generally accepted set of partial differential equations for the conservation of mass, momentum, species, and energy for multiple phases, for example, [21]. A summary of the balance equations is given in [22]. MFIX has been used for modeling bubbling, circulating fluidized beds, and spouted beds. The calculations give transient data on the three-dimensional distribution of volume fractions, pressure, velocity, temperature, and species mass fractions. Simulations are set up using an input data file, and in some cases, user-defined subroutines. Two post-processing codes are used for visualizing the results and extracting data in the form of tables from the output files.

The code underwent several revisions since 1995. The numerical technique used in the code was changed and several high-resolution discretization methods were added in 1996 [23]. In 1998, the code was translated from Fortran 77 to Fortran 90 using the translation software VAST/77to90 developed by Pacific-Sierra Research Corporation. Subsequently, the code was parallelized to run on shared-memory processors (SMP), distributed-memory processors (DMP) [24], or hybrid SMP/DMP machines [25]. In 1999, version tracking of MFIX was started by using the concurrent versioning system (CVS) software. Today, MFIX consists of 118 000 lines of Fortran 90 code, organized into 508 files and 969 subprograms.

A website, http://www.mfix.org/, was launched in 2001 for distributing the source code and disseminating information related to computational gas-solids flow. By August 2006, over 1 000 researchers from 250 research institutions worldwide had registered at the website. The website typically receives between 5 000 and 10 000 hits every month.

The MFIX license at the time of collecting data for this paper allowed registered users to download and modify the source code; however, no redistribution of the code was permitted other than through the MFIX code repository. Because of the registration requirement and the restriction on redistribution, MFIX license did not satisfy the OS definition specified by Open Source Initiative (http://www.opensource.org/docs/osd/). (It is expected that MFIX license will soon change to a license similar to MIT Open Source license.) Arguably, the lack of ability to freely redistribute the code could have diminished the user’s enthusiasm to use and contribute to MFIX. Nevertheless, many users signed up to use, review, and improve the code. The data presented here shows that the advantages of OS distribution were realized, which is perhaps a conservative assessment of OS distribution because a standard OS license could have increased the user response.

3.2. Infrastructure for Open-Source Development

Today, typical OS projects are supported by popular sites such as (http://sourceforge.net/index.php). SourceForge was a little over a year old when MFIX became OS in 2001, and the MFIX team decided to create its own OS development infrastructure. Not using a well-known OS website reduces the visibility of the project among OS developers. However, since MFIX is a computational research code, its potential users and developers are effectively reached through technical conferences and research papers.

Another feature of typical OS development environments is a bug tracking system, which has a user-interface for reporting bugs and a database for storing information on the bug. This feature is missing from the MFIX infrastructure, and bug reporting and resolution are handled with the mfix-help mailing list.

The MFIX infrastructure consists of seven components, which are described below in the order of their importance.

(i) CVS version. The users can view the latest changes in the code and download the desired files. This ensures that the development is done under full public view and all the modifications are immediately available to users.

(ii) Development version. Every day the previous day’s version of the entire code is gathered and placed on the website, making it convenient for the users to download the latest version of the code.

(iii) Stable version. This version, released once or twice a year after completing a major revision or several minor revisions and bug fixes, is tested and guaranteed to work with all the test and tutorial cases.

(2) Source code revision control. CVS (http://ximbiot.com/cvs/) is used for source code revision control. CVS allows several developers to work on the same file at the same time and merge their revisions of the code. CVS records all the changes in the code; all previous versions of the code are archived in the database. Therefore, developers can easily retrieve any version of the code by specifying the desired date and time. A version referred to in a publication is forever available for public scrutiny (provided the authors preserve user-defined routines, if any). With the CVS web interface (http://www.freebsd.org/projects/cvsweb.html), users have immediate access to the changes in the source code. The web interface gives the file name, version number of the file, age of the file, name of the developer that checked in the latest version, and comments about the changes made. The interface allows users to graphically compare two versions of the files and pinpoint the differences. All users can check out code from CVS, but the main developers act as gatekeepers for checking code into CVS.

(3) Tests and tutorials. The MFIX directory contains over 40 test cases and 13 tutorial cases. The test cases verify various features of the code in isolation (e.g., fluid flow without solids), and typically run in a short period of time. When a new feature is added to the code, a new case to test that feature is also added to the test-cases directory. The
tutorial cases test a combination of features of the code (e.g., combined fluid-solids flow) and can be used to learn about setting up simulations.

(4) Documentation. The documentation section provides detailed manuals [17, 18, 23] and developer notes, written for each new feature implemented. It is impractical to synchronize the detailed manuals with a code that is constantly evolving. So, the MFIX team maintains two minimalist manuals that are continually synchronized with the code: a readme file that lists all the user inputs and an MFIXequations file that lists the current set of equations [22]. The equations file is a version-controlled, citable web document. Also, the code is internally documented with comment lines, which constitute about 62% of the code.

(5) Communication. The communication between users is facilitated with several mailing lists based on the OS software SYMPA (http://www.sympa.org/). The main mailing list mfix-help@lists.mfix.org is where users post help requests. All the discussions are archived, which the users can search to find past discussions about a certain topic. In addition to the mfix-help mailing list, over 20 different mailing lists promote discussions on specific aspects of multiphase flow: numerics, granular physics, discrete element methods, chemical reactions, visualization, validation, applications such as gasification, and so forth.

(6) Test harness. A test harness, powered by the OS testing environment QMTest (http://www.codesourcery.com/qmtest), is used to conduct software regression tests. Such testing seeks to uncover regression bugs or broken software functionality that was previously working. Typically, regression bugs occur as an unintended consequence of code changes. The test harness checks out the current version of MFIX every night, builds executables, and runs the test cases identified by the developers. The results of the tests are posted on the MFIX website. If any of the tests fail, then the development team is alerted with an e-mail. Such early detection of bugs reduces the debugging effort because the bugs can be readily correlated with the previous day’s changes. This ensures the quality of the evolving software on a daily basis.

(7) Open citations (http://www.mfix.org/opencitations/index.php). This section of the website lists papers relevant to computational gas-solids flow. The discussion board allows researchers to submit information and comments on papers in computational gas-solids flow. The database is searchable by categories such as author name and subject. This part of the website has not developed very well perhaps because it has not been adequately publicized.

4. A Case Study on the Effectiveness of the Open-Source Approach

MFIX was made open source primarily to make it available to a large number of researchers and, thereby, to supplement research articles based on MFIX by exposing all the implementation details. MFIX was already being used by a few external users who got access to the code by contacting NETL. Also, MFIX team was planning to set up a webpage for internal collaboration, and making the webpage and the code available to external users was an easy next step. A secondary reason was that the team expected to derive the benefits of OS development in verification, validation, and code enhancements. In this section, we will examine how well these expectations were fulfilled. First, we will describe how MFIX has contributed to research and education in computational gas-solids flow. Then, we will examine how MFIX itself was enriched because of the OS development process.

To collect information on MFIX usage, two surveys were conducted. The first survey was conducted in 2005, and input was solicited from all MFIX users by sending an email message to mfix news list [26]. The survey was conducted to develop guidance for the future development of MFIX. A second survey of a selected small group of researchers was conducted later to collect information on significant outcomes from the use of the software.

4.1. Impact on Research and Education

The first survey resulted in responses from 70 users, about 10% of the registered users, with wide-ranging backgrounds and application needs. Figure 1 shows the distribution of MFIX users based on the number of years they have been using MFIX. The majority of the users have around one-year experience, whereas 30% have two to three years of experience; no one had four years of experience. The most experienced users (five or more years of experience) constituted about 9% of the user community, which is reasonable because at the time of the survey, MFIX had been an open-source code for only four years. Even in the future, we expect that many users will remain in the category 1–3 years of experience because many of them would be graduate students.

Figure 2 shows the affiliations of MFIX users: 41% are graduate students, 21% are faculty members, and 16% are postdoctoral associates. Therefore, almost 80% of the users are from universities. Only four respondents identified themselves as industrial researchers (excluding MFIX team members) and another as an attorney. We believe that this is a representative sample based on our experience with the requests for help although the survey results could be biased because all industrial users may not have responded.
Figure 3 shows the percentage of MFIX users that consider the use of MFIX in their projects is being successful. Nearly 50% said that they had success with their MFIX projects, among which 11% said that they were highly successful. The other half was split between being not sure (33%) or not successful (17%). The percentage of successful users is encouraging because MFIX is an expert user’s software with minimal user support and no training provided. About 33% of the users reported “not sure” presumably because they had recently started using MFIX. The response “no success” in some cases may mean that the model results did not agree with experimental data because of a deficiency in the mathematical model, which in the context of the present discussion would be a successful application of the software. Most of the users who indicated no success had used MFIX for less than a year and described their expertise level as “Basic.” On the other end of the spectrum, users who indicated high success had been using MFIX for 3-plus years and described themselves as advanced users who were comfortable making changes in the source code.

Figure 4 shows how the respondents used MFIX in their research. The responses that were blank or not specific (e.g., “general”) were discarded; the responses that could be counted in multiple categories were counted in all the applicable categories. All told there were 65 responses. Nearly half of the applications are similar to the application for which MFIX was originally developed: 28% in the category Energy (coal gasification and combustion, biomass combustion) and 20% in the category Fluidization (bubbling fluidized beds, risers, particle flow, gas-solids flow). About 12% of the applications are in the related category of Chemical Reactors (fluid catalytic cracking, fluid bed reactors, and polymerization), and 14% in multiphase flows (multiphase microfluidics, slurry flow, gas-liquid). Interestingly, the use of MFIX has migrated to other application areas; Geophysical (volcanic granular flows) has become a distinct category with 8% of the responses and other applications (microchannel heat exchanger, powder flow) accounted for 18% of the responses. We could not assess certain other uses of code stated in the registration form (e.g., to check how a certain algorithm is implemented) because such incidental users did not respond to the survey.

A second survey was conducted to collect detailed information from 11 principal investigators who had been known to be significant users of MFIX at that time. This sample was selected based on researchers that had frequently contacted the MFIX team for information. They were asked to provide a brief description of the problem being solved, significant outcome (e.g., graduate thesis, papers, improved algorithms or theory, migration of code/algorithm into other software, applications, improvements to design), and to comment on their experiences with the OS development process. The responses regarding the research topics and significant outcome are summarized in Table 1. Also, several groups not included in the survey have published research results using MFIX, for example, [27–30]. In the last five years, there have been over 50 publications and presentations and 15 graduate theses that are based on MFIX. These demonstrate that the OS availability of MFIX has significantly contributed to research and education in gas-solids flow. The advantage of model validation by a community of users, in addition to the MFIX team, is being realized.

4.2. User Feedback

The responses to the question about what worked well for the user and what needs improvement are given in Table 2. A user stated that “the open-source model has been very successful because the code is very well documented so that users can see where various tasks are assigned and how they interrelate, the MFIX team has managed to keep the process of code updates robust and well maintained, and the community of users and contributors are mostly already well trained in CFD and theories of multiphase flow” [50]. He emphasized that to be successful, “open-source approach needs some of the “care-taking” and oversight activities of the MFIX team, to manage where code improvements
### Table 1: Research topics and significant outcomes.

<table>
<thead>
<tr>
<th>Research topic</th>
<th>Significant outcome</th>
</tr>
</thead>
<tbody>
<tr>
<td>Theory development</td>
<td>(1) Modeled segregation in gas-solids fluidized beds. Introduced the effect of particle rotation using an effective coefficient of restitution. Compared with experimental data to demonstrate the effect of particle rotation on bubble dynamics [31, 32].&lt;br&gt; (2) Studied the statistical properties associated with time-dependent, spatial inhomogeneities that occur in fluidized suspensions. Gathered fluctuation statistics and used this information to construct closure relations for filtered two-fluid models [33–36].&lt;br&gt; (3) Simulated flows at high particle volume fractions, where frictional stresses dominate [14].&lt;br&gt; (4) Implemented cohesive forces into the discrete-particle framework using a square-well potential [37].&lt;br&gt; (5) Studied segregation/mixing of dense binary mixtures in fluidized beds. Investigated the various driving forces for segregation, especially driving forces that arise from a nonequipartition of granular energy [38].</td>
</tr>
<tr>
<td>Numerical techniques</td>
<td>(1) Developed direct quadrature method of moments (DQMOM) to simulate particle aggregation and breakage in a fluidized-bed [39, 40].&lt;br&gt; (2) Implemented the algorithm <em>in situ adaptive tabulation</em> (ISAT) to solve complex chemistry calculations in a fast and efficient manner. ISAT technique speeded up a silane pyrolysis reactor simulation by a factor of 48 [41, 42].</td>
</tr>
<tr>
<td>Model validation</td>
<td>(1) Modeled elutriation of char from a bubbling fluidized bed; simulated the simultaneous elutriation and gas-solids reactions of char particles in gasifiers. Compared elutriation data with simulation results [43].&lt;br&gt; (2) Simulated bubbling fluidized beds (Geldart Group A/B and B particles) and compared predictions with electrical capacitance tomography data. Identified limitations in the model predictions and determined their cause (no cohesive force; no frictional stress above a void fraction of 0.5). Proposed and tested modifications for solving the model limitations identified [44, 45].&lt;br&gt; (3) Modeled dense-phase fluidized beds containing fine catalyst powder (e.g., FCC stripper) [46–48].</td>
</tr>
<tr>
<td>Model application</td>
<td>(1) Developed and validated a model of a polyethylene pilot-scale fluidized bed at Univation. The validated model was used to locate hot spots in a reactor [49].&lt;br&gt; (2) Simulated (a) high-Reynolds number volcanic eruptions and associated multiphase gravity currents, and (b) low-Reynolds number chaotic convection in magma chambers [50].&lt;br&gt; (3) Modeled air-gravity conveyors (airslides) in which the flow of the granular material is enhanced by the air that is forced through the bottom of the conveying trough [51].&lt;br&gt; (4) MFIX-family codes used as quality-assured numerical tools to explore multiphase dynamics (e.g., dust explosions) in the Yucca Mountain Project drift/repository, Nevada, the proposed site for the first permanent geologic repository for high-level radioactive waste in US [52–55].&lt;br&gt; (5) Developed the model of a solar receiver. Characterized the flow dynamics of a curtain of free-falling ceramic particles, heated by concentrated solar energy within an open cavity solar receiver to temperatures in excess of 900°C [56].&lt;br&gt; (6) Simulated heterogeneous catalyses in microchannel heat exchangers using a porous body approach [57].</td>
</tr>
<tr>
<td>Train graduate students</td>
<td>Several graduate theses, for example, [42, 58–61].</td>
</tr>
</tbody>
</table>

### Table 2: User feedback.

<table>
<thead>
<tr>
<th>Worked well</th>
<th>Needs improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>(i) Open source access</td>
<td>(i) Ability to represent complex geometry</td>
</tr>
<tr>
<td>(ii) Well-written code</td>
<td>(ii) Continual changes in the code make it difficult to repeat/reproduce earlier work with the revised code</td>
</tr>
<tr>
<td>(iii) Well-organized website that is regularly updated</td>
<td>(iii) Documentation needs to be updated and made thorough</td>
</tr>
<tr>
<td>(iv) Discussion forum and archived messages</td>
<td>(iv) Undocumented capabilities that users become aware only after browsing through source code</td>
</tr>
<tr>
<td>(v) Questions are answered quickly, issues resolved quickly</td>
<td>(v) Tutorial that one can use to learn how the code is configured</td>
</tr>
<tr>
<td>(vi) Training of students at NETL in summer</td>
<td></td>
</tr>
</tbody>
</table>
4.3. User Contributions

Having discussed the impact of MFIX on research and education in computational gas-solids flow, we will now show that MFIX itself was enriched because of the OS development process. Table 3 summarizes major contributions to MFIX code from external contributors who happened to be all graduate students at the time of making the contribution. In most cases, these developers sought the advice of the MFIX team, but the development itself was not done under CVS control. The code modifications were later merged with MFIX CVS by one of the MFIX team members.

During 2001–2006, mfix-help email list received 1575 messages of which around 20% reported bugs or bug fixes. Table 4 lists some of the significant bugs detected and reported by various external users. Some bugs (items 1, 2, 3) were caught through code verification (i.e., the users simply reading the source code). So, the benefit of code verification through many eyes reading the source code [12] is being realized. Some bugs were identified during solver verification (i.e., comparing simulation results with known solutions), but the users then read the source code and reported the location of the bug (items 4, 5), again vindicating Raymond’s claim [12]. In some cases, the problem was detected through solver verification (items 6, 7, 8), but the users could not identify the cause of the problem. The MFIX team later resolved these programming errors (item 6) or defects in the computational model (items 7, 8). Some bugs got exposed when the user employed a compiler different from that used by the MFIX-team (which can be considered to be another form of code verification). Some bugs were merely compiler quirks (item 9), some were applicable only to SMP mode of execution not often used by MFIX team (item 10), but some others were potentially of wide-spread impact (item 11).

5. Conclusions

A case study on the open-source development of a computational research code, MFIX, is presented here. Five years after the open-source development of MFIX was started...
nearly 80% of the MFIX users are from universities and half of the users reported success in using the software. Half of the applications are similar to the applications for which MFIX was developed (coal gasifiers and fluidized beds), and, interestingly, the other half are in new areas such as geophysical flows. During the five years, the use of the software resulted in over 50 publications and presentations and 15 graduate theses. MFIX itself was enriched because of the OS development. Several major capabilities in MFIX were developed by external users, and the advantage of many eyes verifying the code was realized with several bugs being reported or fixed by external users. In one instance, access to the source code helped with the detection of typographical errors in the equations given in a journal article. From these experiences, it appears that the advantages of OS development were realized in the case of MFIX.

Acknowledgments

The submitted manuscript has been coauthored by a contractor of the US Government under Contract no. DE-AC05-00OR22725. Accordingly, the US Government retains a nonexclusive, royalty-free license to publish or reproduce the published form of this contribution, or allow others to do so for US Government purposes.

References


[38] C. M. Hrenya, University of Colorado, Personal communication, 2005.


[51] L. Oger, University of Rennes and McGill University, Personal communication, 2005.


[56] N. Siegel, Sandia National Laboratory, Personal communication, 2005.


Submit your manuscripts at http://www.hindawi.com