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Requirement change management (RCM) is a critical activity during software development because poor RCM results in occurrence of defects, thereby resulting in software failure. To achieve RCM, efficient impact analysis is mandatory. A common repository is a good approach to maintain changed requirements, reusing and reducing effort. Thus, a better approach is needed to tailor knowledge for better change management of requirements and architecture during global software development (GSD). The objective of this research is to introduce an innovative approach for handling requirements and architecture changes simultaneously during global software development. The approach makes use of Case-Based Reasoning (CBR) and agile practices. Agile practices make our approach iterative, whereas CBR stores requirements and makes them reusable. Twin Peaks is our base model, meaning that requirements and architecture are handled simultaneously. For this research, grounded theory has been applied; similarly, interviews from domain experts were conducted. Interview and literature transcripts formed the basis of data collection in grounded theory. Physical saturation of theory has been achieved through a published case study and developed tool. Expert reviews and statistical analysis have been used for evaluation. The proposed approach resulted in effective change management of requirements and architecture simultaneously during global software development.

1. Introduction

Requirement engineering (RE) is defined as specifying and representing the customers’ requirements, thereby giving them a proper structure with which to meet them. RE is the foremost step of the software development lifecycle. All other phases are highly dependent on RE. A change in one phase affects the quality of other phases. If requirements are not handled in early phases, they may affect the quality of software and also result in failure of the system [1].

Efficient RE critically depends upon effective communication and coordination of requirement development and management. Producing perfect requirement specifications becomes difficult in GSD because of geographical, temporal, and social distances between development teams. GSD interprets communication gaps between different people involved in software projects [2]. With communication gaps, requirement management becomes a major challenge in global software development [3]. Requirement management facilitates and manages changing requirements throughout the software development phases. Requirement management also handles relationships among requirements, traceability, and dependency between requirements and the software architecture [3]. RCM is a subtask of requirement management, and the relationship is depicted in Figure 1. Requirement change management includes several activities such as reporting the change, analyzing the possible impact of the change, and finally implementing the change in the system.

When a change request is initiated by any stakeholder, software developers analyze the change and its ripple effect on the requirement document. Changes may occur at any phase of the software development lifecycle. The major issue is analyzing the change and its impact. Thus, impact analysis of change management is the most important part of RCM.
Most users are unclear about functional requirements and business requirements. As the environment and technology change, requirements and their perspective and level of understanding also change. Similarly, certain new requirements emerge with the changing requirements. In doing so, requirement engineers should possess knowledge regarding relevant requirements and domain knowledge. Because requirements tend to change, it becomes difficult to manage relevant requirement knowledge and past experiences. Thus, software and requirement engineers cannot keep pace with the changing requirement knowledge. Organizations that maintain a proper knowledge base have a higher impact factor than those that do not.

Case-based reasoning (CBR) helps in storing and reusing past cases based on similar situations and their results in a case-based repository. The repository forms a knowledge base for the system by storing relevant experiences and knowledge assessments. The vital factor of CBR is that it allows for retrieval and reuse of previously stored cases to solve similar situations [4, 5]. CBR involves retrieving cases from the case-based repository (knowledge repository), reusing retrieved cases, revising the past experiences, and adapting the retrieved case. After the new case has been merged with the previous retrieved cases, retaining is most beneficial step in which retrieved cases must be retained together with the new case as a new solution in CBR [5]. Similarly, synchronization of requirements and architecture is a reported challenge of GSD [1, 6, 7]. Because architectural design is dependent on the requirement document, the architecture also changes with the changing requirements, so it is important to keep pace with the requirements and changes to the architecture [8–11]. Domain knowledge and requirements are stored in the case-based repository, but there exists no proper approach or tool for handling a changing architecture due to changing requirements. With the changing requirements, many new conflicts arise, and traceability issues are also faced. Past experiences also must be kept in mind while reusing those cases. Commonly, utilizing past experiences, utilizing domain knowledge, and storing records of both of them are not properly achieved. Thus, software developers cannot use past knowledge, which is the most vital asset in implementing the new changes. There is a need for a better approach that overcomes the issues related to requirement and architecture interplay, gives a better solution for managing the changing requirements, and solves the issues of change management during GSD. Our main goal is to propose a hybrid approach that will handle change management for both the requirements and architecture during global software development. We will prove our hypothesis through statistical analysis and a conducted case study. The paper is structured as follows: Section 2 explores and describes related work regarding our area of research. Section 3 describes our applied research methodology, which is followed by a description of the proposed approach in Section 4. The results gathered and compiled from both the expert review and a case study are summarized and discussed in Section 5. In the end, the conclusion of our research and limitations are discussed in Section 6.

2. Related Work

This section describes related work regarding requirement change management and synchronization of requirements and architecture. The section also explores related approaches that exist in the literature and their limitations and motivation.

2.1. Requirement Change Management. Requirement change management includes several activities such as reporting the change, analyzing possible impacts of the change, and finally implementing the change in the system [13]. Requirements continually change as a response to competitors in the market, changes in technology, changing laws, and user preferences. Poor change management is the foremost barrier to the success of software systems, possibly resulting in system failure. Changes to requirements during software development place the schedule, quality, and cost at risk [14]. As a project enters later phases, handling of changes becomes difficult, so costs of changes also increase [1]. It is essential to obtain prior knowledge to achieve better change management. In addition, the change might result in altered functionality of system components, so change impact analysis is essential in handling changes [3]. Although impact analysis is vital, it is also risky. It could have both positive and negative impacts on software functionality, quality, sales, customers’ attitudes, schedule, and so forth. The change control board is responsible for addressing activities of change management, which include identification of the change, analysis of the change (including impact analysis), approval of the change, and implementation of the desired change [15].

Figure 1: Context of requirement change management.
López et al. [16] explained risks and challenges associated with change management during global software development. The authors explained that RCM is difficult because changes may incur delays, so they suggested a safeguard to overcome the challenge. Each change made in the requirement document shall be announced to the project manager or the analyst so that the change can be discussed and accepted by the whole team. The change control board describes the channels for accepting a change. Its pros and cons are discussed, and voting takes place. Patil and Ade [17] proposed a system that provides a secure cloud for requirement information in GSD, thus simplifying RCM.

2.1. Case-Based Reasoning. Case-based reasoning can serve as an efficient approach for handling requirement change management. Jani [18] proposed a hybrid agile model for the evolution of agile practices by incorporating the artificial intelligence technique of case-based reasoning. The model resulted in enhancing agile practices through a case-based repository, through which changes were easily managed. Similarly, Tidemann et al. [19] proposed a new approach for architecture handling. They applied their proposed approach to a Norwegian fish farm business. Because the information was stored conventionally, they introduced knowledge management to the earlier stages through case-based reasoning. Their approach not only was limited to the fish farm business but is also applicable to other research industries. Those studies that exist in the literature regarding the use of case-based reasoning helped us incorporate a case-based knowledge repository in our proposed approach.

2.2. Synchronization of Requirements and Architecture. To keep the requirements and architecture synchronous, Nuseibeh [12] proposed a model that accepts changing requirements as in the spiral lifecycle approach. It is an alternative to the frozen requirements of a waterfall, and it developed a Twin Peaks model to evolve requirements and architecture concurrently, adaptive to changes in requirements. However, the current Twin Peaks model lacks practical details about how the synchronization is achieved, especially during GSD. Pimentel et al. [10] used the I* framework to address the coevolution of requirements and architecture as forward evolution considering requirement changes, its effects on components of the architecture, whether it is necessary to reconfigure an architecture to suit those changes in the requirements, and backward evolution, which addresses changes in architecture, for example, whether degradation of components might prevent the fulfillment of requirements. However, his work is challenged by the lack of tools supporting the I* framework, poor readability, and bad scalability. Use case maps (UCMs) [20] relate requirements and architecture by linking functional requirements represented by use cases to architectural components, employing use case maps in which use cases are linked to each other and to their related architectural components in a map-like view. The technique is used early during software development and scales as requirements evolve. However, it suffers from the large human intervention that is required, and its semantics are unclear. Hall et al. [21] developed problem frames to explore the problem domain for applications developed in less-known application domains by conceptualizing the problems in the requirements. They further extended problem frames to concentrate on not only the problem domain of requirements but also the solution domain of architecture. Their work is limited by the fact that it is suitable only for rare or new domains. To the best of our knowledge, none of the above or similar techniques has been previously applied to overcome the associated challenges of requirement change during global software development.

2.2.1. Twin Peaks Model. Nuseibeh [12] proposed Twin Peaks as a spiral model to be an alternative to the sequential development of requirements and architecture. The author explained Twin Peaks for handling requirements and architecture simultaneously. Their approach proved to help develop a software project incrementally and speedily. Separation of the requirement phase from the architectural phase often is unachievable. Also choice of requirements easily impacts the architecture developed by software architects. The proposed approach was tailored to the intertwined activities of both requirement engineering and architectural development. The approach made use of different activities and processes related to software development phases, thus resulting in enhanced architectural design and stakeholder satisfaction. Their proposed approach handled a major risk associated with software development; that is, requirements continue to emerge after feedback has been gathered regarding the developed prototypes and models; the Twin Peaks model incrementally handles those emerging requirements. Adopting proposed Twin Peaks model helps in iterative, synchronous, and rapid development of requirements and architecture. Twin Peaks can be used to manage rapid changes. Their approach also helps in synchronizing core requirements with the architecture. Their proposed approach is shown in Figure 2. Although the approach was quite efficient, it did not explain the types of architectural patterns to be addressed. There are other implementations of Twin Peaks existing in the literature and also in industry; for example, Mirakhorli and Cleland-Huang [22] applied Twin Peaks in the space industry and tailored them to handle critical requirements and architecture.

3. Research Methodology

The incorporated research method was a qualitative grounded theory. The main reason for choosing a grounded theory was to investigate the complex situation and real-world problems regarding the interplay of requirements and architecture during GSD. Qualitative data collection such as interviews helped in understanding the concerns of the contexts of global software development in detail. Grounded theory (GT) is the systematic generation of a theory that overcomes the issues related to the context. It is based on the data collected from the literature and interviews [23–25]. GT was developed by Barney and Anselm [26], who presented it in the published book *The Discovery of Grounded Theory* [27]. Glaser explained grounded theory as follows:
Grounded theory aims at proving a generated hypothesis through constant comparison of identified codes and concepts at each incremental level of abstraction. Several factors led to the selection of grounded theory. First, grounded theory is suitable for use in the investigation of complex situations [29] and thus was best suited. Second, rather than testing an existing theory, grounded theory is used for the generation of a theory, which allows a researcher to move from data to theory systematically [24]. Third, both grounded theory and agile software development rely on the social behavior of people, so a strong correlation exists between them. Figure 3 shows the level of abstraction of grounded theory.

In the following section, we elaborate the theory generation process using grounded theory. We also describe some data collection methods, codes, and identified concepts.

3.1. Data Collection. Research was initiated by collecting data from both literature and interviews. Different studies were searched through extensive online databases. All selected literature incorporated change management issues and applicability of agile software development during global software development. In addition, issues were collected from interviews of different personnel working in global software development. Most teams were located in Pakistan, India, and Saudi Arabia. A total of twenty participants contributed to this research. Different experts from the domains of change management, global software development, and agile development in addition to experts in case-based reasoning were consulted. The experts were also consulted about synchronization of requirements and architecture.

3.2. Data Analysis. The data collected from both the interviews and literatures were further analyzed by finding independent and dependent variables. Regression models were applied to all identified issues of requirement and architecture management during global software development. The ripple effect caused by requirement change was also estimated by agile methodologies applied to architecture and requirement management during global software development. The constant comparison method was used for further analysis of the data and key points.

3.3. Open Coding. Jones and Alony [25] described open coding as the foremost step for extracting key points from interview/literature transcripts. Open coding is defined as breaking gathered data into codes and concepts, which further combine to form a progressive grounded theory. Key points save time by gathering in codes that can be easily generated. An example of a key point, code, and related concepts is shown below:

Interview quotation: "Although requirements are gathered, sometimes it becomes difficult to embed changes owing to creeping requirements because of geographical dispersion."

Key point (KPI): mismatch requirements and architecture traceability.

Code: architecture change management.

Figure 4 shows how related concepts were extracted from the interview and literature transcripts.
3.4. Generating Progressive Theory. Several studies in the literature explained how grounded theory can be generated and validated [23–25, 27, 28]. To prove our progressive grounded theory and achieve real-world saturation, case-based reasoning and scrum were used for requirement and architecture management, whereas Twin Peaks models were applied for handling the synchronization of requirements and architecture. Thus, based on identified codes, concepts, and categories, progressive grounded theory was proposed.

According to our proposed theory, the use of scrum practices for software development and case-based reasoning for requirement and architecture management, when merged with the Twin Peaks model, results in efficient requirement and architecture management and efficient synchronization during global software development. In the end, a hybrid agile approach was proposed that was further evaluated based on tool and a case study. The proposed theory was mapped with the six C’s coding family proposed by Glaser [30]. All six C’s were mapped with the approach. Table 1 elaborates our proposed grounded theory mapped to the six C’s coding family.

4. Hybrid Agile Approach

To prove our hypothesis presented in the form of grounded theory, a hybrid agile approach was needed for its real-world saturation. However, before proceeding to its logical view, we proposed its conceptual view.

4.1. Information Model. The conceptual view has been presented in the form of an information model. Regarding requirement change management and requirement and architecture traceability, the information model is well suited. It incorporates different contexts with their associated relationships and suitable information for the system. The information model has been explained in Figure 5.

The information model shows that a case-based repository has been merged within the system to handle changes in the requirement. When the project is initiated, requirements are gathered and explained in a requirements document. Each requirement from the requirements document is converted to specific cases. Each case represents each requirement stored in the case-based repository. Whenver changes occur, the change control system is initiated. Changes to be made in a specific requirement are checked in the repository. If it exists in the repository, it is reused; otherwise, it is added to the repository. After the case is maintained, a case report is generated. After the information model, a logical view is shown in the form of a hybrid agile approach. Figure 6 explains the proposed hybrid agile approach.

4.2. Approach Description. The approach is distributed into two phases, each of which is implemented at each site. Requirement management is performed at location 1, whereas architecture management is conducted at location 2. The model has been proposed based on the Twin Peaks model. The model progresses from generalized to detailed and from independent to dependent. Site 1 is the requirement phase. First, preliminary requirements with their associated goals are identified through user stories. After user stories have been compiled, each one is elaborated. Each feature is selected and described with reference to their associated
Figure 5: Proposed information model.

Figure 6: Proposed hybrid agile approach.
### Table 2: Context of selected domain experts.

<table>
<thead>
<tr>
<th>Expert #</th>
<th>Agile position</th>
<th>Agile method</th>
<th>Org size</th>
<th>Location</th>
<th>Domain</th>
<th>Team size</th>
<th>Duration (months)</th>
<th>Iteration (weeks)</th>
</tr>
</thead>
<tbody>
<tr>
<td>E1</td>
<td>Agile coach</td>
<td>Scrum</td>
<td>M</td>
<td>India</td>
<td>Agile training</td>
<td>8</td>
<td>48</td>
<td>3</td>
</tr>
<tr>
<td>E2–E9</td>
<td>Software architect</td>
<td>Scrum &amp; traditional</td>
<td>S</td>
<td>Pakistan</td>
<td>Software development</td>
<td>4</td>
<td>12</td>
<td>1</td>
</tr>
<tr>
<td>E10</td>
<td>Project manager</td>
<td>Scrum &amp; RUP</td>
<td>L</td>
<td>India</td>
<td>Software rational development</td>
<td>14–17</td>
<td>9</td>
<td>4</td>
</tr>
<tr>
<td>E11–E14</td>
<td>Change evaluator</td>
<td>Scrum &amp; XP</td>
<td>M</td>
<td>Saudi Arabia</td>
<td>Distributed development</td>
<td>8–10</td>
<td>4-5</td>
<td>3</td>
</tr>
<tr>
<td>E15–E17</td>
<td>Change verifier</td>
<td>Scrum &amp; XP</td>
<td>M</td>
<td>Saudi Arabia</td>
<td>Agile trainer</td>
<td>8–10</td>
<td>14-15</td>
<td>4</td>
</tr>
<tr>
<td>E18–E20</td>
<td>Change request receiver</td>
<td>Scrum &amp; XP</td>
<td>M</td>
<td>Saudi Arabia</td>
<td>Telecom</td>
<td>10</td>
<td>8-9</td>
<td>3</td>
</tr>
</tbody>
</table>


decisions and goals. Requirements are prioritized and stored in a product backlog. The customer is responsible for prioritizing requirements in the product backlog. On the middleware, a case-based repository is stored online. From site 1, requirements are converted into cases that are stored in the CBR. At site 2, the architecture phase is managed. Architectural decisions are explored for each case. The software architect is responsible for carrying out architectural decisions. Because Twin Peaks is iterative, incremental, and speedy, each architectural decision is broken down into small and iterative releases. Each release results from each broken-down architectural decision into small sprints. Cases are expanded by team members, and the architecture is developed. Each solution is evaluated with reference to user story goals. Once the architecture is developed, a shippable architecture is transferred to the client organization. Both distributed teams communicate through an online web-based tool.

### 5. Results and Discussion

In this section, the results are evaluated and discussed.

#### 5.1. Statistical Analysis.

Evaluation of the proposed approach was conducted based on interviews with domain experts. The domain experts belonged to different domains, and their level of experience and detail is explained in Table 2. A total of 20 domain experts were selected and participated in the questionnaire.

To evaluate our proposed theory mapped with the proposed approach, seven null hypotheses were proposed. The raw data collected from interviews and questionnaires have been proposed statistically to prove our null hypothesis. Advantages of statistical analysis include description of big data with tables and charts. Seven questions were generated for the null hypothesis, which were tailored to the main issues of requirement and architecture change management and the extent to which our proposed approach addresses those issues. A total of 30 companies were contacted, from which 20 responses were received. Out of 20 responses, 5 responses belonged to conventional collocated organizations. Our analysis showed that agile CBR, when merged with the Twin Peaks model, results in better synchronization and change management of requirements and architecture during GSD. The seven generated null hypotheses are elaborated below with their associated variables.

- $H_{A0}$: requirements tend to provide better coverage when stored in the form of cases in the case-based repository.
- $H_{B0}$: Twin Peaks in proposed approach provides better requirement architecture synchronization.
- $H_{C0}$: when using agile development, breaking the architecture into small sprints provides better change management.
- $H_{D0}$: the case-based repository increases the complexity of retrieval of cases which hinder requirement change management.
- $H_{E0}$: the relationship between dependent and independent variable is easily handled through the proposed approach.
- $H_{F0}$: using agile practices alone will overcome the problem of requirements and architecture synchronization.
- $H_{G0}$: the requirements and architecture management vary from the conventional to the distributed case-based repository approach.

And alternate hypotheses are as follows.

- $H_{A1}$: requirements do not provide better coverage when stored in the form of cases in the case-based repository.
- $H_{B1}$: Twin Peaks in proposed approach does not provide better requirement architecture synchronization.
- $H_{C1}$: when using agile development, breaking the architecture into small sprints does not provide better change management.
- $H_{D1}$: the case-based repository decreases the complexity of retrieval of cases which provide better requirement change management.
Each hypothesis was tested against the defined questions. The questions are defined with their rating scale in Table 3. The variables used for each hypothesis were included in the questions.

Domain experts gave their responses according to the rating scale. Table 3 shows the details of the questionnaire against each hypothesis.

Statistical analysis was performed on the responses gathered. Subsequently, a Mann-Whitney U test was also performed to prove our null hypothesis. Probability represented by p was also calculated. To perform the U test and determine the probability, a significance level denoted by \( \alpha = 0.05 \) was set and the critical value of \( U \) is 18. If the value of probability was above the significance distribution and the value of \( U \) is above the value of critical value of \( U \), then our hypothesis could be accepted; otherwise, the hypothesis would be rejected. Thus, the alternative hypothesis was proposed in case of rejection. Table 4 shows the complete statistical analysis. In Table 4 T defines the organization type, min stands for minimum and max for maximum value, med refers to median, M. rank refers to mean rank, and Std. dev refers to standard deviation. U test and \( p \) (probability) were also calculated. In the table, a comparison has been made between the distributed agile (DA) and conventional (C) responses. The values of \( U \) and \( p \) were interpreted to make a comparison between the two datasets. Of the 7 hypotheses, 2 were rejected because the value of probability lies below the significance level and the

<table>
<thead>
<tr>
<th>Variable</th>
<th>Question</th>
<th>Rating scale</th>
<th>Numeric mapping</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>Do the requirements tend to provide better coverage when stored in the form of cases in the case-based repository?</td>
<td>1</td>
<td>Failed coverage</td>
</tr>
<tr>
<td></td>
<td></td>
<td>2</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>3</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>4</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>5</td>
<td>Full coverage</td>
</tr>
<tr>
<td>B</td>
<td>Does Twin Peaks in the proposed approach provide better requirement and architecture synchronization?</td>
<td>1</td>
<td>Complete failure</td>
</tr>
<tr>
<td></td>
<td></td>
<td>2</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>3</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>4</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>5</td>
<td>Full synchronization</td>
</tr>
<tr>
<td>C</td>
<td>While using agile, does breaking the architecture into small sprints provide better change management?</td>
<td>1</td>
<td>Not at all</td>
</tr>
<tr>
<td></td>
<td></td>
<td>2</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>3</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>4</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>5</td>
<td>Excellent management</td>
</tr>
<tr>
<td>D</td>
<td>Does the use of a case-based repository increase the complexity of case retrieval, thus hindering requirement change management?</td>
<td>1</td>
<td>Don’t know</td>
</tr>
<tr>
<td></td>
<td></td>
<td>2</td>
<td>Up to 25%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>3</td>
<td>26–50%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>4</td>
<td>51–75%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>5</td>
<td>76–100%</td>
</tr>
<tr>
<td>E</td>
<td>Is the relationship between dependent and independent variables covered properly?</td>
<td>1</td>
<td>Don’t know</td>
</tr>
<tr>
<td></td>
<td></td>
<td>2</td>
<td>Up to 25%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>3</td>
<td>26–50%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>4</td>
<td>51–75%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>5</td>
<td>76–100%</td>
</tr>
<tr>
<td>F</td>
<td>Does agile practice during GSD lack synchronization between changing requirements and architecture?</td>
<td>1</td>
<td>Don’t know</td>
</tr>
<tr>
<td></td>
<td></td>
<td>2</td>
<td>Up to 25%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>3</td>
<td>26–50%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>4</td>
<td>51–75%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>5</td>
<td>76–100%</td>
</tr>
<tr>
<td>G</td>
<td>Is there any difference between requirement and architecture management from the conventional to the distributed case-based repository approach?</td>
<td>1</td>
<td>Less than 20%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>2</td>
<td>Less than 40%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>3</td>
<td>Less than 60%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>4</td>
<td>Less than 80%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>5</td>
<td>Less than 100%</td>
</tr>
</tbody>
</table>
value of $U$ is below the critical value of $U$; thus, the alternate hypothesis was proposed. The remaining 5 were accepted. From the obtained results, it was clear that the use of agile CBR over Twin Peaks helped in synchronizing requirement change in software architecture.

5.2. Tool Development. To develop a tool to evaluate the proposed approach, architecture was also developed. Figure 7 describes the architectural view of the tool. We have mapped our architecture on the three-tier architecture. The first tier is the presentation side, which comprises the requirement catalog for the addition and selection of requirements and the change initiator menu. The presentation tier allows the client of the system to initiate and handle change and case addition to the repository. The presentation layer also allows the client to represent their case reports and requirement document formed based on the requirements. The second layer is the application layer, which comprises the CBR support system. It also comprises a converter and a generator. The requirement converter converts each requirement into a case and a case generator that generates similar cases to the change request. The final layer is the data layer. All data storage and repositories are handled in this layer.

To validate our approach, we mapped a case study of a remote tower monitoring system with our proposed approach. Similarly, a tool was developed for the requirement and architecture change management system (RACMS). Figures 8–16 show the different functionalities of the developed tool RACMS.

5.3. Case Study: Int Netlink. We have overlapped our approach with Int Netlink’s remote tower monitoring system case study. Int Netlink is a Dubai-based company that provides tower installation and maintenance services to telecom companies. They were contracted by a reputable telecom company to install and monitor telecom towers in Kabul, Afghanistan.

To monitor the towers effectively, they wanted to develop a software solution that can help their staff remotely monitor each site. The main goals in developing this application were to

(i) monitor remote sites;
(ii) collect data for future use.

Each remote site was required to have a separate dashboard interface to provide in-depth details in the form of gauges and alert reports of the individual sites to the associated staff.

The main requirement was to monitor the following attributes of each remote site:

(i) input voltage;
(ii) output voltage;
(iii) diesel generator voltage;
(iv) diesel generator fuel level;
(v) temperature.

The hardware installed in each remote site had the capability of sending a raw data string at set intervals of time via the TCP/IP protocol to the given IP address of the remote server, where the software application would collect data, parse it, store it in the database, and render it in the dashboard.

The software application uses socket technology to listen to and receive the data from any of the remote sites. Each remote site was configured with the server’s IP address and port to which the raw data was sent.

The development team organized the requirements in the following manner:

(i) Requirement 1: program socket interface that will listen to any string from the remote sites.
(ii) Requirement 2: accept data from the socket and parse it based on the given cheat sheet.
(iii) Requirement 3: categorize the parsed data into various given attributes and store them into the database tables of each attribute.
(iv) Requirement 4: calculate alerts separately and store them into the database alert table.
Three-tier architecture

- Presentation tier
  - Requirements catalog
  - Change initiator menu
  - Product and sprint backlog menus

- Application tier
  - Case generator
  - Case maintenance
  - Requirements converter

- Data tier
  - Case-based repository
  - Change request backlog
  - Product backlog and sprint backlog

---

**Figure 7:** Architectural view.

**Figure 8:** Login interface of the RACMS tool.

**Figure 9:** Management of the users of the tool.
Figure 10: Knowledge-based repository.

Figure 11: Projects management menu.

Figure 12: Project users’ management menu.
Figure 13: Project requirements' management menu.

Figure 14: Product backlog.

Figure 15: Project sprints.
(v) **Requirement 5**: deliver the parsed attributed data to socket listeners associated with that site.

(vi) **Requirement 6**: render the data in real-time on the dashboard in the form of gauges and graphs showing the real-time graphical interface.

(vii) **Requirement 7**: Popup in-dash alerts to the user.

5.3.1. **Change Occurs in Requirements.** During the initial development phase, the client was contracted by the telecom company for all telecom towers in Afghanistan (which were 500 towers) with the following problem:

with 500 remote sites, it is difficult for the client to monitor each remote site.

To solve these problems, the following change request is proposed:

to generate runtime alerts and send them to the concerned users via SMS and email.

The following change requests were entered into the system.

*Change Request 1.* On the parsed data, send alerts to the relevant users via email and SMS.

5.3.2. **Change Mapping in the Tool.** During the initial development phase, all requirements were stored in the system, and a copy was stored in the knowledge repository. After adding this new change, it was mapped with the knowledge repository to determine whether any similar requirement existed previously. This new case matched with an existing requirement, which helped in developing a better strategy toward implementing this change.

Figure 17 shows the change that is entered into the tool. This listed change is the inclusion of an action button next to it labeled “Map,” which, when clicked, automatically searches for all similar cases from the knowledge repository and displays the list. Figure 18 shows that, for this particular change, a case titled "Manage Alerts" from the knowledge repository was a match. Figures 19 and 20 show the details of this matched case. Figure 21 shows how the change request is added to the next sprints.

6. **Discussion**

This research proposed a new approach for handling change management, and the best suited methodology was grounded theory. The issue of global software development was confirmed through interviews from domain experts, among whom requirement change management and its effect on architecture represent a major priority. Interviews allowed us to interact socially with domain experts; hence, it was wise to adopt grounded theory. This was in contrast to other methodologies that tend to restrict the research (e.g., case study or ethnography). The proposed theory was mapped to the six C’s coding family proposed by Glaser because it covers all basic and foremost requirements of the theory. The obtained results and innovations are discussed as follows along with their limitations.

6.1. **Limitations.** Based on our discussions, one major limitation of our study should be noted: we mapped only a single case on our tool. Therefore, this study does not represent a large dataset.

6.2. **Theoretical Implications.** Regardless of limitations, we also proposed theoretical implications based on an improvised Twin Peaks model alongside agile methodologies, thus making them lightweight. We resolved the issues of agile global software development by incorporating CBR technique and traceability from the requirements to the architecture. Another important implication regarding our research was that the dependency of RCM and the architecture changes simultaneously. Both changes were proved through impact analysis, thus making management universal.

6.3. **Practical Implications.** Applying the proposed approach to a case study helped in resolving and mitigating challenges of global software development. Similarly, an agile tool based
Figure 17: Change request added to the project.

Figure 18: Lists of matched cases from knowledge repository for this change.

Figure 19: Details of the individual matched case.
on Twin Peaks was developed according to the desired needs. When practically applied to data, it showed that cases were more frequently retrieved and maintained. Change management was achieved at a notable level.

7. Conclusions

The research aimed toward integrating change management at both the requirement and architecture phases simultaneously. The proposed approach made use of agile CBR with the Twin Peaks model. Each requirement from the product backlog was converted to a specific case and was evaluated and stored in the repository as a new case. Associated past experiences and solutions were also stored with the preliminary case. Based on the concepts obtained from agile CBR and Twin Peaks, a generic approach was developed and evaluated through statistical analysis, interviews from domain experts, and the overlapping case study. The results showed that the proposed approach provided better results for managing changes and effectively implementing them.
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