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With the exponential increase in a number of web pages daily, it makes it very difficult for a search engine to list relevant web pages. In this paper, we propose a machine learning-based classification model that can learn the best features in each web page and helps in search engine listing. The existing methods for listing have lots of drawbacks like interfacing the normal operations of the website and crawling lots of useless information. Our proposed algorithm provides an optimal classification for websites which has a large number of web pages such as Wikipedia by just considering core information like link text, side information, and header text. We implemented our algorithm with standard benchmark datasets, and the results show that our algorithm outperforms the existing algorithms.

1. Introduction

With the rapid growth of the number of web pages every day, it makes a web crawler difficult to read and organize the web pages. This problem makes the web classification process to get more important day by day. Web classification algorithms have many uses across various domains which include spam detection, web searching, document organizing, and cybersecurity [1]. In this paper, we are targeting web searching and aim at optimizing the search engine for providing quick and efficient search results to the users.

The web classification process can be done as follows: firstly, fix the number of classes and the properties of each class; secondly, given a set of training documents, the goal is to find the probability of all the classes that each document can fall in; lastly, the classification chooses the class which has the highest probability. There are lots of machine learning algorithms for the web classification process such as Support Vector Machine (SVM), Naive Bayes, and k-Nearest Neighbours (kNN) [2]. However, most of the machine learning models fail to produce desirable accuracy because there exist lots of features in a single web page. Hence, a good feature selection algorithm is combined with the machine learning model to increase the accuracy of the classification process. The goal of a feature selection algorithm is to get rid of most of the irrelevant features in the web page so that the input size that is fed to the machine learning model is reduced. As the input size is minimum, the machine learning model gets easier to learn the correlation between various features and performs better in terms of accuracy.

The main problem for the web crawler is to decide on what features (or words) to pick to simplify the web classification process and to achieve good accuracy. Most of the feature selection model falls under three categories, namely, Wrapper, Filter, and Embedded. Wrapper-based methods iteratively calculate the subset of features until an optimal subset is found that has the maximum performance. It starts with a zero-sized subset and iteratively adds/removes the features
and finds the accuracy. It recommends the best feature subset that yields the maximum accuracy. Sometimes, the wrapper methods work backward also. Filter-based methods try to rank each feature based on a few metrics such as Pearson correlation and Analysis of Variance. Then, it recommends top \(N\) features. Embedded methods are the hybrid of the other two methods. The feature selection that is going to be used in this paper is going to be the Embedded-based one.

Almost all of the existing works rely on term frequencies. If a term is present across all documents of the same class and is absent across all documents of other classes, then that particular term has a high weight in representing the class of the document because it is unique. The aim of this study is to not fully rely on term frequencies alone, instead considering other parts of the document which has the ability to represent the document class more accurately than the term frequencies.

Embedded-based feature selection has lots of difficulties for picking the required feature among the web pages for two main reasons; firstly, each web page has a different template; secondly, the number of web documents increases exponentially day by day. To solve the two problems, the proposed method extracts few information on the web page such as headings, link texts, and side information, which includes meta tags. A higher rank is been given to this extracted information, and the rest of the texts are given a lower rank based on Pearson correlation. Later, these features are fed into the machine learning model and got satisfying results while compared to existing methods.

1.1. Contribution. The main contributions of this paper are as follows:

(i) To increase the speed and accuracy of the web classification algorithm by reducing the dimensions of the document matrix

(ii) Side information such as meta tags, heading tags, table captions, and image descriptions is considered for classification purposes

(iii) The relationship between two web documents is calculated by the link between them. Using these relationships, a new way of classification is proposed

The rest of the paper is as follows, Section 2 describes the literature survey done by researchers on the field of link classification. Section 3 explains the working of our proposed methodology, and Section 4 compares our work with standard existing algorithms. Section 5 contains the discussions. The conclusion and future work are then proceeded by Section 6.

2. Related Works

In this subsection, we present a brief literature review on the recent research based on link-based web classification algorithms. The main goal of these algorithms is to use a clustering algorithm that relies on distance calculation steps to minimize the average distance among the web pages belonging to the same class and maximize the average distance among the web pages belonging to different classes. [3] explains the use of the tokenization of a web page to extract features; the class for a web page is then assigned based on the calculating distance between the features. Some researchers use machine learning algorithms such as support vector machines for classifying the web pages which extracts a large number of web links [4].

Few works like [5] calculate the fitness value on each iteration for classifying the documents. The fitness function gets more accurate at each successive iteration, and the iteration stops when there is no future increase in the fitness function. There are many works in the area of swarm optimization which is a nature-inspired algorithm where each member from a group of birds searches for food in different places and finally converges when food is found. The same algorithm is used to classify the web documents by searching for links across the documents in the group of web pages, and finally, all the partial solutions are merged to form a super optimal solution [6, 7].

The majority of the works in this area are based on the bag of words model [8]. The links in the document are converted into vectors, and then few algorithms like Term Frequency-Inverse Document Frequency (TF-IDF) are applied to extract the more frequent words present across the web pages [9]. These frequent words are used as features to classify the web pages [10, 11]. TF-IDF can only be efficient as long as each word in the document matrix is independent of each other, in case two or more words are synonym of each other, then it becomes difficult to represent the exact relationship; the research work [12] proposes a method which calculates the correlation between each pair of words to detect the synonym.

[13] proposes a kNN-based classification algorithm that uses the TF-IDF metric for classifying the Lao text; the uses of their research has wide use in Natural Language Processing (NLP). The input size used in their research has 7 attributes. The feature selection method they used is principal component analysis. The principal component analysis is an algorithm that can map an \(N\) feature vector space to a \(K\) feature vector space, where \(k < N\). Only 3 features are considered after the PCA feature selection method, and the accuracy of their proposed work is 71.4%.

[14] optimizes the support vector machine to be used in multiclass classification. SVM is good when there is only two target class, that is binary classification, but when there are more than 3 classes, then the computational cost of training is increased. In their research, they proposed a hierarchical classification model in which the SVM is optimized for a multiclass classification process. They compared their work with decision tree classifiers and kNN classifiers and produced better performance. Various optimization [15, 16] was done in the SVM classifier to produce better results for multiclass classification.

In recent years, the amount of data generated is huge and very complex [17], for example, lots of time series data are generated [18]. To tackle this issue, deep learning technology [18] is used for feature extraction. The deep learning approach performs better than the other existing machine learning algorithms [19].

There is one more problem that text feature selection can face, that is redundancy. Two or more different features having the same meaning are called redundant (sometimes called a synonym problem). [12] focuses on solving this
redundancy by considering semantic relationships along with correlation. Table 1 compares few existing works with the proposed feature selection model. Recently, many classification tasks in documents, such as [20], are done by deep learning. [21] recommends the use of three hidden layers with 1024 neurons yields in good accuracy; they also found that if the proper preprocessing (such as synonym elimination) is been applied, then the F1-Score is increased by 5 points. Different research papers use different methods for doing preprocessing; in the research work [22], each word is mapped to its concept vector which is a set of semantic words. In this paper, the proposed method uses the concept of link words and High-End Features to achieve dimension reduction. Furthermore, few researches [23, 24] focus more on finding out the relationship among various parts of the document towards the document class and recommended which parts to consider to increase the accuracy of the classification process.

3. Embedded-Based Feature Selection Method

The proposed method makes use of both Wrapper (selection of headers, link text, and side information) and Filter (correlation). The proposed method first assigns a few feature weights to the selected features and then assigns a few class weights to each document. Then, the original feature selection is implemented for selecting top N features for the web classification. The feature and class weights are calculated based on two metrics

(1) High end features (HEF)

(2) Weightage based on Links

After weights are assigned, the filter-based correlation feature selection is implemented to rank the features. Figure 1 shows the overall model of the proposed algorithm; the input documents are fed into the feature selection algorithm. There are two phases, the first phase assigns few weights to selective features, and the second phase computes the correlation for all the features. After the two phases are completed, the ranking step recommends top N features to the classifier.

3.1. High End Features (HEF). Since each web page may have different templates, it is difficult to choose which context has a high correlation between the target class. A HEF is a text that

### Table 1: The usage of machine learning algorithms for document classification—a summary.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Method</th>
<th>Summary</th>
</tr>
</thead>
</table>
| [30]      | DragPushing             | (i) Proposes kNN optimization which automatically balances the data points evenly across all the classes to avoid model misfits.  
            |                         | (ii) They have set the value of $k$ to 7 for their experiment.          
            |                         | (iii) Three datasets are used Reuter-21578, industry sector, and TDT-5. |
| [31]      | Prototype selection     | (i) Much faster than [30].                                              |
            |                         | (ii) Prototype selection recommends the most portable prototypes for training purposes. |
            |                         | (iii) [31] eliminates most of the data points in training to increase speed. |
| [32]      | ForesTexter             | (i) The Gini index can easily predict the skewness in the majority class and creates many subtrees to balance the data points. |
            |                         | (ii) Can work faster than [30, 31].                                    |
            |                         | (iii) [32] combines both feature subspace selection and splitting criterion to create multiple subtrees to balance the data. |
| [33]      | Resampling              | (i) Handles the imbalance problem better than [32] by performing resampling. |
            |                         | (ii) Instance weighting enables one to assign few weights for the imbalanced class so that the end performance (in terms of accuracy) is balanced. |
            |                         | (iii) They validated the proposed method with SVM classifier.           |
| [34]      | Topic modelling         | (i) Instead of balancing the data points across all the classes, this method uses the topic model to construct new data points in each class to create a complete dataset. |
| [35]      | Bag of concepts         | (i) Aims to reduce the dimensions of the document matrix representation. |
            |                         | (ii) Instead of recommending data points from the data set (such as [31]), the bag of concepts groups one or more data points into topics. |
            |                         | (iii) Bag of concepts solves many problems in the traditional bag of words models such as high dimensionality and sparsity issues. |
| [36]      | Ontology-based deep learning model | (i) Enhances the problem of [35] by not considering the relationships among the documents. |
|           |                         | (ii) The features and their relationships are extracted based on deep learning. |
|           |                         | (iii) The ontology enhancement proposed in [36] helps to reduce the high dimensions. |
|           |                         | (iv) This method consumes more time in training the samples.            |
| Proposed  | Weighted feature selection | (i) Resolves the imbalance problem by assigning weights to the most important features. |
|           |                         | (ii) Three classifiers are used, namely, kNN, SVM, and Naïve Bayes.     |
|           |                         | (iii) [35] fails to detect the relationships among the documents. In this paper, the proposed system detects the relationship and considers it for classification. |
determines a high correlation between the document and the target class. In this step, the proposed algorithm considers the texts present in headers, meta tags, and link text as HEF because they provide more information towards the determination of the target class while compared to other texts present in other areas. These HEF are given additional weightage for calculation of ranks; equation (1) describes the weightage process. The weightage vector \( W = [W_1, W_2, \ldots, W_n] \), \( W \) is an \( n \)-dimensional vector (\( n \) denotes the number of unique words in the webpage) consisting of weights for each word.

\[
\text{Weightage } W = \begin{cases} 
1, & \text{if word is not in HEF}, \\
1.5, & \text{if word is in HEF}. 
\end{cases}
\]  

(1)

3.2. Link Texts. The second metric that is considered is the link between the documents. Web documents are easy to classify while compared to normal text documents because of the links. A link between the two documents indicates a high correlation between the two documents. In this step, the proposed method selects only a few documents and runs the machine learning model to predict the class. Then, the algorithm assigns the identified class of the selected documents to the rest of the documents based on the degree in which they are connected by links. The selected documents are called as leaders. The leaders are calculated by Link Inbound Outbound based classification algorithm (LIOBC). The algorithm is given at Algorithm 1.

3.3. LIOBC: Link Inbound Outbound Based Classification Algorithm. The algorithm first constructs a graph-based model from the collection of web pages, where each web page is represented as a node in the graph, and a link from two nodes is formed only when there is a link between them. A bag of the model is represented using the links available in a graph and then the Algorithm 1 (graph creation algorithm) connects the nodes (web pages) based on the degree to which they are connected by links. The selected documents are called as leaders. The leaders are calculated by Link Inbound Outbound based classification algorithm (LIOBC). The algorithm is given at Algorithm 1.

There are lots of preprocessing steps that need to be done before executing the LIOBC algorithm such as detecting fake URLs [25], removing useless information like advertise-

\[
\begin{align*}
1: & \quad \text{procedure GraphGeneration} \\
2: & \quad N \leftarrow \text{List of web pages} \\
3: & \quad \text{begin} \\
4: & \quad \text{for each document } i \text{ in } N \text{ do} \\
5: & \quad \text{for each link } l \text{ in } i \text{ do} \\
6: & \quad J = \text{Target of } l \\
7: & \quad \text{create link between } J \text{ and } i \\
\end{align*}
\]

Algorithm 1: Graph generation.

Once the graph is generated, then it becomes easy to group related documents into separate distinct classes. A single document can belong to more than one class based on its similarity. The output of Algorithm 1 will create all links between web pages as shown in Figure 2(a). Two webpages can have more than one in links or out links or both. After creating links between web pages, the next step is to identify the leaders. A leader is a node that has several inbound than a specific fixed threshold TH1. Each leader is then given as an input to the machine learning model that assigns classes to leaders.

Leader (definition): a webpage that has the number of links higher than TH1. This signifies the high coupling. This coupling information can be used to increase the accuracy of the classifier.

After the classes of the leaders are found, it is very easy for assigning classes for the nonleader nodes. The assignment is as follows:

(i) A nonleader node which is having several outbound to only one leader greater than a prefixed threshold TH2, then the class of leader is fully assigned to the class of nonleader

(ii) A nonleader node which is having some outbound to more than one leader greater than a prefixed threshold TH2, then the classes of all leaders are equally assigned to the nonleader

(iii) If a nonleader node is not having enough outbound (number of outbound is less than TH2), then the machine learning model is used to run on nonleader independently considering it as a leader
The values of TH1 and TH2 can be dynamically fixed to get better accuracy. At the end of this step, each document will have a partial association (weightage) with a class by its leaders. Equation (2) represents this partial weightage association.

\[ \text{Document Class Vector (DCV)} = \begin{cases} 
1, & \text{for nonassociated class,} \\
1.5, & \text{for associated class (from leaders).}
\end{cases} \]

(2)

3.4. The Ranking Method. Once the feature weights and class weights are assigned, each feature on the web page is ranked based on the Pearson Correlation. The final weight for each feature is calculated using equation (3). Then, top \( N \) features are recommended to the machine learning model. If the features are having the same final weight, then the feature with a high Pearson Correlation is been recommended. If the Pearson Correlation is also the same, then the features are recommended stochastically.

\[ \text{Final Weight} = \text{Pearson Correlation} \times W. \]  

(3)

3.5. Web Page Classification. The machine learning models such as Naive Bayes, SVM, and kNN are implemented based on the top \( N \) final weight features, and each documents final class is calculated by equation (4). The class which is having...
the highest probability is assigned to the web page. Algorithm 2 shows the overall working of the proposed model.

\[
\text{Class Weight} = \text{Predicted} \times \text{DCV}. \quad (4)
\]

4. Experiment Result and Analysis

We have implemented our proposed algorithm on two standard datasets which are shown in Table 2. We took random 25 K documents from the two standard datasets and ran the experiment with three classifiers kNN, SVM, and Naïve Bayes (NB). We have used Python 3.7 for implementing our experiment.

4.1. Preprocessing Stage. The datasets are preprocessed as follows: first, all the characters are converted into the lower case; second, the digits, punctuation marks, and stop words are filtered out; third, the stemming operation is performed and finally all the words are transformed into normalized words by adjusting singular, plural.

4.2. Performance Analysis. The efficiency of the classification model can be calculated using the accuracy metric. The calculation of accuracy is as per equation (5).

\[
\text{Accuracy} = \frac{TP + TN}{TP + FP + TN + FN}. \quad (5)
\]
TP, TN, FP, and FN are first calculated for each feature in the dataset and then finally cumulated. The definitions for TP, TN, FP, and FN are as follows (for each feature)

(i) True Positive (TP) - determines how many documents classified as the positive class which contains the feature
(ii) True Negative (TN) - determines how many documents classified as the negative class which does not contain the feature
(iii) False Positive (FP) - determines how many documents classified as the negative class which contains the feature
(iv) False Negative (FN) - determines how many documents classified as the positive class which does not contain the feature

The better the accuracy the more efficient the classification model is. The comparison in Figure 3 (number of class = 5) and Figure 4 (number of class = 7) shows that our algorithm has better stats because the existing algorithm (without the proposed feature selection algorithm) uses the full documents which often leads to high noise. Weighted words are better comparison parameters than ordinary text because the weighted words tell more about the content of the document than normal text do. We have tested all algorithms by having several classes 5 and 7. The class topic name is listed in Tables 3 and 4, respectively. Figure 5 shows how many link texts are recommended in the proposed method. If the proposed feature selection technique is not used, then the classifier is given the whole text corpus features as an input to perform the classification process.

Classification accuracy can be measured using another parameter called purity, which is defined as a fraction of documents classified to the correct class. The higher value of purity will yield better classification results. Purity is found as per equation (6).

\[
Purity = \frac{\sum_{i=1}^{N} D_i}{\sum_{i=1}^{N} N_i}.
\]

Purity measure is calculated for all the three algorithms as per equation (6), where \(N\) denotes the total number of classes, \(D_i\) denotes the documents classified to the class \(i\), \(N_i\) denotes the total number of documents belonging to the class \(i\). Graphs in Figures 6 and 7 show the result of purity measure when the number of classes is 5 and 7, respectively.

5. Discussion

Web documents are having an advantage over normal text documents regarding classification that is it provides lots of additional information regarding the correlation towards the topic. This additional information includes links (which represent a strong relationship of correlation between the two documents), headings (the header tags represent the heading or topic of the content), and other side information which includes meta tags, title tags, and description tags.

While most of the research work carried out on the field of feature selection focus on ranking the features based on the number of times it appears on the document, the proposed method makes use of the abovementioned additional information and gives extra weightage to them. Thus, prioritizing this additional information over normal text helps to reduce the noise and improve the accuracy of the classifier, for example, let us take a web document [29] as shown in Figure 8. The additional information like link text is circled, while the normal text is rectangular bordered. From the image, it is clear that the additional information words like

### Table 3: Topic heads (For #classes = 5).

<table>
<thead>
<tr>
<th>#</th>
<th>Topic head name</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>People and animals</td>
</tr>
<tr>
<td>2</td>
<td>Tourism</td>
</tr>
<tr>
<td>3</td>
<td>Health</td>
</tr>
<tr>
<td>4</td>
<td>Entertainments</td>
</tr>
<tr>
<td>5</td>
<td>Organizations</td>
</tr>
</tbody>
</table>

### Table 4: Topic heads (For #classes = 7).

<table>
<thead>
<tr>
<th>#</th>
<th>Topic head name</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Culture</td>
</tr>
<tr>
<td>2</td>
<td>Animals</td>
</tr>
<tr>
<td>3</td>
<td>Tourism</td>
</tr>
<tr>
<td>4</td>
<td>Health</td>
</tr>
<tr>
<td>5</td>
<td>Games</td>
</tr>
<tr>
<td>6</td>
<td>Films</td>
</tr>
<tr>
<td>7</td>
<td>Organizations</td>
</tr>
</tbody>
</table>

Figure 5: The number of link text recommended in top \(N\) features.
the immune system, small intestine, are related to health topics, while the other words in the documents such as group, major, have no relation with the real topic (health). Table 5 lists out a few recommended features; it can be easily noted that the features recommended by the proposed system have more correlation towards the class than the features that were recommended based on the high-frequency count. This is why additional information is given more weightage.

6. Conclusion

In this paper, we have proposed an embedded-based feature selection algorithm for recommending top \( N \) features to the machine learning model for predicting the correct class for a web document. Webpages in a corpus have links connecting each other; these links provide an additional advantage over the normal text document for classification. The links represent the coupling information, if a webpage has lots of links to a set of webpages, then it has high coupling—that means the target class also have a strong connection. The proposed feature selection algorithm in the paper makes use of this information for classification purposes. Along with the links, the proposed method considers the side information for improving classification accuracy. We have tested our classification model with two real-time benchmark datasets, and the results show that our work has a promising positive effect on classifying web documents. In future work, we will consider knowledge ontology and traffic connections as an additional parameter into account for classification.
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Table 5: Some of the text features recommended in Figure 8 by existing (based on high-frequency count) and proposed (based on HEF and link text) algorithms.

<table>
<thead>
<tr>
<th>#</th>
<th>High-frequency words</th>
<th>HEF and link text</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Database</td>
<td>Medical</td>
</tr>
<tr>
<td>2</td>
<td>Reference</td>
<td>Supplementation</td>
</tr>
<tr>
<td>3</td>
<td>Functions</td>
<td>Metabolic</td>
</tr>
<tr>
<td>4</td>
<td>Reviews</td>
<td>Gene</td>
</tr>
<tr>
<td>5</td>
<td>Effects</td>
<td>Immune</td>
</tr>
</tbody>
</table>
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