1. Introduction

In recent years, the development of sensing, computer control, embedded, and wireless network data communication technologies has enabled the emergence of the Internet of Things (IoT) [1]. This technology is now widely applied in various areas, such as smart grids [2], smart transportation [3], smart homes, smart healthcare facilities [4, 5], environmental monitoring [6], and industrial automation [7]. The edge nodes of the IoT are referred to as IoT devices, which vary from mobile payment handheld devices, surveillance devices for public places, home devices for smart homes, wearable devices for health services [8], and more. This growth is driven by current hardware products, such as ever-improving sensors and processors, advancing low-power narrowband networks such as LoRa [9] and NB-IoT, and evolving advanced technologies such as artificial intelligence and machine learning.

However, the massive number of IoT end devices accessing the IoT system for information exchange and data communication has exposed numerous security issues [10]. In particular, terminal devices that store and transmit important data to users can be attacked and become vulnerable to data leakage, leading to unnecessary damage and loss of privacy. Therefore, the security and privacy of IoT devices must be considered [11], mainly involving authentication [12], access control, data protection [13], trust management, and other issues. Identity authentication [14] is the first step of the whole IoT security, which is a security mechanism that identifies and authenticates the identity of devices that access the IoT system before data interaction takes place. On the one hand, the authentication mechanism can ensure that IoT devices in the system can use their legitimate identities to establish a trust relationship for end-to-end secure data communication. On the other hand, it can restrict the access of illegal devices to the IoT system to avoid a series of security risks, thus making the whole system safe and reliable.

Currently, authentication schemes [15] are usually based on a centralised system where a trusted third party confirms the legitimacy of an IoT device’s identity. This centralised authentication approach has become increasingly unsuitable for the IoT ring with its wide range of devices and complex network structure [16]. Moreover, there is a potential single
point of failure in this approach. If the centre fails or is attacked, not only will the whole IoT system fail to operate normally, but there is even a security issue of private data leakage.

The current authentication schemes for IoT devices are mainly divided into symmetric key-based authentication, public key infrastructure (PKI)-based authentication [17], and identity-based cryptography (IBC)-based authentication [18]. Symmetric key-based authentication is not a centralised authentication method and has the advantages of low computation and high efficiency, but it requires pre-shared symmetric keys and thus has problems such as key distribution and key leakage. PKI-based authentication and IBC-based authentication are both centralised authentication methods, and PKI-based authentication requires the establishment of a certificate authority centre to issue and query the device's certificate, so there is a cumbersome certificate management process. IBC-based authentication is based on traditional PKI and can solve the certificate management and delivery problem, but this type of solution not only requires a trusted third party to generate a private key for the device but also generally requires complex operations such as two-line pairs, which has a large computational overhead.

Blockchain technology uses a cryptographic chain-like block structure to verify and store data and a distributed node consensus algorithm to generate and update data, with features such as decentralisation, data tamper-proof forgery, and traceability [19]. Blockchain perfectly solves the problem of how distributed nodes that do not trust each other can reach a consensus state in a decentralised peer-to-peer network architecture [20], providing a new way of thinking about IoT security. Although blockchain technology was initially applied mainly in the financial services sector, in the past years, many researchers [21, 22] have tried to introduce blockchain technology into the IoT to solve the security problems faced.

Based on the above background, this paper proposes an IoT device identity authentication solution based on blockchain technology. Specifically, by leveraging the tamper-evident and traceability of blockchain, the key data to confirm the legitimacy of a device is stored in a blockchain ledger jointly maintained by multiple distributed blockchain nodes without being generated and managed by a trusted third party. The ultimate expectation is to build a decentralised IoT device identity authentication architecture that achieves bidirectional device-to-device identity authentication without the intervention of a trusted third party so that devices can verify each other's identities. The aim is to establish a trust relationship for the next step of data interaction.

The main work of the paper is: The paper presents a four-phase identity authentication scheme (BA scheme) that includes system initialization, trust domain creation, association of trust domains, and authentication. It is compared with existing blockchain-based authentication schemes, highlighting its better security in terms of two-way authentication, privacy protection, traceability, forgery attacks, power abuse, and replay attacks. The scheme is also shown to have low computational and storage overheads. Additionally, it is compared with centralised authentication solutions, demonstrating its ability to solve the problem of overreliance on trusted third parties. The paper introduces hash algorithms, digital signature algorithms, blockchain, and smart contract content in the second part; designs a comprehensive authentication scheme in the third part; analyses them in terms of security, computational and storage overheads, and comparison with traditional schemes in the fourth part, respectively; and concludes with the corresponding conclusions.

2. State of the Art

2.1. Hashing Algorithm. The hashing algorithm is a mathematical function that garbles data and makes it unreadable [23]. A hashing algorithm is a cryptographic hash function. The rules for mapping an arbitrary-length binary value string to a fixed-length binary value string are the hash algorithm. The resulting binary value string is the hash value after the original data has been mapped.

Common hashing algorithms [24] include MD5, SHA1, SHA-2, NTLM, and LANMAN, which are part of the secure hash algorithm family published by the National Institute of Standards and Technology (NIST). Hashing algorithms are one-way programs, making it impossible to unscramble and decode the data. Among these algorithms, this paper selects the Keccak hash algorithm [25] as the method. Keccak is a versatile cryptographic function. Although best known as a hash function, it can nevertheless also be used for authentication, (authenticated) encryption, and pseudo-random number generation. Its structure is an extremely simple sponge construction, and internally it uses the innovative Keccak-f cryptographic permutation.

2.2. Digital Signature Algorithm. The digital signature algorithm (DSA) [26] is a public-key cryptosystem and Federal Information Processing Standard for digital signatures. It functions on the framework of modular exponentiation and discrete logarithmic problems, which are difficult to compute. It generates a digital signature from two 160-bit values using mathematical functions, with the private key and message digest used to create these numbers. DSA is a variant of the Schnorr and ElGamal signature schemes and is distinct from RSA, which relies on prime number factorization for secure communication and digital signatures.

ECDSA (Elliptic Curve Digital Signature Algorithm) [27] is a cryptographically secure digital signature scheme based on elliptic-curve cryptography. It relies on the difficulty of the ECDLP problem (elliptic-curve discrete logarithm problem), and its private key size is about twice the security level in bits. It is used by cryptocurrency traders to prove their identities and can be used to improve performance on the Internet. ECDSA is an emulation of the digital signature algorithm (DSA) using the elliptic curve cipher (ECC).

2.2.1. The Signing Process Is as Follows

(a) Choose an elliptic curve $E_p(a, b)$ and a base point $G$

(b) Select the private key $k (k < n)$ (n is the order of G) and compute the public key $K = k \cdot G$ using the base point $G$
(c) Generate a random integer \( r (r < n) \) and compute the point \( R = r \cdot G \)

(d) Use the original data and the coordinate values \( x \) and \( y \) of the point \( R \) as parameters to compute SHA1 as the hash value, i.e., Hash = SHA1 (original data \( x \) and \( y \)).

(e) Compute the following:

\[
s \equiv r \mod k \mod n, \tag{1}\]

where \( r \) and \( s \) are the signature values. If one of \( r \) and \( s \) is 0, reexecute from Step 3.

2.2.2. The Validation Process Is as Follows

(a) After receiving the message \( (m) \) and the signature value \( (r, s) \), the receiver performs the following operations

(b) Compute

\[
sG + H(m)P = (x_1, y_1), \tag{2}\]

\[r_1 \equiv x_1 \mod p.\]

(c) Verify

\[r_1 \equiv r \mod p. \tag{3}\]

(d) If Equation (3) holds, accept the signature. Otherwise, the signature is invalid

2.3. Blockchain Technology. Blockchain technology [28] integrates various components such as cryptography, peer-to-peer (P2P) networks, consensus algorithms, and smart contracts and is characterized by decentralisation, tamper-proofing, and traceability. At present, applications based on blockchain technology mostly use the distributed storage of blockchain and its properties such as tamper-proofing and traceability to achieve credible evidence and traceability. Among the many blockchain systems, Bitcoin, Ether, Hyperledger Fabric [29], and FISCO BCOS [30] are the more established and relatively well-studied public and federated chain systems. In this paper, Ether is chosen as the main system due to its suitability for the architectural system required. This system is mainly described as follows.

Ether’s data storage structure is mainly based on Merkle Patricia Trees (MPT), which have distinct prefix identification and are particularly suitable for storing data in key-value pairs. Consequently, Ether utilizes LevelDB [31] as its main data storage system, as illustrated in Figure 1. The LevelDB stores block data, account data, receipt data, and index data. The block database is comprised of the block header and the block body, with the block header storing the previous block hash and information such as the root value and random numbers of the state tree, transaction tree, and receipt tree, and the block body mainly storing transaction data and block data.

Unlike Bitcoin, Ether does not rely on interblock connections when executing transactions and validating data. This allows Ether to use LevelDB to perform these functions efficiently and consume less storage space.

2.4. Ethernet-Based Smart Contract Design. Smart contracts are programs stored on a blockchain that run when predetermined conditions are met [32]. They are typically used to automate the execution of an agreement so that all participants can be immediately sure of the outcome without any intermediary’s involvement or time loss. They can also automate a workflow, triggering the next action when conditions are met. Ethereum differs from blockchain platforms such as Bitcoin because the Ethereum Virtual Machine (EVM) [33] provides a Turing-complete operating environment for smart contracts. Smart contracts in Ether are composed of binary bytecodes (also known as EVM bytecodes). Then, EVM compiles smart contracts written in the high-level programming languages Solidity, Serpent, or LLL into EVM bytecode and stores them in the block with the smart contract address.

The process of deploying and invoking a smart contract on the Ethernet platform is illustrated in Figure 2.

The specific steps are illustrated as follows:

- **Step 1.** Start an Ethernet node.
- **Step 2.** Write the smart contract using a high-level programming language (typically Solidity).
- **Step 3.** Convert the code for writing a smart contract into EVM bytecode.
- **Step 4.** Deploy the smart contract on the blockchain network. After confirmation by the blockchain node, the EVM code will be stored in the blockchain, and the participants will get the returned contract address and interface information.
- **Step 5.** Invoke the contract using the JSON-RPC interface.

3. A Blockchain-Based Identity Authentication Scheme Design

A blockchain-based authentication scheme is designed by combining the digital signature algorithm, hash algorithm, and blockchain technology described in Section 2. This paper outlines the system model of the scheme and the scheme flow and describes the scheme in detail in four phases: system initialization, creation of trust domains, the association of trust domains, and identity authentication.

3.1. Scheme Overview. The scheme proposed in this paper is mainly based on the digital signature algorithm, hashing algorithm, and blockchain technology. Among them, the significance of introducing a digital signature and a hashing algorithm is to sign and verify the data messages between devices to ensure the integrity and nonrepudiation of data messages. The significance of introducing blockchain technology is to store the key data information in the
authentication mechanism in the form of blockchain transactions in a distributed ledger maintained by multiple blockchain nodes to ensure the non-tamperability and traceability of the data information and ultimately to realise decentralised authentication. This section will provide an overview of the solution in terms of the system model and solution flow.

3.2. System Model. The system model of the program is divided into three parts from the bottom up, namely, the IoT trust domain, the blockchain network, and the blockchain, which are described as follows.

### 3.2.1. IoT Trust Domain
Each trust domain comprises two device roles, which can be differentiated according to specific scenarios. Each trust domain consists of two device roles, namely, master device and slave device, where the number of master devices is unique and the number of slave devices is not limited. The master device role here is similar to that of a certificate authority in a PKI architecture, generating trust credentials for the slave devices in a specific trust domain. In the context of designating which devices can become the master device within a trust domain, this process occurs as a strategic procedure during system initialization. This procedure can be predefined based on the requirements

---

**Figure 1:** Ether’s data storage structure.

**Figure 2:** The deployment and invocation process for Ethernet smart contracts.
and characteristics of the IoT environment in which the implementation takes place. Devices considered for assuming the role of the master device typically possess specific capabilities or attributes that render them suitable for this role. These attributes may encompass computational prowess, security functionalities, or administrative privileges. Additionally, trustworthiness plays a pivotal role. The chosen master device should inherently exhibit trustworthiness within the IoT ecosystem.

3.2.2. Blockchain Network. A blockchain network is maintained by multiple blockchain nodes, which can be acted upon by hosts, servers, etc. It is generally considered to be computationally powerful, always secure, and trustworthy. The blockchain nodes are mainly used to receive and verify the data information generated at the IoT device side and encapsulate it into corresponding data blocks for consensus, which will be linked to the previous block when the consensus is completed, thus forming the latest blockchain. The type of blockchain nodes employed in our proposed authentication scheme involves dedicated hosts positioned near IoT devices. These dedicated hosts serve as essential components within the IoT network and are instrumental in the functioning of our authentication framework. Specifically, they ensure the security and integrity of transactions within the IoT network.

3.2.3. Blockchain. The data blocks are combined in a chain in a specific data structure in chronological order and kept in each blockchain node, whose role is to store and record data information to authenticate IoT devices.

3.3. Solution Flow. The flow of this scheme is shown in Figure 3. The blockchain-based IoT device authentication scheme will be designed in four aspects: the system initialization phase, the trust domain creation phase, the association trust domain phase, and the identity authentication phase. Among them, the system initialization phase serves to divide the trust domain and determine the master and slave devices. The master device signs trust credentials for the slave devices. The trust domain creation phase is targeted primarily for the slave device and is where the slave device uses the trust credentials to request the associated trust domain from the blockchain. The identity authentication phase is to confirm the identity of the slave device for the subsequent data interaction.

3.3.1. The System Initialization Phase Identifies a Unique Master Device for the Trust Domain. The master selects the trust domain identifier ID to be created and signs a trust credential ticket for the domain for all slave devices in the domain, the structure of which is shown in Figure 4:

(a) Trust domain identifier ID: this is the identifier of the trust domain to which the slave device belongs, is used to distinguish between multiple trust domains, occupies 1 byte, and is unique

(b) Slave device identifier SID: identifier of the slave device, used to distinguish multiple slave devices, occupies 1 byte, and is unique

(c) Slave address PA: the address of the slave device, the public key Pb of the slave device is hashed, and the first 20 bytes are taken to obtain the ID and SID for authentication of the slave device, with uniqueness

(d) Master device signature SA: the signature of the master device on the trust credential, signed by the master device and is where the slave device uses the trust credentials to request the associated trust domain from the blockchain. The identity authentication phase is to confirm the identity of the slave device for the subsequent data interaction.
master device’s private key Pr on the ID, SID, and PA hash value of the concatenation, accounting for 64 bytes, with uniqueness

For the device object, the following points are noted:

For master devices:

(i) There is only one master device per trust domain
(ii) The trust domain identifier created must be unique and cannot conflict with other trust domain identifiers
(iii) Only the act of creating a trust domain and signing trust credentials is performed

For slave devices:

(i) They can only belong to a specific trust domain
(ii) They cannot play the role of a master device to create new trust domains
(iii) They only perform the act of associating trust domains and data interaction

For both master and slave devices:

(i) The identifiers of both must be unique
(ii) The public keys of both must be unique
(iii) Data interaction can only be performed in the same trust domain
(iv) All data messages and blockchain transactions generated must be verified by signatures

3.3.2. In the Trust Domain Creation Phase, the Master Device Sends a Flag Bit (Flag) to the Blockchain Node for the Blockchain Transaction for the Trust Domain Creation Request. When the blockchain node receives the transaction, it uses the master device’s public key to sign and verify the integrity of the transaction. After the verification passes, it then queries whether the data block containing the ID and MID already exists in the blockchain, and if it does not, the creation request is passed. When the creation request is passed, the blockchain node encapsulates the requested ID transaction into the corresponding creation data block and sends it to other blockchain nodes, which store the transaction in a new block through the corresponding consensus algorithm to form the latest blockchain. The trust domain identifier ID and the master device identifier MID are stored in the blockchain. Finally, the blockchain node returns a successful creation message to the master device. The exact flow of the trust domain creation phase is shown in Figure 5.

3.3.3. In the Association Trust Domain Phase, the Slave Device Sends a Blockchain Transaction with the Flag Bit Flag as the Association Trust Domain Request to the Blockchain Node for Trust Domain Association. When the blockchain node receives the transaction, it uses the public key of the slave device to sign and verify the integrity of the transaction. After the verification, it then queries whether the data block containing the SID already exists in the blockchain and checks the ticket’s validity using the public key of the master device in the trust domain. The association request is passed if the data block does not exist and the ticket is valid. When the association request is passed, the blockchain node encapsulates the requested transaction into the corresponding associated data block and sends it to other blockchain nodes, where the transaction is stored in a new block by the corresponding consensus algorithm to form the latest blockchain. At this point, the hash value from the device identifier SID, the trust domain identifier that the slave device is in the ticket, and the address PA string of the slave device are stored in the blockchain. Finally, the blockchain node returns a successful association message to the slave device. The exact flow of the association trust domain phase is shown in Figure 6.

3.3.4. Identity Authentication. The first step in the identity authentication process must be the association trust domain phase. The first transaction sent by the slave device to the blockchain node must be a trust domain request transaction.
Once the association is successful, this slave device does not need to use a ticket to verify its identity.

Take a slave device with a ticket provided by the master device as an example and interact with another slave device in the same domain, which requires authentication first. The identity authentication scheme includes 6 steps shown in Figure 7.

The authentication scheme described in the paper involves several steps to ensure secure communication between devices within a trust domain. The first step involves the slave device sending a signed ticket, which includes its ID and MID, to the blockchain node, requesting access to the associated trust domain. The ticket is signed with the slave device’s private key Pr to ensure its authenticity. In the second step, the blockchain node uses the slave device’s public key Pb to authenticate the transaction and ensure that it was indeed signed by the slave device’s private key Pr.

Once the transaction is authenticated, the blockchain node uses the public key Pb of the master device in the trust domain to authenticate the ticket in Step 1. This authentication is necessary to ensure that only devices within the trust domain can access it. The ID, SID, and hash values from Step 1 are stored in the blockchain node after successful authentication.

In the next step, the slave device interacts with other slave devices within the same domain and generates data to be sent to the blockchain node for data interaction requests. This data is signed with the slave device’s private key Pr and sent to the blockchain node for authentication. The blockchain node uses the slave device’s public key Pb to authenticate the transaction in Step 5.

After the transaction is authenticated, the ID and SID of the transaction are extracted. The blockchain node then uses the public key Pb of the slave device to extract the hash value of the device and compare it with the hash value stored in Step 3. If they match, the authentication is successful, and data interaction with other slave devices within the same trust domain is allowed.
3.3.5. Aggregate Signature Authentication Scheme. To implement aggregate signature authentication in the ECDSA-based identity authentication scheme described in the steps provided, multiple signatures from different devices can be aggregated to form a single signature. The steps to achieve this are as follows:

(1) Each slave device signs the ticket with its own private key and generates a signature Pr

(2) The signatures from all slave devices are aggregated into a single signature using an aggregate signature algorithm

(3) The blockchain node verifies the aggregated signature using the public keys of all the slave devices

(4) If the verification is successful, the blockchain node proceeds with the authentication process as described in Steps 3–6 of the original authentication scheme

It is important to note that the choice of aggregate signature algorithm can affect the security and efficiency of the authentication scheme. One widely used aggregate signature algorithm for ECDSA is the Boneh-Lynn-Shacham (BLS) [34] signature algorithm, which allows for efficient aggregation of signatures without compromising security.

In summary, the steps to implement aggregate signature authentication in the ECDSA-based identity authentication scheme involve aggregating the signatures from multiple devices into a single signature using an aggregate signature algorithm and then verifying the signature using the public keys of all devices.

To sum up, the flow of the authentication scheme for IoT devices in this paper based on blockchain technology, combined with the Keccak hash algorithm and the ECDSA digital signature algorithm, is shown in Algorithm 1.

### Algorithm 1: The authentication method proposed in this paper.

#### 4. Analysis

4.1. Security Analysis

4.1.1. Two-Way Authentication. Our scheme confirms the identity of each slave device in each trust domain through a ticket and blockchain. This is achieved through digital signature algorithms to ensure message integrity and authenticity.

Two-way authentication establishes trust relationships between devices, ensuring the legitimacy of both parties’ identities. This helps prevent man-in-the-middle attacks and impersonation attacks.

4.1.2. Privacy Protection. The ticket is passed during system initialization, similar to a third-party authority certificate. It is only passed during this phase, making it impossible for illegal devices to forge a correct ticket.

This step ensures that critical credentials are only passed during initialization, preventing identity deception by unauthorized devices and thus providing privacy protection.

4.1.3. Traceability. All generated data is permanently recorded in the form of blocks on the blockchain, with each data block containing all information, ensuring the traceability of information.

Traceability helps detect abnormal behavior and security incidents. In the event of an incident, its source can be traced, making it easier to respond to potential threats.

4.1.4. Resistance to Forgery Attacks. Every stage of our scheme relies on digital signature algorithms, ensuring that attackers cannot initiate or execute transactions due to a lack of device private keys.

This effectively prevents forgery attacks, ensuring data integrity and identity authenticity, thereby enhancing the overall security of the system.

4.1.5. Resistance to Power Abuse. All proposed transactions are publicly and immutably recorded in the blockchain; each transaction is signed with a private key, and a consensus
algorithm is used to achieve consistency of data information across the blockchain ledger. Any changes to the data on a blockchain node are detected. As seen in Section 4.1.2, transactions and changes cannot be made without the private key in the ticket.

This design ensures transparency of data and consistency of data information, preventing power abuse and unauthorized access.

4.1.6. Resistance to Replay Attacks. For resistance to replay attacks, all blockchain transactions in this solution are passed as encapsulated blocks of data with timestamps. Once validated, they are stored in the blockchain and cannot be replayed by the attacker.

This helps prevent attackers from resending previous transactions, ensuring the one-time nature of transactions.

Based on the above analysis, the proposed scheme in this paper is noted as the BA scheme, and the results of this scheme are compared with the other four schemes (EPSD [35], IBCCPA [36], EAAP [37], and EPAW [38]) and shown in Table 1. After screening the existing authentication mechanisms, these four schemes are widely used as authentication methods.

Table 1 compares six key security attributes, including two-way authentication, privacy protection, traceability, resistance to forgery attacks, resistance to power abuse, and resistance to replay attacks, where √ indicates that the solution under consideration satisfies a specific security attribute and × indicates that the solution under consideration does not satisfy a specific security attribute. The KPSD and EPAW schemes do not involve the disclosure of the identity of entities within the architecture and therefore do not satisfy the traceability property. None of the above schemes considers authority constraints, so they do not satisfy the resistance to authority abuse. From the comparison results, it can be seen that the scheme in this paper satisfies more security attributes and is more secure than the other schemes.

<table>
<thead>
<tr>
<th>Attribute</th>
<th>KPSD</th>
<th>IBCCPA</th>
<th>EAAP</th>
<th>EPAW</th>
<th>BA</th>
</tr>
</thead>
<tbody>
<tr>
<td>Two-way authentication</td>
<td>×</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
</tr>
<tr>
<td>Privacy protection</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>×</td>
</tr>
<tr>
<td>Traceability</td>
<td>×</td>
<td>√</td>
<td>√</td>
<td>×</td>
<td>√</td>
</tr>
<tr>
<td>Resistance to forgery attacks</td>
<td>√</td>
<td>×</td>
<td>√</td>
<td>√</td>
<td>×</td>
</tr>
<tr>
<td>Resistance to power abuse</td>
<td>×</td>
<td>×</td>
<td>×</td>
<td>×</td>
<td>√</td>
</tr>
<tr>
<td>Resistance to replay attacks</td>
<td>×</td>
<td>√</td>
<td>×</td>
<td>√</td>
<td>√</td>
</tr>
</tbody>
</table>

4.2. Calculation Overhead Analysis. Since the blockchain node is acted upon by the host, its computational overhead is not considered, and the computational overhead on the IoT device side is mainly considered. Based on the previously proposed authentication process, it is clear that one authentication process requires up to two signed transactions to be sent to the blockchain node, i.e., a maximum of two signature operations are required. As the ECDSA signature algorithm is used in this scheme, the computational overhead at the IoT device side can be known according to the principal generation process of the signature algorithm shown as follows:

\[ T_C = 2T_E + 2T_H + 4T_M, \]  

where \( T_C \) is the total operation, \( T_M \) is the modulo operation, \( T_H \) is the hashing operation, and \( T_E \) is the ECDSA operation.

4.3. Storage Overhead Analysis. The storage overhead mainly comes from the blockchain node side and the IoT device side. The total storage overhead algorithm is shown in the following:

\[ S_T = S_I + S_B, \]

where \( S_T \) is the total storage overhead, \( S_I \) is the IoT device-side storage overhead, and \( S_B \) is the blockchain node side storage overhead.

Firstly, the storage overhead on the IoT device side consists of its own private key, ID, SID, and ticket, and the total storage is about 100 bytes.

For the blockchain node side, it includes the stored information content of three requests: trust domain creation, associated trust domain, and data interaction. For the first two types of requests, the length of information included is about 200 bytes, while for data interaction, the information length of the actual interaction data needs to be considered, which can be assumed to be \( L_{data} \). Then, the total length of data information for storage overhead is 300 + \( L_{data} \) bytes.

4.4. Comparison with Traditional Authentication Schemes

4.4.1. Difficulty in Tampering with Data. The proposed scheme in this paper requires more arithmetic power to crack, and the attacker has a small probability of success in attacking nodes in the blockchain network to achieve tampering with the data by means of adapting blocks of data. This is the biggest advantage of this paper’s blockchain-based authentication scheme over traditional centralised-based authentication schemes.

4.4.2. No Specific Trusted Third-Party Organisation Is Required. Currently, most traditional authentication schemes for IoT devices are based on centralised authentication methods. The authentication scheme proposed in this paper, however, leverages the decentralised nature of blockchain, uses distributed data storage for secure storage, and does not rely on a specific trusted third-party organisation.
This can avoid the risk of centralised structures being vulnerable to centralised malicious attacks.

### 4.4.3. Consistency of Data Information

Blockchain nodes encapsulate key data information used for device authentication into blocks of data at various stages and have this data permanently recorded in the blockchain distributed ledger by the remaining blockchain nodes through consensus algorithms. This allows it to be utilized for retrospective queries. The consensus algorithm achieves the consistency of data information in the blockchain ledger so that if a blockchain node’s data information has been tampered with, it will be detected at the next consensus. This ensures that the data information queried by the device during the authentication phase is consistent with the previous phases.

### 5. Conclusion

In view of the lack of research solutions for introducing blockchain technology to solve the authentication of IoT devices and to address the problems of traditional centralised authentication solutions and the shortcomings of existing blockchain-based authentication solutions, this paper still proposes an authentication solution for IoT devices with blockchain as the technical support, combined with the Keccak hash algorithm and the ECDSA digital signature algorithm. This paper focuses on a blockchain-based authentication scheme and presents the system model of the authentication scheme, the scheme flow, and a comprehensive analysis of it, respectively. The details are described as follows.

(i) The paper describes the designed identity authentication scheme (BA scheme) in detail in terms of the scheme flow. This consists specifically of four phases: system initialization, the creation of trust domains, the association of trust domains, and authentication. The creation of the trust domain is the prerequisite for the association of the trust domain, while the association of the trust domain is a prerequisite for authentication.

(ii) This paper compares the proposed scheme with existing blockchain-based authentication schemes and analyses the scheme in terms of two-way authentication, privacy protection, traceability, resistance to forgery attacks, resistance to power abuse, and resistance to replay attacks. Six perspectives show that it has better security, and an aggregate signature authentication scheme is proposed.

(iii) The analysis also shows that this scheme has good computational and storage overheads.

(iv) Finally, this paper compares and analyses the advantages of this solution with traditional centralised authentication solutions and shows that it can perfectly solve the problem of overreliance on trusted third parties in traditional authentication solutions.

In conclusion, the IoT device identity authentication solution based on blockchain technology presented in this paper is a promising solution for ensuring the security and privacy of IoT devices. The solution not only solves the problems of traditional authentication schemes for IoT devices, such as key distribution and key leakage but also provides a secure and reliable identity authentication platform for IoT devices. In the future, more research and development should be done to improve the solution and make it more applicable to the real world.

Despite the innovative aspect of our study, there are still areas for further research and improvement:

1. In terms of the authentication mechanism, only two-way authentication between devices within the same trust domain is currently taken into account, so in the next research work, we will focus on considering cross-domain authentication between multiple trust domains to make the authentication mechanism more comprehensive.

2. Also, the revocation stage is not currently included in the authentication process, so in the next research work, the revocation request blockchain transaction will be constructed to scrap the authentication data information of faulty or damaged devices.
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