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1.Introduction

The gate is an important resource for the airport and an important place for aircraft to receive ground services. The aircraft can park at the gate and the apron. For aircraft parked at the gate, passengers can board and disembark directly through the covered bridge. For airplanes parked at the apron, passengers need to get on and off the plane by shuttle bus; passengers need to use the ferry to get on and off the plane. This way is not safe and convenient for passengers. However, the number of gates is limited, so not all flights can be parked at the gate. At present, there are two main ways to solve the shortage of airport gate resources. Firstly, we can directly increase the resources of hardware facilities such as expanding airports and aprons. Because the airport’s various hardware facilities are also impossible to expand indefinitely, and the expansion of the airport requires a lot of capital, time, manpower, land, etc., this method is not practical. Secondly, we can optimize the gate assignment scheme, which can improve the utilization efficiency of airport resources and reduce airport operating costs. Most airport gate assignments are made manually and by simple computer-aided methods by dispatchers based on personal experience. This makes the gate assignment work under the condition of limited gate resources costly and inefficient.

The gate assignment plan is related to the operational safety of the airport. As a place to provide passenger and cargo transportation services for aircraft, there are usually multiple aircraft and ground working vehicles on the airport parking lot for ground operations at the same time, which is prone to safety accidents. Therefore, parking as many flights as possible at the gate can reduce the use of vehicles and reduce the probability of accidents. According to the regulations of the International Air Transport Association...
(IATA) [1], the proportion of passengers who board and disembark the plane over the boarding bridge should be 90%–95%. Whether passengers board or disembark through the boarding bridge is an important factor affecting passenger satisfaction. Since the number of flights that can be parked at the gate is much larger than the number of gates, how to assign the gate to maximize the number of people boarding and disembarking through the bridge is an important point in AGAP. The gate assignment is mainly a process of allocating inbound and outbound flights to various gates by the dispatch center under the conditions of flight departure and arrival times, aircraft types, and the size of parking spaces. Ensure the normal operation of flights and maintain normal order at the airport.

The paper is organized as follows. A comprehensive analysis of the existing literature is given in Section 2. In Section 3, a model of aircraft allocation considering security constraints is constructed. In Section 4, a tabu search algorithm based on the new neighborhood search structure is designed as well as a dynamic scheduling algorithm. In Section 5, the actual airport data is used to verify and analyze the algorithm. Finally, conclusions are proposed in Section 6 and future research directions are discussed.

2. Literature Review

Due to the continuous development of the aviation field, research on boarding gates has continued to increase in recent years. There are also many research methods mainly using heuristic algorithms and precise algorithms.

For the exact solution methods, Yan and Huo [2] used the travel distance of the passenger as the objective function to establish a 0-1 integer programming model and then used the branch and bound method to solve the model. Bolat [3–5] used the gate free time equilibrium as the objective function to establish the gate allocation model and used the branch and bound method to solve this problem. Mangoubi and Mathaisel [6] take the walking distance of the transit passengers as the objective function and use the linear relaxation method of the mixed integer programming and the heuristic algorithm to solve the problems. Diepen et al. [7] proposed a new integer programming model and solved this linear relaxation problem through column generation.

As the scale of flights is getting larger and larger and cannot be solved with accurate solutions, heuristic algorithms are increasingly used to solve this problem. For the heuristic algorithms, Cheng and Ho [8] use multiple metaheuristic algorithms to solve the problem of shortest distance traveled by passengers. Deng and Zhao [9] established a multiobjective aircraft allocation model and solved it using an improved PSO algorithm. Drexel and Nikulin [10] established a multitarget gate assignment model that includes the smallest number of flights without assigned gates and the smallest total walking distance (or time) of passengers, and uses Perato’s simulated annealing algorithm to solve. Marinelli et al. [11] aim to minimize the total walking distance of passengers and minimize the number of flights at parking apron, and uses a meta-heuristic algorithm to solve it. Mokhtarimousavi et al. [12] used the second version of Nondominated Sorting Genetic Algorithm (NSGA-II) to solve the problem with the goal of minimizing the total walking distance of passengers. Liu and Chen [13] proposed an optimization model that considers operational safety constraints and solved them using genetic algorithms. Zhao and Cheng [14] proposed a mixed integer model and designed a colony algorithm to solve this problem. Wang et al. [15] proposed an optimization model based on the characteristics of flights and airport gates and solved it using immune genetic algorithms. Benlic et al. [16] established multiple objective functions and proposed a heuristic algorithm based on the breakthrough local search (BLS) framework to solve this problem. Yan et al. [17] solved AGAP by using a random boarding gate assignment model and real-time assignment rules, as well as two punishment adjustment methods. Lim and Rodrigues [18] proposed a model with a time window and then solved it using Tabu Search and Memetic Algorithms. Ding and Lim [19] designed a tabu search algorithm to solve the problem of the shortest distance traveled by passengers with assigned gate. Noyan and Seker [20] added random interference to establish a large-scale mixed integer programming problem and used a tabu search algorithm to solve the problem.

In addition to applications in airports, optimization algorithms are also used in other fields. Zuo et al. [21] took patients’ flow cost and departments’ closeness as the objective function and designed a tabu search algorithm, which contains a penalty function to deal with infeasible solutions. Wang et al. [22] proposed a competitive memetic algorithm which includes the search operator in the variable neighborhood search framework and the simulated annealing strategy to solve the capacitated green vehicle routing problem. Xu et al. [23] used the Delaunay-triangulation-based Variable Neighborhood Search algorithm to solve the large-scale A colored traveling salesman problem. Wang et al. [24] took the number of unserved requests, total traveling cost, and the workload deviation as objective functions and proposed a multiobjective iterated local search algorithm with adaptive neighborhood selection to solve this problem.

For the gate allocation problem, establishing an effective gate allocation model is crucial to the actual operation of the airport. The gate assignment model proposed by some scholars and experts mainly has the following three problems. First, some constraints of the actual operation of the airport have not been fully
considered; for example, flights parked at two adjacent gates cannot enter and leave at the same time. This constraint is essential for the safe operation of the airport, but most of the literature did not take this constraint into account. Secondly, the number of test cases in most literatures is relatively small or simulation data is used, which is not enough for the actual situation. Third, most papers only considered the state where all the gates are initialized to empty and did not consider the real-time changes in the status of the gates. In this study, a new neighborhood search algorithm is proposed with the aim of improving the operation efficiency. The constraints are mainly generated according to some restrictions in the actual operation of the airport and then described using mathematical expressions. Therefore, the goal is to maximize the number of people boarding and disembarking using the boarding bridge, and to make full use of the gate to improve the utilization of airport resources.

3. Problem Formulation

The airport gate assignment has significant impacts on the quality of airport operations. Reasonable boarding gate assignments can improve the safety and efficiency. Because of the limited number of gates, it is difficult to assign all the flights in them. Furthermore, the size of the gates also limits the types of flights that can be parked. Two aircraft on the same gate need to have a safe time interval. Due to security considerations, gates in some areas cannot enter and leave flights at the same time. As remote stands are far away from the terminal, passengers on flights parked at remote stands need to take a shuttle bus to get on and off the plane, which will seriously affect passenger satisfaction. Therefore, the goal is to maximize the number of people boarding and disembarking using the boarding bridge, and to make full use of the gate to improve the quality of airport operations. Reasonable boarding gate assignments can improve the safety and efficiency.

3.1. Objective Function. Maximize the total number of passengers on flights parked at the gate:

\[
\max \sum_{i=1}^{n_f} \sum_{j=1}^{n_g} x_{ij} * g_j * p_i,
\]

where \( x_{ij} \) indicates whether flight \( i \) is assigned to gate \( j \); when the flight is only assigned to a gate, the value of \( x_{ij} \) is equal to 1. Otherwise, the value of \( x_{ij} \) equals 0. \( g_j \) indicates whether there is a boarding bridge at gate \( j \); when gate \( j \) has a covered bridge, the value of \( g_j \) is equal to 1. Otherwise, the value of \( g_j \) equals 0. \( n_f \) represents the total number of flights. \( n_g \) represents the total number of seats. \( p_i \) represents the number of passengers on flight \( i \).

3.2. Constraints. Constraints are mainly generated according to some restrictions in the actual operation of the airport and then described using mathematical expressions. The purpose is to make the calculation result meet the practical limit and improve the operation efficiency. The constraints in the model are listed as follows.

1. Each flight is only assigned to one gate:

\[
\sum_{j=1}^{n_g} x_{ij} = 1, \quad \forall i \in F, \; j \in G,
\]

where \( F \) is the set of flights and \( G \) is the set of gates.

2. There must be a safety interval between two adjacent flights at the same gate:

\[
\sum_{k=1}^{n_c} x_{kj} \leq 1, \quad k \in FC,
\]

where \( FC \) represents a collection of flights that conflict with each other in time and \( n_c \) represents the set size.

3. Flights between two adjacent gates cannot enter and leave the gate at the same time, and a safety interval is required between them:

\[
\sum_{m=1}^{n_f} \sum_{k=1}^{n_c} (x_{ij} + x_{km}) \leq 1, \quad \forall i \in F, \; k \in FC, \; m \in NG,
\]

where \( NG \) is the set of gates adjacent to gate \( j \) and \( n_g \) is the size of the gates.

4. The attributes of the flight (domestic/international) need to match the gate:

\[
x_{ij} = 0, \quad \forall i \in F, \; j \in CG_i,
\]

where \( CG_i \) represents the set of gates that cannot match flight \( i \) in the attributes of the flight (domestic/international).

5. The type of the gate and the type of the aircraft need to match:

\[
x_{ij} = 0, \quad \forall i \in F, \; j \in CG_i,
\]

where \( CG_i \) represents the set of gates that cannot match flight \( i \) in the attributes type.

6. 0-1 variable constraints:

\[
x_{ij} \in \{0, 1\}.
\]

4. A Tabu Search Algorithm

AGAP is an NP-hard problem [25]. As the number of flights increases, it is difficult to obtain accurate solutions using some exact solution methods. Unlike conventional solution methods, the tabu search algorithm is an intelligent search algorithm that simulates the thinking of people. That is, people will not search for the places they have searched for, but search for other places. If they are not found, they can search for the places they have already been. The tabu search algorithm starts from an initial feasible solution. It selects a series of specific search directions based on trial and
selects the movement which could improve the objective value furthest. In order to avoid falling into the local optimal solution to the tabu search, a flexible “memory” technique is used, which records the optimization process that has been performed and guides the next search. These are achieved by establishing a tabu table. The tabu list stores the movements achieved in the last few iterations. In the current iteration, the movement in the tabu list is prohibited, so that the algorithm can be prevented from revisiting the solution that has been accessed in the previous iteration and avoid falling into the local optimal solution. In order to avoid missing the optimal solution, the tabu search also has a strategy of “aspiration criterion.” Compare the candidate solution of one iteration with “best so far.” If the target value is better than “best so far,” you can unban the candidate solution, replace “best so far” with the current optimal solution, and then add the tabu list and update tabu list.

The most important factors affecting the performance of tabu search are the quality of the initial solution, the design of the neighborhood structure, and the processing of the tabu list. Therefore, getting a good initial solution, designing a suitable neighborhood structure, and designing an effective tabu list are crucial. The structure of the solution to the airport gate assignment problem is shown in Figure 1; that is, each boarding gate will be occupied by multiple non-conflicting flights under the condition that the constraints are met, where \( s_{p_{ij}} \) represents the time interval between adjacent flights on the same gate and \( n_{sp_{ij}} \) represents the time interval between flights on adjacent gates.

4.1. Initial Solution. Figure 2 shows that the number of passengers on flights parked at the gate and the number of flights stopping at the gates are positively correlated. Assign gates to flights in accordance with certain rules, and make as few flights as possible to the apron, so that you can get a better initial solution. The following two rules are used to assign gates, and the literature [3] shows that, in the case of partial constraints, more flights can be parked on the gate through such rules.

(1) Sort the flights according to the corresponding departure time.

(2) For each flight, you need to retrieve each gate and then find a gate that can be put into the flight. Then, the corresponding time interval \( s_{p_{ij}} \) is compared, where \( s_{p_{ij}} \) is the time interval of adjacent flights of the same gate, the gate corresponding to the smallest \( s_{p_{ij}} \) is selected, and the flight is placed on the gate.

For the first rule, manual assignment is usually based on the arrival time of the flight. If the assignment is based on the departure time of the flight, it can avoid the situation that only a few flights can be allocated when the gates are allocated according to the arrival time in Figure 3. Therefore, the number of flights docked at the apron can be reduced, and there is also a certain chance to increase the total number of passengers on flights parked at the gate. For the second rule, while ensuring a safe interval, the time interval between adjacent flights at the same gate can be made as small as possible, so that the idle time of the gate can be reduced, thereby improving the utilization rate of the gate.

4.2. New Neighborhood Search Methods. The objective function of the model is to maximize the total number of passengers on flights parked at the gate. Due to the initial solution obtained, only one-by-one allocation is performed in the order of flight departure time, and there are constraints between adjacent gates, so two problems arise. The first problem is as shown in Figure 2. Assume that the number of flight2 is greater than the number of flight1. This gate will be assigned flight1 directly on gate1 according to the time of arrival. This will cause flight2 not to be assigned to a gate, so it will as a result; the objective function is reduced. To solve this problem, this paper defines a “flight
exchange” operation. Another problem is that, after the exchange of flights, there may be more idle time on the corresponding gate, and more flights may be put on this gate. This operation is defined as the “flight insert” operation.

4.2.1. Flight Exchange. The flights scheduled to be parked on the apron are screened for the gates that can be put in through various constraints, the flights that conflict with the flight at the corresponding gates are found, and the flights that conflict with them are exchanged. Define this exchange as \((f_a) \rightarrow (g_i| (f_b, f_c, \ldots))\), where \(f_a\) is the flight assigned to the apron, \(g_i\) is the gate number, and \((f_b, f_c, \ldots)\) represents the set of conflicting flights at the corresponding gate. As shown in Figure 4, exchanging flight1 and flight2 can be expressed as \((\text{flight1}) \rightarrow (\text{gate1})(\text{flight2})\). Through this exchange, flights with a larger number of people can be allocated to the gate thereby obtaining a better solution.

4.2.2. Flight Insert. The result after the flight exchange may produce the result as shown in Figure 5. After flight1 and flight3 are exchanged, the free time \(s_{p_k}\) will be generated. If there is a flight similar to flight2 on the apron, corresponding gates can be inserted under various constraints; then, the flight with the largest number of people from these flights needs to be inserted into this gate. Define this exchange as \((f_a) \rightarrow (g_i)\). Through this exchange, you can increase the number of flights and the number of people on the gate and obtain a better solution.

4.3. Tabu Short-Term Memory. In order to prevent the loop and the local optimization from appearing in the search process, a tabu list is designed. The tabu objects in this article are mainly for the process of “flight exchange.” If a neighborhood is generated by the transformation \((f_a) \rightarrow (g_i| (f_b, f_c, \ldots))\), then this exchange will be added to the tabu table and a tabu length \(l\) will be added to the tabu object. This process has been forbidden until \(l = 0\) and the tabu object is deleted from the tabu list, or when the “aspiration criterion” is met; the tabu object will not work.

4.4. Tabu Search Algorithm Steps

- **Step 1.** Initialize the tabu search algorithm. Initialize the tabu list as empty, use the method in this paper to generate the initial feasible solution, and give the tabu search algorithm parameters.

- **Step 2.** Get neighborhood solution. A neighborhood solution is generated for the current solution according to the above-mentioned method, and a part of the candidate solutions is selected from them, and the candidate solutions are sorted according to the objective function from large to small.

- **Step 3.** Choose a better solution. Select the candidate solution corresponding to the largest objective function value, and first determine whether the amnesty criterion is met, that is, whether the objective function value is greater than the historical optimal value; if it is satisfied, then replace the historical optimal solution with the current solution, and then go to Step 2; or, go to Step 4.

- **Step 4.** Update tabu list. Determine whether the exchange object corresponding to the candidate solution exists in the tabu list. If it does not exist, use the candidate solution as the new current solution, put the corresponding exchange object in the tabu list, and go to Step 5. Conversely, perform the \(m = m - 1\) operation on the tabu length of the corresponding tabu object in the tabu list, and then reselect the suboptimal solution from the candidate set, and then perform this step again.

- **Step 5.** Determine the end condition. Determine whether the algorithm has reached the maximum number of iterations, or the optimal solution of each iteration remains unchanged for several consecutive times; if so, the algorithm ends and the optimal solution is output; otherwise, go to Step 2.

4.5. Dynamic Allocation Algorithm. During the actual operation of the airport, the state of the gates must not be empty and will change in real time. The method mentioned in the existing literature does not apply to the actual state of all airports. Therefore, on the basis of the above tabu search algorithm, it is improved to apply to the actual operating status of the airport.

There are two statuses for the assigned flight in the actual operation of the airport. One state is that the gate assigned to the flight cannot be changed, and the other is that the gate has been assigned to the flight but the gate can be changed. In response to this situation, the improvements to the above tabu search are as follows:
(1) In the process of obtaining the initial solution, for the initial gate state, all assigned flights need to be added to the corresponding seats, and the corresponding state is added for each flight. There are three main statuses, including the inability to change the camera position, the possibility to change the camera position, and the unassigned camera position.

(2) During the flight exchange and flight insertion process, it is necessary to determine the status of the flight. When the flight status cannot be changed, the exchange is stopped directly. When the flight status is exchangeable, exchange is performed when the exchange can improve the objective function. It can be exchanged when the flight status is unassigned.

5. Experimental Results and Analysis

5.1. Test Data. This paper uses actual operating data from Kunming Changshui International Airport, including 65 gates and 356 flights per day. The detailed information of the gate is shown in Table 1, where gateNo indicates the number of the gate is from 101 to 165; mdl indicates the types of aircraft that can be docked, including C, D, and E types. The three types are backward compatible. For example, E-type gates can park C and D aircraft. Nation indicates whether the type of parked flight is international or domestic. Similarly, the seat that can park international flights can also park domestic flights. Flight details are shown in Table 2, where planenum indicates the unique identifier of the aircraft; arrivaltime and leavetime indicate the time of flight in and out of the airport; arrivepeople and leavepeople indicate the number of flights in and out of the airport; and nation indicates the domestic and international attributes of the flight. I indicates an international flight, and D indicates a domestic flight. For example, I/D indicates that entering the airport is an international flight and leaving the airport is a domestic flight. As long as one of the flights is an international flight, the aircraft should be placed in a place where international flights can be parked. mdl indicates the type of aircraft.

5.2. Parameter Settings. The parameters of tabu search are set as follows. In order to ensure that there is no impact between flights, the time interval for the actual allocation of gates at the airport is adopted. Set the security time interval $s_{p1}$ between flights of the same gate to 20 minutes, and the security time interval $n_{sp1}$ between flights between adjacent gates to 20 minutes. In order to ensure the efficiency of time and that the algorithm can reach a better value within 200 times, the maximum number of iterations is $T_{max} = 200$. The most important parameter is the tabu length $l$. If the tabu length is too short, it may fall into the local best advantage, which will cause a cycle. The length of the tabu is too long, and all the candidate solutions are tabu, which will cause the calculation time to increase. When 356 flights were selected for testing, 342 flights were assigned to gate. According to the size of the data, $l = \sqrt{m} = \sqrt{342} \approx 18$ was selected. The optimal value obtained near the tabu length of $l = 18$ is shown in Figure 6; the optimal value reaches the maximum when $l = 18$ and no longer increases with the increase of $l$.

5.3. Case Analysis. We selected 356 flights with arrival and departure times within one day, with a total of 98,606 people, and tested the algorithm. According to the actual allocation result of the airport, the proportion of passengers on the flight stopping at the gate on that day reached 85.63%. The initial solution obtained first includes 342 flights assigned to the gate, 14 flights assigned to the apron, and a total of 94430 people assigned to the gate. Set tabu length $l = \sqrt{m} = \sqrt{342} \approx 18$. The results obtained by the tabu search algorithm are shown in Figure 7 and Table 3. In the end, there were 96,197 people assigned to the gate at 346 flights, an increase of 1767 people compared to the initial solution. Figure 8 represents the iterative process of the algorithm. At the beginning of the algorithm, the number of people grew faster and finally reached the optimal value at the 128th time. The result made the proportion of passengers on flights parked at the gate on this day reach 97.56%. Through this case, it can be proved that the boarding gate assignment scheme obtained by the algorithm in this paper improves the total number of passengers on flights parked at the gate and reduces the airport’s operating costs.

5.4. Case Analysis of Dynamic Allocation. For a day’s flight, the flight that arrived yesterday and the flight that departed today and the flight that arrived and departed early need to be allocated in advance. The allocation of this flight to the new day is an initial state and needs to be considered separately. The allocation of these flights to the new day is an initial state and needs to be considered separately. Select 370 flights in one day, 41 of which are already allocated flights. The results obtained using the above dynamic allocation algorithm are shown in Figure 9. The green flight in the figure represents the assigned result. The yellow flight in the figure represents the result of algorithm allocation. In the end, 313 flights were allocated to the gate, and the result made the proportion of passengers on flights parked at the gate on this day reach 89.65%. The decrease in the bridge rate is mainly due to the initial state of the aircraft limiting the scope of understanding. Through this case, it can well represent the application of this algorithm in the actual dispatch of the airport and has a good reference for the actual dispatch of the airport.

5.5. Comparative Analysis. We implement these algorithms in Python and run them in Windows machines with i7-8700 CPU and 16G memory. They are tested with different data, and then the different test results are analyzed and researched. The algorithm is compared with the precise algorithm and genetic algorithm. The calculation time and the quality of the solution are analyzed to verify the rationality and effectiveness of the tabu search algorithm in the paper.

Test1 (363 Flights and 65 Gates). In order to test the performance of the algorithm when solving large-scale data, 65 gates of 363 flights were used for testing.
Test2 (363 Flights and 50 Gates). In order to test the efficiency and results of the algorithm when the number of gates is reduced so that more flights are allocated on the apron, 363 flights and 50 gates were used for testing.

Test3 (111 Flights and 65 Gates). In order to test the quality and efficiency of the solution for small-scale data, flights at peak hours of the day were selected for testing, which included 111 flights and 65 gates for testing.

Test4 (111 Flights and 50 Gates). In order to test the efficiency and quality of the solution of the algorithm when more flights are allocated on the apron under small-scale data, 111 flights and 50 gates were used for testing.

Compare the results of the four cases in Table 4. Since the initial solution obtained is directly obtained through certain rules, the number of flights and the number of gates will directly affect the initial solution. Comparing Test1 and Test2 and comparing Test3 and Test 4 show that when the number of gates decreases, the number of flights allocated to the gate decreases, which leads to an increase in calculation time. By analyzing the design of the domain structure in this paper, let \( n \) denote the total number of flights, and \( m \) is the number of flights assigned to the gate in the initial solution. It is necessary to compare the number of passengers on each flight parked at aprons with those on a near seat. So, the time complexity of the algorithm is \( T(n) = m * (n - m) \). Based on the results obtained, this formula is also verified.

In order to further verify the effectiveness of the algorithm, the algorithm in this paper is compared with other algorithms. Analyze the differences between the algorithms and their respective advantages. The above four types of test data are solved by precise algorithms and genetic algorithms,
respectively. For the genetic algorithm, the maximum number of iterations is set as 200, and the results of the genetic algorithm solution are shown in Table 5. The exact algorithm uses the cutting plane method and the complex is used for the solution. The exact algorithm solution results are shown in Table 6. As the amount of data increases and
the number of variables increases, the number of feasible solutions will increase exponentially. When solving this problem, there will be a dimensional disaster, and no feasible solution will be obtained.

According to the data in Tables 5–7 and Figures 10 and 11, when the amount of data is small, using an accurate algorithm to solve can get an accurate solution in a limited time. For example, in Test3, the number of flights parked at the gate is equal to the solution obtained by the method in the article. The number of passengers on flights parked at the gate has only increased by 21, but the calculation time required has nearly doubled. In Test4, the objective function value increased by 141, but the calculation time increased by 11 s. When the amount of data increases, it is difficult to find the optimal solution using accurate algorithms. The algorithm in this paper can get a solution with a high number of passengers on flights parked at the gate. Although it is not necessarily the optimal solution, it has certain value for practical applications. The genetic algorithm is used to solve the problem. Because the genetic algorithm is random, the results obtained are also random. For example, in Test1, the results obtained through multiple experiments are 63 less than the results of the algorithm in the paper, and the calculation time is 850 s longer. For Test2 when the gate is reduced, the solution time of the genetic algorithm is 590 s longer than the solution time of the algorithm in the paper. In short, whether it is an exact algorithm or a genetic algorithm, the algorithm in this paper has advantages for the actual gate assignment.
Figure 9: Gantt chart of airport gate dynamic assignment.

Table 4: Information for comparison of results.

<table>
<thead>
<tr>
<th>Case</th>
<th>Initial solution (number of flights parked at the gate) * number of flights parked at the apron</th>
<th>Running time (s)</th>
<th>The number of people added by the optimal solution</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test1</td>
<td>340 * 23</td>
<td>131</td>
<td>1178</td>
</tr>
<tr>
<td>Test2</td>
<td>288 * 79</td>
<td>360</td>
<td>2976</td>
</tr>
<tr>
<td>Test3</td>
<td>103 * 8</td>
<td>20</td>
<td>1079</td>
</tr>
<tr>
<td>Test4</td>
<td>86 * 35</td>
<td>41</td>
<td>1794</td>
</tr>
</tbody>
</table>
Table 5: Results of the genetic algorithm.

<table>
<thead>
<tr>
<th>Case</th>
<th>Number of flights</th>
<th>Number of people</th>
<th>Running time (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test1</td>
<td>342</td>
<td>95193</td>
<td>986</td>
</tr>
<tr>
<td>Test2</td>
<td>280</td>
<td>81796</td>
<td>950</td>
</tr>
<tr>
<td>Test3</td>
<td>103</td>
<td>24087</td>
<td>173</td>
</tr>
<tr>
<td>Test4</td>
<td>87</td>
<td>21368</td>
<td>158</td>
</tr>
</tbody>
</table>

Table 6: Results of the cutting plane method.

<table>
<thead>
<tr>
<th>Case</th>
<th>Number of flights</th>
<th>Number of people</th>
<th>Running time (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test1</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>Test2</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>Test3</td>
<td>103</td>
<td>24175</td>
<td>59</td>
</tr>
<tr>
<td>Test4</td>
<td>88</td>
<td>21576</td>
<td>52</td>
</tr>
</tbody>
</table>

Table 7: Results of individual cases.

<table>
<thead>
<tr>
<th>Case</th>
<th>Number of people in the initial solution</th>
<th>Number of flights in the initial solution</th>
<th>Number of people in the final solution</th>
<th>Number of flights in the final solution</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test1</td>
<td>94078</td>
<td>340</td>
<td>95256</td>
<td>341</td>
</tr>
<tr>
<td>Test2</td>
<td>79465</td>
<td>288</td>
<td>82441</td>
<td>289</td>
</tr>
<tr>
<td>Test3</td>
<td>23075</td>
<td>101</td>
<td>24154</td>
<td>103</td>
</tr>
<tr>
<td>Test4</td>
<td>19641</td>
<td>86</td>
<td>21435</td>
<td>88</td>
</tr>
</tbody>
</table>

Figure 10: The comparison of time consumption. (a) Test1. (b) Test2. (c) Test3. (d) Test4.
6. Conclusion

In this paper, the total number of flights docked at the gate is used as the objective function. According to some restrictions in the actual operation of the airport, some constraints are constructed, and a mathematical model of gate assignment is established. We have designed a better initial solution algorithm and a special domain search algorithm which includes two operations: flight exchange and flight insertion. We have improved the related algorithm which has been applied to dynamic gate allocation. The tabu search algorithm designed in this way can improve the accuracy and efficiency of the solution. The practicality of the algorithm is analyzed through actual flight data and gate data of various airports, and then the genetic algorithm and the cutting plane method are used to solve the problem. The obtained solutions are compared to analyze the effectiveness of the algorithm. The experimental results show that the optimization performance of the algorithms proposed in this paper is generally better than genetic algorithms and precise algorithms and more practical than them, especially when the amount of data is relatively large. The constructed gate assignment model and algorithm can significantly increase the total number of passengers on flights parked at the gate, thereby improving airport service levels and passenger satisfaction. The proposed algorithm can provide an effective reference for airport gate allocation.

Since the flight data of the airport changes in real time, our allocation plan will also change. The algorithm proposed in this paper can only recalculate this problem, but in actual scheduling, it cannot change too many scheduling plans. It is necessary to further study the change of the flight and propose a more effective method to solve the gate reassigning problem.
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