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,e next generation of mobile networks and communications (5G networks) has a very strong ability to compute, store, and so on.
Group-oriented applications demonstrate their potential ability in resource-constrained information systems (RISs) towards 5G.
,e security issues in RIS towards 5G have attracted great attention. For example, how to conduct fair and orderly multiparty
communication in an intelligent transportation system (ITS). One of the main challenges for secure group-oriented applications
in RIS towards 5G is how to manage RIS communications fairly in multiparty applications. In other words, when the users cannot
transmit their messages simultaneously, the order of their communication can cause security concerns in multiparty applications.
A feasible solution to the problem is for the group of users to follow a specific order to transmit their messages. Otherwise, some
users may take advantage over other users if there has no agreeable order to be followed. In this paper, we propose a novel
cryptographic primitive, called multiparty drawing-straw (MDS) protocol, which can be used by a group of users to determine the
order of the group to participate in the multiparty applications. Our scheme is based on Pedersen’s verifiable secret sharing (VSS),
which is a well-known scheme. Our proposed protocol is fair since the output is uniformly distributed, and this is an attractive
feature for secure multiparty applications in RIS towards 5G.

1. Introduction

Since the emergence of the next generation of mobile
networks and communications (5G), technologies such as
resource-constrained information systems (RIS) towards
5G have attracted more attention, as various smart devices
have been constantly connected to the Internet over the
past decades. ,e number of devices connected to the
Internet is increasing since its appearance. Now, this
number far exceeds that of people in the world, we are no
longer talking about the Internet but about the internet of
things (IoT). IoT gives rise to revolutionary applications
for emerging technologies of RIS towards 5G. group-
oriented applications also show the great potential of
society.

Group-oriented applications demonstrate the impor-
tance of RIS towards 5G, such as joint data collection for
traffic analysis, weather prediction, multiuser interactive
computation, and so on. ,ese applications motivate the
demand for secure group-oriented applications over open
and insecure networks. In particular, the devices in RIS
towards 5G are heterogeneous, and the RIS communication
environments are asynchronous, where multiple users
cannot transmit their messages simultaneously. One of the
main challenges for secure group-oriented applications in
RIS towards 5G is how to secure the communications among
these heterogeneous devices in such an asynchronous en-
vironment. Note that it is widely known that asynchronous
transmission can cause security problems in cryptographic
functions.
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Devices in RIS towards 5G generate, process, and ex-
change vast amounts of security and safety-critical data as
well as privacy-sensitive information; hence, they are ap-
pealing targets of various attacks [1–8]. To ensure the correct
and safe operation of RIS towards 5G systems, it is crucial to
ensure the integrity of the underlying devices, in particular
of their code and data, against malicious modifications [9].
Recent researches have revealed many security vulnerabil-
ities in the embedded devices [2, 4, 6, 7, 10, 11]. ,is
highlights new challenges in the design and implementation
of secure embedded systems that typically must provide
multiple functions, security features, and real-time guar-
antees at a minimal cost [12]. How to design a lightweight
protocol to determine the order of the group members to
communicate in RIS towards 5G applications is needed in a
network that involves multiple devices/users. For example,
how to manage multiparty communication in an intelligent
transportation system (ITS; see Figure 1). In some specific
applications, like multiparty bidding or multiparty gaming,
for the sake of fairness among users, users need to transmit
their messages in a particular order. Otherwise, users can
gain unfair advantages over other users if there has no
particular order to be followed. Although users can rely on a
mutually trusted center to decide this order, most Internet
users would prefer to make their own decisions. ,e ob-
jective of this paper is to design such a lightweight protocol
to determine the order of the group members to participate
in applications.

In manymultiparty applications, the users need to follow
a specific order to transmit their messages. Otherwise,
messages can collide with each other if multiple transmis-
sions occurred simultaneously. Moreover, in some appli-
cations, a user who on purposely transmits his message last
may gain unfair advantages. Coin flipping is a simple way of
deciding the order between two users. It is widely used in
sports and other games to decide the random factors such as
which side of the field a team will play from or which side
will attack or defend initially. Coin-flipping protocol is a
cryptographic primitive that has been introduced by Blum
[13] and is one of the basic building blocks of secure two-
party computation. Coin flipping is the process of throwing a
coin into the air to choose between two possible and equally
likely outputs. In cryptography, a commitment scheme can
be used to achieve a coin-flipping protocol. Aharonov et al.
[14] proposed a quantum protocol with no dishonest player
that can bias the coin with a probability higher than 0.9143.
Ambainis [15] proposed an improved protocol with cheating
probability at most 3/4. Since then, several different pro-
tocols have been proposed [16, 17] that achieve the same
bound of 3/4. In the following, we describe Blum’s two-party
coin-flipping protocol [13] between Alice and Bob:

(i) Alice chooses a random bit a ∈ 0, 1{ } and sends a
commitment c� commit (a) to Bob

(ii) Bob chooses a random bit b ∈ 0, 1{ } and sends it to
Alice

(iii) Alice sends the bit a to Bob together with decommit (c)

(iv) If Bob does not abort during the protocol, Alice
outputs a⊕b; otherwise, she outputs a random bit

(v) If Alice does not abort during the protocol and c is a
commitment to a, then Bob outputs a⊕b; otherwise,
he outputs a random bit

,e trend of network applications inspires us to consider
scenarios involving multiple players. A novel cryptographic
primitive, called multiparty drawing-straw protocol (MDS),
is introduced in this paper. ,is technique can be used by a
group of users to determine the order of the group to
participate in applications. ,e users need to follow the
decided order to take turns to make a movement or release a
message in these applications. For example, in multiparty
computation, multiple parties want to jointly compute a
function over their inputs and keep these inputs private.
MDS can be used to determine the order of releasing their
inputs. In a real-world solution to provide MDS, the group
leader prepares a set of straws of different lengths. Each user
of the group randomly draws a straw from the unseen set of
straws prepared by the group leader. At the end of the
offering, the order of the group is determined by the lengths
of straws chosen by group users. ,e fairness of this solution
depends on the trustworthiness of the group leader. If the
group leader colludes with any group member, the output of
this process can be biased. ,e requirement of a mutually
trusted party is unrealistic in some applications. ,e MDS
without the assistance of a mutually trusted party is
desirable.

If there are only two players in MDS, the coin-flipping
protocol [13, 18] can be used to determine the order of
players. ,e “winner” of a coin-flipping protocol can be the
starter. ,us, the coin-flipping protocol is a special type of
MDS. Actually, we can use the coin-flipping protocol in a
straightforward manner to provide a solution for a general
MDS. In this solution, all players are arranged on the leaves
of a binary tree. Using a coin-flipping protocol between two
users can determine a “winner.” Repeatedly executing the
coin-flipping protocol multiple times following the tree
structure (i.e., with complexity O(n) can determine the “1st
winner” among n users). ,en, using the same approach on
remaining n− 1 users can determine the “2nd winner” and so
on. However, this approach is not effective because of the
time-consuming process. Multiparty coin-flipping protocols
[19–21] have been developed recently. However, these
protocols are restricted for multiple parties to jointly choose
one of the two possible outputs, which are different from our
MDS. In 2008, Lit et al. [22] have proposed a secure mul-
tiparty ranking problem (SMR) [22], which is extended from
Yao’s Millionaires’ problem [23]. ,is problem has been
studied in [24]. We assume that there are n users and each
user has a secret input. In SMR, it intends to get the order of
inputs in the ascending ranking sequence while not leaking
the value of any input. In particular, each user knows his
order of input but does not know the orders of the other
users’ inputs. ,e SMR is different from MDS since (a) in
SMR each user knows only the order of his input, but in
MDS each user knows all inputs, and (b) in SMR the inputs
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are users’ data, but in MDS the inputs are random secrets
selected by users.

In this paper, we propose a multiparty undeniable
drawing-straw protocol (MUDS). Formally speaking, this
primitive realizes the following function:
(s1, s2, . . . , sn)
√√√√√√√√√√√√

n

↦(o1, o2, . . . , on)n, where (s1, s2, . . . , sn)
√√√√√√√√√√√√

n

are

an array including n secret inputs and (o1, o2, . . . , on) is a
permutation uniformly distributed over 1, 2, 3, . . . , n{ }. User
Ui receives his order oi along with other orders. We present a
protocol for this primitive. Our protocol consists of two
phases, the commitment phase and the open-commitment
phase. In the commitment phase, every group user chooses a
secret and releases a commitment of the secret. In the second
phase, every group user opens the commitment by revealing
the secret.,e output of the group order is determined by all
released secrets of group users. In our protocol, after making
any commitment in phase 1, the user can no longer deny his
commitment in phase 2 since we employ a secret sharing
scheme (SS) and verifiable secret sharing scheme (VSS) in our
design. If the majority of users are honest, we can prove that
our protocol is secure by setting the threshold, t, as t � [n/2],
where n is the number of group users.

Many communication networks in practice are asyn-
chronous in which multiparty users cannot transmit their
messages simultaneously. ,e asynchronous transmission
can cause security problems in cryptographic functions. For
example, the work in [19] has used Blum’s two-party coin-
flipping protocol [13] to demonstrate the problem.,emain
concern in designing coin-flipping protocols is to prevent
the bias of the output. ,e bias of a coin-flipping protocol
measures the maximum influence of malicious parties on the
output of the honest parties. ,e bias is 0 if the output is

always uniformly distributed, and the bias is 1/2 if the ad-
versary can force the output to be always (say) 1. In Blum’s
protocol [13], since Alice recovers the output a⊕b before
sending her decommit (c) to Bob, [19] demonstrated that
Alice has an advantage over Bob, and the bias of the protocol
is 1/4.

We use another example, rational secret sharing [25], to
demonstrate the security problem caused by asynchronous
networks. In 2004, Halpern et al. [25] considered a scenario
in which users in the secret reconstruction are neither
completely honest nor arbitrarily malicious; instead, the
users are assumed to be rational. In rational secret sharing, it
assumes that all users are rational and want to maximize
their utility. A rational user acts honestly when he cannot
gain any advantage over other users (i.e., they will all obtain
the secret) but acts dishonestly when he can gain an ad-
vantage over others (i.e., he is the only one to obtain the
secret). ,e classical SSs including Shamir’s SS [26] fail in a
rational setting. In Shamir’s secret reconstruction, if the user
who broadcasts his share last, the user will see that others
have broadcasted their shares already. ,us, he will remain
silent because other parties cannot reconstruct the secret, but
this user can reconstruct the secret by using his own share
and shares broadcasted by other parties. ,ere are vast
research papers on rational secret sharing (RSS) [27–29]. In
fact, the objective of the RSS scheme is to ensure rational
users that the secret can be reconstructed successfully.,is is
the same as that of the fair secret reconstruction scheme,
which was originally proposed by Tompa et al. in [30] in
1988. In most RSS schemes, information exchanged among
users is restricted to be in a synchronous network. ,ere are
only handful papers on RSS schemes assuming asynchro-
nous networks. ,ese include Fuchsbauer et al.’s result [27],
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Figure 1: A typical ITS model.
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which requires cryptographic primitives, and the results of
Ong et al. [28] andMoses et al. [31], which require to assume
that a certain number of shareholders must be honest.

,emotivation of our paper is to develop amultiparty coin-
flipping protocol that involves more than two parties without
the assistance of a mutually trusted party. RIS towards 5G
devices can employ this protocol to determine their order in
Internet applications. Since the order is determined by all RIS
towards 5G devices, this protocol needs to prevent dishonest
devices fromcheating in the process.We consider adopting both
Shamir’s SS and Pedersen’s noninteractive VSS to achieve this
objective. ,e primary reason to adopt both schemes is due to
their simplicity to be implemented in an asynchronous network.
Shamir’s SS is unconditionally secure and polynomial-based,
which is the most widely used secret sharing scheme since it is
simple and computationally efficient. While for Pedersen’s VSS,
the privacy of Pedersen’s VSS is unconditionally secure, and the
correctness of the shares is based on a computational as-
sumption. In Pedersen’s VSS, verification is based on the
commitments computed by the owner of the secret, and there is
no interaction among verifiers during verification. ,e verifi-
cation of shares can be performed by each verifier individually.

We propose a novel design to overcome the security
problem caused by asynchronous networks. Our protocol is
undeniable since in the process of making a commitment for
the secret, where the secret needs to be shared by all other
users. Moreover, shares can be verified by other users. ,us,
after making a commitment, the user can no longer deny his
commitment. If some user denies making the commitment,
the secret can still be able to reconstruct by other honest
users. ,e undeniable feature prevents the users from dis-
rupting the protocol by releasing either a fake secret or no
information after making their commitments. Our protocol
is based on Shamir’s SS [26] and Pedersen’s verifiable secret
sharing scheme (VSS) [32]. ,us, our design is particularly
suitable for group-oriented applications in RIS towards 5G.

Here, we summarize the contributions of our paper.

(i) A novel cryptographic primitive, called multiparty
drawing-straw protocol (MDS), is introduced

(ii) An MDS protocol with undeniability (MUDS) is
proposed that can overcome the security problem
caused by asynchronous networks

(iii) MUDS is useful in many multiparty applications,
providing a fair way to determine an order of users

,e rest of the paper is organized as follows. In Section 2,
we present some preliminaries. ,e model of our proposed
protocol is introduced in Section 3, including protocol de-
scription, type of entities, and attacks of the proposed pro-
tocol.,e protocol is outlined in Section 4.We give a concrete
protocol in Section 5. ,e conclusion is given in Section 6.

2. Preliminaries

Our proposed MUDS is based on Pedersen’s VSS [33]. We
review this scheme in this section.

Chor et al. [34] proposed the notion of VSS in which
shareholders can verify that their shares are valid without

revealing the secrecy of their shares and the secret. We give a
definition of VSS below.

Definition 1 (t-out-of-n verifiable secret sharing scheme
(VSS)). A t-out-of-n verifiable secret sharing scheme π �

(G, R, V) consists of a sharing algorithm G, a reconstruction
algorithm R, and a verification algorithm V. ,e sharing
algorithm G guarantees that it is impossible for any ad-
versary to reconstruct the secret from fewer than t shares.
,e reconstruction algorithm R guarantees that the secret
can be recovered from any t or more than t shares. ,e
verification algorithm V guarantees that shareholders can
verify their shares are generated consistently without
compromising the secrecy of both their shares and the secret.

VSSs of Feldman [32] and Pedersen [33] are based on
cryptographic commitment schemes. ,e security of Feld-
man’s VSS is on the hardness of solving discrete logarithm,
while the privacy of Pedersen’s VSS is unconditionally se-
cure, and the correctness of the shares is based on a com-
putational assumption. Benaloh [35] proposed an interactive
VSS, which is unconditionally secure. Stadler [36] proposed
the first publicly verifiable secret sharing (PVSS) scheme that
allows each shareholder to verify the validity of all shares.
Most noninteractive VSSs [30, 32] can only verify the val-
idity of his/her own share, but not of other shareholders’
shares. ,e security of Schoenmaker’s PVSS [37] is based on
the discrete logarithm problem. Peng andWang’s PVSS [38]
uses a linear code, and Ruiz and Villar’s PVSS [39] uses
Pailler’s cryptosystem [40]. ,ere are noninteractive PVSSs
based on bilinear pairing [41, 42].

Pedersen’s VSS is information-theoretic secure. ,ere
are public parameters, g, h ∈ Zp, and assumes that no one
knows loggh. Pedersen’s VSS uses the following commit-
ment scheme.

Pedersen’s Commitment Scheme. To commit the secret S,
the dealer computes and publishes a commitment
E(s, k) � gshk � E0modp, where k is a random integer with
k ∈ Zp. Such a commitment can later be opened by releasing
s and k.

Definition 2 (perfectly hiding commitment (PHC) scheme).
A commitment scheme is perfectly hiding if it does not
reveal any information about the committed value in the
commitment phase.

In [33], it has proven that the commitment E0 reveals no
information on the secret S and that the committer cannot
open a commitment to s as s′ ≠ s unless he can solve loggh.
Pedersen’s commitment scheme is a PHC. Pedersen’s VSS
consists of three algorithms as shown in Figure 2.

3. Model

3.1. Description of MUDS. MDS deals with the following
setting: n users, U � U1, U2, . . . , Un , interactively work
together to uniformly choose an order for some computa-
tion. In the following, we give a formal definition of MDS.

Definition 3 (multiparty drawing-straw (MDS) protocol).
MDS computes the following functionality:
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s1, s2, · · · , sn( 
√√√√√√√√√√√√

n

↦ o1, o2, · · · , on( 
n
,

(1)

where l is a security parameter, (s1, s2, · · · , sn)
√√√√√√√√√√

n

are an array

including n secret inputs, and (o1, o2, . . . , on) is a permu-
tation uniformly distributed over 1, 2, 3, . . . , n{ }. At the end,
each user Ui obtains his order oi along with an order of
others.

,e output permutation (o1, o2, . . . , on) obtained in
MDS should be determined by all users without the assis-
tance of a mutually trusted third party. We adopt Pedersen’s
VSS in our design. In the first phase, each user needs to select
a random secret and then compute and release a commit-
ment of the secret to all other users. In the second phase,
each user releases his secret to all other users. To avoid the
problem caused by any user who may deny releasing his real
secret in the second phase, we introduce the following
definition of MUDS.

Definition 4 (multiparty undeniable drawing-straw
(MUDS) protocol). In a MUDS, no user can deny his secret
after revealing his commitment of the secret to others. ,e
security of this functionality is called undeniability.

3.2. Entities and Possible Attacks. ,e security objective of
our protocol is to enable all IoT devices to work together to
determine the order among them in a fairway. Since the
protocol allows each device to contribute an input and the
final order is determined by all inputs, our protocol needs to
prevent dishonest devices from cheating in the process. We
consider dishonest devices (also called attackers) may take
advantage of most asynchronous networks by releasing their
inputs last. ,us, we divide our protocol into two phases. In
the first phase, each input is divided into shares by the device
owner. Shares are distributed to other devices secretly. A
commitment of this input is also published by the owner.

Figure 2: Pedersen’s VSS.
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Other devices can verify that their shares are generated con-
sistently by the owner. In the second phase, each input can be
released in any asynchronous way. If any dishonest device
owner refuses to release their input or releases a fake input,
other honest devices can work together to recover the input.We
adopt Shamir’s SS and Pedersen’s VSS to achieve this objective.

In a VSS, the owner of the secret is the prover, and all
other users are the verifiers. ,e verifiers want to verify that
their shares are generated consistently without compro-
mising the secrecy of the secret. In Pedersen’s VSS, verifi-
cation is based on the commitments computed by the owner
of the secret, and there is no interaction among verifiers
during verification. ,e verification of shares can be per-
formed by each verifier individually. Inconsistent shares may
be generated due to the following two reasons: (a) in shares
generation/distribution, nature noise, such as transmission
noise or computational error, may cause the inconsistency
and (b) inconsistent shares may be generated by a user who
tries to cheat other honest users. In summary, we adopt
Pedersen’s VSS in our design since Pedersen’s VSS is (a)
unconditionally secure and (b) noninteractive.

Attackers may try to obtain secrets from commitments.
Pedersen’s commitment can prevent this attack. Moreover,
we need to prevent colluded attacks on users. Since com-
munication networks are asynchronous, colluded attackers
can always release their fake secrets after knowing the secrets
of other users. Any fake secret can be detected by VSS.
Moreover, in our protocol, we employ a threshold SS to
ensure that any committed secret can always be recon-
structed by the majority of honest users if the threshold is
t � [n/2], where n is the number of users.

3.3. Properties. Our protocol has the following properties:

Randomness. ,e output is uniformly distributed. No user
can influence the output.

Secrecy. From the commitment of each secret, the secret
cannot be recovered. Furthermore, the secret is protected by
a threshold SS.

Efficiency. In our proposed protocol, all users work together
to determine the output. We use Shamir’s SS [26] and
Pedersen’s VSS [33] based on polynomials. At the beginning
of each phase, each user needs to act as a dealer to compute
and release values to others. ,ere has no interaction among
users to verify shares. Since both Shamir’s SS and Pedersen
VSS [33] are simple and efficient, our protocol is very
efficient.

Undeniability. After publishing any commitment of the
secret, the user can no longer deny the secret since the secret
can also be recovered by honest users.

4. Proposed Protocol

4.1. Outline. Let us assume that there are n users,
U � U1, U2, . . . , Un , participated in a MUDS. ,ese users

need to interactively work together to generate an output,
which is the order of the users. In our proposed protocol,
there are two phases, the commitment and open-commit-
ment phases. In the commitment phase, each user selects a
secret and acts as the dealer to use a threshold SS to generate
shares for other users. Each user makes the commitment of
the secret publicly known. For each received share, other
users can verify that the share is generated consistently by
the owner of the secret. If the verification is failed, a request
for regeneration of a share can be sent to the owner of the
secret till a share is verifiable.

In the open-commitment phase, each user releases his
secret of the commitment to other users. Each released secret
can be verified by other users using his commitment made in
the commitment phase. If any released secret is an invalid
secret, other honest users can work together to recover the
secret by using their shares of the secret obtained in the
commitment phase. ,is property, called undeniability, in
our proposed protocol prevents any user to deny his
commitment of a secret.

After obtaining all secrets of users, each user can de-
termine the order of group based on the secrets selected by
users.

4.2. Protocol. We illustrate the detail of the protocol in
Figure 3.

4.3. Security Proof. We say that two probability ensembles
are statistically indistinguishable if their statistical difference
is negligible.

Lemma 1. In our framework, if all users are honest, the
probability ensemble defined by the order (o1, o2, . . . , on) and
the probability ensemble defined by a permutation uniformly
chosen over 1, 2, 3, . . . , n{ } are statistically indistinguishable.

Proof. We observe that the difference between the two
probability ensembles is that some orders probably have the
same value in the former. ,at is, the event ∃i≠ j(oi � oj)

may appear in the former ensemble. Fortunately, we can
show that this event occurs with a negligible probability.

From step 3, we know that
Pr[∃i≠ j(oi � oj)] � Pr[∃i≠ j(ρi � ρj)]. If all users are
honest, then ρ1, ρ2, . . . , ρn are uniformly distributed. We
have Pr[∃i≠ j(ρi � ρj)]≤i≠jPr[(ρi � ρj)]≤ (n/2) × (1/2l).

,us, we have Pr[∃i≠ j(oi � oj)]≤ (n/2) × (1/2l). Note
that (n/2) is a positive constant. ,us, the event ∃i≠ j(oi �

oj) occurs with a negligible probability.
We say that two probability ensembles X, Y are com-

putationally indistinguishable, denoted as X ≈ Y, if there is
no probabilistic polynomial-time algorithm distinguishing
them. □

Lemma 2. In our framework, let ρ denote the probability
ensemble defined by ρ1, ρ2, . . . , ρn, and r denote the proba-
bility ensemble defined by a bit-string uniformly chosen over
0, 1{ }nl. If the commitment scheme is a PHC, the secret sharing
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scheme is a t-out-of-n VSS, and there are at most t − 1
malicious users, then r ≈ ρ.

Proof. Let us focus on ρ and assume that there is at most one
malicious user Ui. ,ere are the following types of attacks
that can possibly bias ρ.

(1) ,e secret Si chosen by malicious Ui is not uniformly
distributed.
Note that ρ←⊕nj�1sj. ,us, Ui cannot bias ρ, and then
r ≈ ρ holds.

(2) Malicious user Ui may refuse to release their
decommitment or releases an illegal decommitment.
,e t-out-of-n VSS guarantees that other honest
users can recover the secret. ,is attack cannot bias
ρ, and then r ≈ ρ holds.

(3) In step 1, phase 2, Ui may open his commitment σi to
be a maliciously chosen value Si, which is different
from the real value he has committed in step 1 of
phase 1.

If Ui succeeds in this cheating, ρ is not uniformly dis-
tributed. Fortunately, the computationally binding the
commitment guarantees that the success probability of this
cheating is negligible. ,us, r ≈ ρ.

In a similar way, we can prove that this lemma holds
even if there are at most t − 1 malicious users. □

Theorem 1 (the distribution of the output). In our
framework, if the commitment scheme is perfectly hiding, the
secret sharing scheme is a t-out-of-n VSS, and there are at
most t − 1 malicious users, then the probability ensemble
defined by the order (o1, o2, . . . , on) and the probability en-
semble defined by a permutation uniformly chosen over
1, 2, 3, . . . , n{ } are computationally indistinguishable.

Proof. Let o denote the probability ensemble defined by the
order (o1, o2, . . . , on) and σ′ denote the probability ensemble
defined by a permutation uniformly chosen over
1, 2, 3, . . . , n{ }. ,en we want to show o ≈ o′.

Figure 3: Proposed protocol.
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Let us focus on step 3 in phase 2. We know that o is a
function of ρ, denoted by o � f(ρ). Following Lemma 2, we
have r ≈ ρ. ,us, f(ρ) ≈ f(r). Furthermore, we have
o ≈ f(r). Note that f(r) describes the case when all users
are honest. From Lemma 1, we have o′ ≈ f(r). Finally, we
obtain o′ ≈ o. □

Remark 1. ,e distribution of the order obtained by our
protocol is not uniformly distributed. Note that o � f(ρ)

and the string ρ is not uniformly distributed. From the proof
of Lemma 2, we know that the malicious user may break the
binding in step 1, phase 2, although the probability is
negligible. One may prefer to employ a perfectly binding
commitment scheme instead. In this case, the malicious
users may break the computational hiding of the scheme in
step 1, phase 1, although the probability is negligible too, and
bias the distribution of ρ.

Remark 2. It is easy to verify that ,eorem 1 still holds even
if the commitment scheme is computationally binding and
computationally hiding.

Theorem 2 (undeniability). In our framework, if the com-
mitment scheme is perfectly hiding, the secret sharing scheme
is a t-out-of-n VSS, and there are at most t − 1 malicious
users; then no user can deny his secret after revealing his
commitment of the secret to others.

Proof. Note that the threshold of t-out-of-n VSS is set to be
t � [n/2], to generate subshares for users.,us, after making
any commitment of secret, the user can no longer deny the
commitment. If the user tries to deny the commitment by
either releasing a fake subsecret or releasing no information,
the subsecret can still be recovered by honest users. □

Theorem 3 (secrecy). In our framework, if the commitment
scheme is perfectly hiding, the secret sharing scheme is a t-out-
of-n VSS, and there are at most t − 1 malicious users; then
each subsecret of the user cannot be recovered from its
commitment and is protected by a threshold SS.

Proof. ,is property should be satisfied using a t-out-of-n
VSS with a PHC commitment scheme as defined by Defi-
nition 2. □

4.4. Efficiency. In phase 1, each user needs to employ a one-
time share sharing algorithm G to generate subshares for
other users, a one-time commitment algorithm PHC to
commit his secret and (n − 1)-time share verification al-
gorithms V to verify subshares received from other users. In
phase 2, if we assume that all users act honestly by releasing
their secrets, each user needs to employ (n − 1)-time
commitment verification algorithm to verify each released
secret of other users. ,us, we can conclude that the
complexity of using this approach is O(n) for a group with n
members.

To the best of our knowledge, our proposed scheme is the
first MDS that can be used for a group of players to fairly

determine the order of the group in applications. In par-
ticular, the coin-flipping protocol is a special type of MDS,
that is, there are only two players. Although multiparty coin-
flipping protocols [19–21] have been developed recently,
these protocols are restricted for multiple parties to jointly
choose one of the two possible outputs, which are different
from our MDS.

When we compare our protocol with the coin-flipping
protocol, our protocol is more efficient. As we have men-
tioned earlier in the introduction that employing a coin-
flipping protocol repeatedly can achieve the same objective
as ours. However, the coin-flipping protocol works two
devices at a time to determine their order.,at is, we can use
the coin-flipping protocol in a straightforward manner to
provide a solution for a general MDS. In this approach, all
players are arranged on the leaves of a binary tree. Using a
coin-flipping protocol between two users can determine a
“winner.” Repeatedly executing the coin-flipping protocol
multiple times following the tree structure (i.e., complexity
O(n) can determine the “1st winner” among n users). ,en,
using the same approach on the remaining n− 1 users can
determine the “2nd winner” and so on. However, this ap-
proach is not effective because the complexity of using this
approach is O (n2) for a group with nmembers. It is a time-
consuming process. ,us, for large size of devices, it takes
too much computational delay to determine their final
order. In our proposed protocol, all devices work together at
once to determine their order with the complexity O(n). We
are currently building a test platform. With the completion
of this platform, we will take practical measurements and
make comparisons with other approaches as described in
[43] for our future work.

5. Concrete Instantiation

5.1. Protocol. We illustrate the detail of the proposed pro-
tocol by a concrete instantiation in Figure 4, where we use
Pedersen’s verifiable secret sharing (VSS) to allow each user
to commit to a secret in the first phase. As follows, the user
uses Shamir’s secret sharing to divide the secret into multiple
shares and share it among other users. ,e validity of these
shares can be verified using VSS. In the second phase, each
user releases his secret to the other users. If the user tries to
deny his commitment by either releasing a fake secret or
refusing to release the secret, misbehavior can be detected.
At this moment, the other honest users can work together to
recover this secret. ,is feature, called undeniability, can
prevent the users from denying their secrets after making the
commitments. ,e output of MDS (o1, o2, . . . , on) is a
function of all secrets (s1, s2, . . . , sn) of users.

5.2. Efficiency and Features. In this section, we evaluate the
efficiency and summarize the features of this concrete
protocol.

Efficiency. In our proposed protocol, all users work to-
gether to determine the output. Our protocol does not
depend on any mutually trusted party. At the beginning of
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each phase, each user needs to compute and release values
to others. But there has no interaction among users to
verify shares and to determine the output. In the first
phase, each user needs to execute 2t modular exponen-
tiations to compute his commitments and 2(t + 1)

modular exponentiations to verify each pair of subshares.
Overall, each user needs 2(n − 1)(t + 1) modular expo-
nentiations to verify all subshares from other users. In the
second phase, each user needs two modular exponenti-
ations to verify each subsecret of other users. Overall, each
user needs 2(n − 1) modular exponentiations to verify all
subsecrets from other users.

In summary, we list the features of our proposed pro-
tocol as follows:

(1) ,e output of the protocol depends on inputs
generated by all users and is uniformly distributed.

(2) Subshares generated by the owner of the subsecret
can be verified by other users using the commitments
of the subsecret.

(3) Once subshares are successfully verified in the first
phase, the user can no longer deny his subsecret of
the commitment. If the user tries to deny his sub-
secret, the subsecret can be recovered by honest users

Figure 4: Concrete instantiation.
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and is used in the evaluation of the output in the
second phase.

(4) ,e protocol can resist colluded users working to-
gether to attack the security of our protocol.

6. Conclusion

We propose a novel cryptographic primitive, called multi-
party undeniable drawing straws (MUDS), that allows n
users to work together to determine the order of users.
MUDS is very useful in multiparty applications since it
provides a fair way of determining an order of users. MUDS
can also prevent cheaters from taking advantage of honest
users by releasing their values last. Our proposal is more
efficient and secure than the state-of-the-art cryptographic
solutions, so it is absolutely attractive for multiparty ap-
plications in RIS towards 5G.
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